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This publication describes the purpose and functions of
the Control and Service programs of the IBM System/360
Model 20 Disk Programming System (DPS). .
?
The publication is designed to help you use the DPS
Control and Service programs to build, run, and main-
tain a disk-resident system. i

The disk-resident system controls the compilation,
assembly, and execution of problem programs. It offers
you many advantages: a core-image library to store your
programs, batch job processing for continuous opera-
tion, inquiry for access to specific informaticn while
another program is running, multiphase loading for
particularly long programs, and symbolic addressing of
I/0 devices for greater flexibility.

To benefit from this publication, you should have a
kasic knowledge of the IBM System/360 Model 20, and be
familiar with either the Assembler language or RPG.

You can find the titles and abstracts of related
publications in IBM System/360 Model 20, Bikliograrhy,
Form A26-3565.
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This publication is designed to help you
use the Control and Service programs of the
IBM System/360 Model 20 Disk Programming
System (DPS) . The publication is divided
into four main sections:

Introduction

DPS Control Programs
Libraries

DPS Service Programs

IBM Distribution Package.

The glossary defines the terms and abbrevi-
ations used in this publication.

The appendixes contain:

e Information on the System/360 magnetic
tape and disk labeling conventions.

e An alphabetic list of the Model 20 DPS
program and phase names.

* A diagram indicating the use of the Disk
Programming System.

The purpose of the DPS Control and Ser-
vice programs is to help you operate a
Model 20 configuration equipped with disk
drives and an optional selection of other
input/output devices including magnetic
tape units and the printer~keyboard.

The DPS Control and Service programs
enable you to build and maintain a disk-
resident control system which supervises:

(1) the translation and execution of
problem programs written in the DPS
Assembler or the RPG language, or PL/I,

(2) the execution of IBM-supplied Model 20
Disk Sort/Merge and Utility programs,
and

(3) the execution of IBM-supplied Model 20
DPS Tape Sort/Merge and Utility pro-
grams.

Your disk-resident system will make data
processing easier. It enables you to load
and retrieve programs rapidly, reduces card
handling to a minimum, and provides program
and data storage space adequate to your
needs.

Prerequisites
You should be familiar with the charac-

teristics of the Model 20 as described in
the publication

Introduction

IBM System/360 Model 20
Functional Characteristics
Form A26-5847

and learn about the use of disk storage
equipment from the publication

IBM System/360
Component Descriptions
Form A26-5988.

You will find a detailed description of
the procedure for generating a Monitor in
the publication

IBM System/360 Model 20

Disk Programming System

System Generation and Maintenance
Form C33-6006.

If you have an IBM Binary Synchronous
Communications Adapter (BSCA), refer to the
publications:

General Information
Binary Synchronous Communications
Form A27-3004

IBM System/360 Model 20

Input/Output Control System for the Bi-
nary Synchronous Communications Adapter
Form C33-4001.

Depending on the language you wish to
use, you should be thoroughly familiar with
the appropriate Systems Reference Library
(SRL) publications listed below.

IBM System/360 Mcdel 20

Disk and Tape Programming Systems
Report Program Generator

Form C24-9001

IBM System/360 Model 20

Disk and Tape Programming Systems
Assembler Language

Form C24-9002

IBM System/360 Model 20
Disk Programming System
Input/Output Control System
Form C24-2007

IBM System/360 Model 20
Disk Programming System
PL/T

Form C33-6007

If you intend to use the Model 20 Disk
Sort/Merge or Utility programs or the Model
20 DPS Tape Sort/Merge or Utility programs

Dotted line flags planning information I
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supplied by IBM, you should be familiar
with the pertinent SRL publications.

Titles and abstracts of other related
publications are listed in the SRL puklica-
tion IBM System/360 Model 20, Bibliography,
Form A26-3565.

Terms and Abbreviations

The Glossary contains a summary of the
terms and abbreviations used in this publi-
cation and offers a brief definition of
each entry.

Principle Features and Advantages

The following description briefly details
the prime features and advantages of the
Model 20 disk-resident system.

PROGRAM LIBRARY FACILITY

The disk-resident system contains a
core-image library. This library can be
used to store all programs that you have
written to meet your specific requirements
and that IBM has written to perform gener-
ally useful operations. Each of the pro-
grams stored in the library can be loaded
into main storage and executed at any time.
You can add new programs to the library at
any time, and you can delete programs you
no longer require.

MACRO LIBRARY FACILITY

In addition to the core-image library, your
disk-resident system may also contain a
macro library. This library is used to
store macro definitions that you have writ-
ten or that IBM has supplied. The macro
definitions can only be used within pro-
grams written in the DPS Assembler lan-
guage. They are called from the macro
library through macro instructions such as
GET, PUT, or FETCH. A maintenance program
is available from IBM that enables you to
update the macro library by adding or
deleting macro definitions according to
your needs.

BATCH JOB PROCESSING

The disk-resident system makes it possible
to execute a number of problem programs
consecutively in one system run. The con-
trol programs provide for automatic job-to-
job transition. The operator's activities
are reduced to (1) determining the sequence
of programs to be executed, (2) supplying
the system with certain information by
means of control statements, and (3)
handling card, disk or magnetic tape devi-
ceS.

MULTIPHASE LOADING

Because of this feature of the disk-
resident system, your program written in
the Assembler language may consist of a
number of independent or inter-dependent
phases to be loaded and executed
consecutively and selectively. The loading
of one such phase is initiated by the
preceding phase.

SYMBOLIC ADDRESSING OF INPUT/OUTPUT DEVICES

The DPS programs use symbolic addresses to
refer to input/output (I/0) devices. These
symbolic I/0 device addresses consist of
standardized names, some of which can be
placed in the problem program to refer to
disk or magnetic tape units. The assign-
ment of physical device addresses to the
symbolic addresses takes place at execution
time. It is achieved by means of ASSGN
control statements and the logical and
physical unit tables of the Monitor pro-
gram.

Machine Requirements

MINIMUM SYSTEil CONFIGURATION

Submodel 2

e An IBM 2020 Central Processing Unit,
Model BC2 (12,288 bytes of main

storage) ;

e an IBM 2311 Disk Storage Drive, Model 11
or 12;

e one of the following card reading devi-
ces:

IBM 2501 Card Reader, Model A1 or A2,
IBM 2520 Card Read-Punch, Model A1,
IBM 2560 Multi-Function Card Machine
(MFCM) , Model A1;

e one of the following printers:

IBM 1403 Printer, Model N1, 2, or 7,
IBM 2203 Printer, Model A1l.

Submodel 4

e An IBM 2020 Central Processing Unit,
Model BCU (12,288 bytes of main
storage) ;

e an IBM 2311 Disk Storage Drive, Model
12;

e an IBM 2560 MFCM, Model AZ;

e an IBM 2203 Printer, Model A2.




- Submodel 5

An IBM 2020 Central Processing Unit,
Model BC5 (12,288 bytes of main
storage) ;

an IBM 2311 Disk Storage Drive, Model 11
or 12;

an IBM 2560 MFCM, Model A1;

an IBM 2203 Printer, Model A1l.

MAXIMUM SYSTEM CONFIGURATION

Submodel 2

An IBM 2020 Central Processing Unit,
Model D2 (16,384 bytes of main storage) ;
with or without IBM Binary Synchronous
Communications Adapter, TFeature

No. 2074;

two IBM 2311 Disk Storage Drives, Model
11 or 12 (both must be the same model) ;

an IBM 2415 Magnetic Tape Unit, Model 1
through 6;

an IBM 2501 Card Reader, Model A1 or A2;
an IBM 1442 Card Punch, Model 5;

one of the following card units:

IBM 2520 Card Read-Punch, Model A1,

IBM 2520 Card Punch, Model A2 or A3,
IBM 2560 MFCM, Model A1l;

one of the following printers:

IBM 1403 Printer, Model N1, 2,
IBM 2203 Printer, Model A1;

or 7,

an IBM 2152 Printer-Keyboard;

one of the following magnetic character
readers:

IBM 1419 Magnetic Character Reader,
Model 1 or 3,

IBM 1259 Magnetic Character Reader,
Model 1, 31, oxr 32;

Submodel 4

An IBM 2020 Central Processing Unit,
Model D4 (16,384 bytes of main storage) ;
with or without IBM Binary Synchronous
Communications Adapter, Feature

No.. 2074;

two IBM 2311 Disk Storage Drives, Model
12;

an IBM 2560 MFCM, Model AZ2;

an IBM 2203 Printer, Model A2;

an IBM 2152 Printer-Keyboard;

Submodel 5

An IBM 2020 Central Processing Unit,
Model E5 (32,768 bytes of main storage) ;
with or without IBM Binary Synchronous
Communications Adapter, Feature No.
2074;

four IBM 2311 Disk Storage Drives, Model
11 or 12;

an IBM 2415 Magnetic Tape Unit, Model 1
through 6;

an IBM 2501 Card Reader, Model A1 or A2;
an IBM 1442 Card Punch, Model 5;

one of the following card units:

IBM 2520 Card Read-Punch, Model a1,

IBM 2520 Card Punch, Model A2 or A3,

IBM 2560 MFCM, Model A1;

one of the following printers:

IBM 1403 Printer, Model N1, 2,
IBM 2203 Printer, Model At1;

or 7,

an IBM 2152 Printer-Keyboard;

one of the following magnetic character
readers:

IBM 1419 Magnetic Character Reader,
Model 1 or 3,

IBM 1259 Magnetic Character Reader,
Model 1, 31, or 32;

Summary of System Programs

The primary element of the Model 20 DPS is
the disk-resident system built to meet your

particular requirements.

The disk-resident

system contains the disk-resident Monitor

program and a core-image library.

It may

also contain a macro library.

The core-image library contains the

disk-resident Job Control program and may
contain any of the following IBM-supplied
programs:

service programs,
language translator programs,
utility programs, and

other DPS programs.

Introduction 7



You may also place any of your own pro-
grams in the library of the disk-resident
system.

A disk-resident system can be used to
control the execution of programs contained
in its own core-image library. Before a
disk-resident system can be used, the disk-
resident Monitor program must be loaded
into main storage. This is achieved by
means of the Initial Program Loader.

Figure 1 shows the IBM-supplied programs
which make up the Model 20 Disk Programming
System. The Model 20 DPS program names are
listed in detail in Appendix I.

CONTROL PROGRAMS

The term "control programs" refers to the
IBM-supplied Initial Program Loader, the
Monitor program, and the Job Control
program, each of which can be used in a
card and a disk version. The functions of
each version of the three control programs
are essentially the same. The disk-
resident control programs supervise the
compilation (or assembly) and execution of
all programs running under the control of
the system.

The following is a brief discussion of
each type of control program.

Disk Initial Program Loader (IPL)

The function of the disk Initial Program
Loader is to initiate the system operation.
It consists of two parts; the first part,
which comprises three punched cards, causes
the second part to be read into main
storage from the system disk pack.

The IPL loads the Monitor into main
storage from the system disk pack. The
Monitor remains in main storage throughout
the system run, and calls the Job Control
program into storage whenever a program
reaches the end of the job. Hence, the
Initial Program Loader need not be used
again during the system run. The Initial
Program Loader is discussed in detail in
the section DPS Control Programs.

Disk Monitor Program

Throughout a system run, the Monitor
resides in main storage to provide informa-
tion and perform operations required by all
jobs. The Monitor consists of the follow-
ing parts, depending on the desired fea-
tures you specify at Monitor generation
time:

1. Communication Region -- This area con-
tains information required by all pro-
grams. It includes fields for record-
ing the date, the name of the current
job, and the current state of program

switches.

2. Logical Unit Table -- An area for
recording the current I/0 device
assignments.

3. Physical Unit Table -- An area contain-

ing the physical disk and magnetic tape
device addresses.

4. Physical Disk I/0O Routines -~ A set of
routines that perform disk I/0 opera-
tions for the Monitor and problem pro-
grams, including the disk and magnetic
tape XIO routine.

5. Fetch Routine -- A routine that loads
problem programs from the core-image
library into main storage so that they
can be executed.

6. Monitor I/0O Area -- An area that is
used by Monitor routines for reading
from disk.

7. Tape Error Recovery Routine =- A set of
routines to control the execution of
error-recovery procedures when magnetic
tape I/0 errors occur.

8. Tape Error Statistics Routine -- A
routine that analyzes the interrupts
and magnetic tape I/0 errors occurring
during the execution of a program.
This routine provides a useful service
aid.

N

These routines and areas correspond to
the standard version of the Monitor. You
can tailor a Monitor with fewer or more
routines according to your needs. The
generation of a Monitor is described in the
section Generative Monitor Concept.

The storage requirements of the Monitor
vary with the features it supports. The
minimum version of the Monitor occupies
about 3300 bytes of main storage, the maxi-
mum version about 4270 bytes. For details
refer to the SRL publication IBM System/360
Model 20, Disk Programming System, Perfor-
mance Estimates, Form C33-6003.

The Monitor is described in detail in
the section DPS Control Programs.




MODEL 20
DISK PROGRAMMING
SYSTEM (DPS)

Language Control __| Service __| Library iliti Macro h
r Translators F Programs Programs Management (] Utilities r Definitions ] Others
Monitor Gen-
| _{Report Program| | lInitial o . Core-Image I T . || . L
Generator Program Loader Linkage Editor| Maintenance Initialize Disk Br:ftil:iv;imcro Sort/Merge
Physical and . .
| Assembler — Monitor 1 Logical Unit — glrlocr::::im 1 Initialize Tape | | g‘:;;:‘::;xcro
Tables Service 9o
o
E [ ] | | Load System | | Directory Altemate Track| [ | *
H PL/ —] Job Control Disk Service B Assignment 1ocs
.
- quY System | | | §°"_'|"'°9° L1 Clear Disk * including BSCA,
s ervice 1419/1259 MCR,
2152 Printer-Keyboard
L] Backup and | 1 Macro | Disk File-to-
Restore Maintenance File (6)
Macro T "
L] " || Tape File-to-~
Library File (4)
Service
| Disk Dump

® Figure 1. Summary of IBM-Supplied Model 20 DPS Programs
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Lisk Job Control Program

The Job Control
jobs to prepare

program is executed between
the system for the next job
to be executed. It is first called by the
Monitor program at IPL time, and after that
it is called each time & program reaches
the end of the job. The job control state-
ments you insert supply the system with the
information required to direct the opera-
tions of the Job Control program.

The Job Control program changes the
temporary I/0 device assignments and cer-
tain areas of the Monitor communication
region in main storage. It also stores
disk and tape label information for label
checking. The Job Control program is dis-
cussed in detail in the section DPS Control

Programs.

Card-Resident Control Programs

The control programs are also used in a
card version, which is referred to as a
card-resident system.

An installation that operates primarily
under the control of the disk-resident
system can use the card-resident system:

e to test problem programs that are avai-
lable in absolute card format before
they are placed into the core-image
library,

e to execute problem programs that are
available in absolute card format.

SERVICE PROGRAMS

The term "service programs" refers to the
Library Management programs, the Physical
and Logical Unit Tables Sexrvice program,
the Linkage Editor program, the Load System
Disk program, the Copy System Disk program,
and the Backup and Restore program.

Library Management Programs

The Library Management programs are a group
of programs that maintain the disk-resident
libraries.

The programs enable the libraries to be
modified by:

e adding or deleting information,
e redefining the limits of the libraries,

e printing the contents of the library
directories, and

e printing or punching the contents of the
libraries.

eoseoe

A program is placed temporarily in the
core-image library during load-and-go,
compile-and-execute, or assemble-and-
execute operations. If the programs are
run frequently, the Core-Image Maintenance
program (CMAINT) can be used to make them a
permanent part of the core-image library.
Otherwise, the area in the library where
they are placed is overlaid by the next
program that is temporarily or permanently
included in the core-image library.

The Library Management programs are
discussed in detail in the section DPS
Service Programs.

Three libraries are used with the disk-
resident control system. They are:
1. A required core-image library that
contains the Job Control program, and
may also contain the Library Management
programs, the Physical and Logical Unit
Tables Service program, the Linkage
Editor, the Assembler program, RPG,
PL/I, the Sort/Merge programs, the
Utility programs, and problem programs
in core-image format, i.e., in
immediately executable form. A program
is stored in the core-image library as
one or more program phases.

An optional macro library that contains
Logical IOCS, Monitor macro defini-
tions, Monitor generation macro defini-
tions, and user-written macro defini-
tions.

An optional relocatable area that is
used to temporarily hold the output of
one assembly or one RPG or PL/I compi-
lation that is to be edited and execut-
ed immediately.

The libraries are discussed in detail in
the section Libraries and Relocatable Area.

Physical and Logical Unit Tables Service
Program (PSERV)

The main function of the PSERV program is
to list or change the permanent device
assignments in the Monitor on the system
disk pack. Its other functions are to
alter the configuration byte in the Monitor
communication region and to display infor-
mation about the Monitor type and features
that have been generated. The PSERV pro-
gram is discussed in detail in the section
DPS Service Programs.

Linkage Editor Program (LNKEDT)

Programs that are output from the Assembler
may be processed by the Linkage Editor
program before they are placed in the core-
image library. The Linkage Editor program
combines separately assembled programs or

10
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8000

phases into an integral program that can be
executed under control of the Monitor
programe.

The Linkage Editor program is discussed
in detail in the section DPS Service Pro-

grams.
Load System Disk Program (LDSYS)

The Load System Disk program loads the
disk-resident system onto the disk pack
destined for system residence. It can be
executed under control of the disk-resident
or card-resident control system.

The minimum disk-resident system you
build must include the disk-resident part
of IPL, the Monitor, and the core-image
library containing the Job Control program.
At your discretion, the system may also
include the. Assembler program, the Report
Program Generator, PL/I, the Linkage Edi-
tor, and other DPS programs. You may also
allocate disk areas for a macro directory,
a macro library, and a relocatable area.

The Load System Disk program is dis-
cussed in detail in the section DPS Service

Programs.
Copy System Disk Program (COPSYS)

The Copy System Disk program writes the
contents of a system Adisk pack onto another
disk pack.

The Copy System Disk program is des-
cribed in detail in the section DPS Service

Programs.

Backup and Restore Program (BACKUP)

The Backup and Restore program copies the
contents of a disk pack onto magnetic tape
for backup and writes the contents back
onto disk. Optionally, a card file can be
included on the backup tape and restored to
its original medium.

The Backup and Restore program is dis-

cussed in detail in the section DPS Service

Programs.

LANGUAGE TRANSLATORS

The three DPS language translator programs
are the Report Program Generator (RPG), the
Assemblexr/IOCS program, and PL/I.

The DPS Report Program Generatorx

The DPS Report Program Generator compiles
source programs written in the RPG language
into object programs. The object program
can be obtained either in punched cards and
executed in a subsequent run, or it can be

stored permanently in the core-image
library through a CMAINT run and called
into main storage repeatedly for execution.
The object program can also be executed
immediately after compilation
(compile~-and-execute), but the CMAINT pro-
gram is also required on the system disk
pack because the object program must be
stored temporarily in the core-image
library. In addition, as for all RPG runs,
a relocatable area must have been speci-
fied.

Note that RPG programs cannot be linked

or relocated. Therefore, the Linkage Edi-
tor program is not used with RPG programs.

DPS Assembler/IOCS Program

The DPS Assembler program translates source
programs written in the DPS Assembler lan-
guage into object programs. The object
program can be obtained either in punched
cards and executed in a subsequent run, or
it can be stored permanently in the core-
image library through a CMAINT run and
called into main storage repeatedly for
execution. The object program can also be
executed immediately after assembly
(assemble-and-execute) , but the CMAINT
program is also required on the system disk
pack because the object program must be
stored temporarily in the core-image
library. In addition, a relocatable area
nust have been specified.

Any macro definition to be used, IBM-
supplied or user written, must be
incorporated in the macro library of your
disk-resident system. The macro defini-
tions are called from the macro library by
means of the macro instructions you issue
in your problem program. The macro
instructions of the DPS IOCS and the BSCA
IOCS and the IOCS for the 1419/1259 MCRs
are described in the pertinent SRL publica-
tions.

DPS PL/I Compiler

The PL/I compiler translates source pro-
grams written in PL/I into machine language
and performs the necessary link-editing to
transform compiled object modules into an
executable object program.

By submitting certain program control
statements to the compiler, the user can
either

(1) compile
or (2) compile and link-edit
or (3) compile, link-edit,.and execute
or (4) link-edit and execute
or (5) just link-edit

a source program in one job.

I Dotted line flags planning information ]
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OTHER IBM-SUPPLIED PROGRAMS

The remaining Model 20 DPS programs sup-
plied by IBM are described in the para-
graphs that follow.

DPS Disk Sort/Merge Program and DPS Tape
Sort/Merge Program

The DPS Disk Sort/Merge program and the DPS
Tape Sort/Merge program allow you to:

(1) Sort a single data file, which con-
tains data in an unknown or unordered
sequence, and arrange the logical
records according to the sequence you
specify.

(2) Merge two to four previously sequenced
input files into a single ordered
file.

(3) Sequence-check a single file while
copying it. You can also reblock the
records if you wish.

The DPS Disk Sort/Merge program and the
DPS Tape Sort/Merge program can be executed
under control of the card-resident system
if they are contained in punched cards.
Otherwise, they must be contained in the
core-image library of the disk-resident
system.

For further details on these two pro-
grams, refer to the SRL publications:

IBM System/360 Model 20
Disk Programming System
Disk Sort/Merge Program
Form C26-3806, and

IBM System/360 Model 20

Disk and Tape Programming Systems
Tape Sort/Merge Program

Form C26-3804.

DPS Disk Utility Programs and DPS Tape
Utility Programs

IBM supplies fifteen Utility programs for
Model 20 systems with disk storage equip-
ment. Ten of the Utility programs transfer
data from one storage medium to another,
for instance from disk to magnetic tape, or
from card to disk. The remaining programs
are used for preparing and maintaining the
format of the disk pack or magnetic tape
reel, for example, to initialize the tape
reel, or to allocate alternate tracks.

The DPS Disk Utility programs and the
DPS Tape Utility programs can be executed
under control of the card-resident system
if they are contained in punched cards.
Otherwise, they must be contained in the
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core-image library of your disk-resident
system and executed under control of the
disk Monitor program.

For further details on the Utility pro-
grams refer to the SRL publications:

IBM System/360 Model 20
Disk Programming System
Disk Utility Programs
Form C26-3810, and

IBM System/360 Model 20

Disk and Tape Programming Systems
Tape Utility Programs

Form C26-3808.

Organization of the System Disk Pack

The system disk pack contains your disk-
resident system. The disk-resident system
consists of the IPL part 2, the Monitor
program, and the core-image library.

Figure 2 illustrates the organization of
the system disk pack and indicates the
extents of the IPL part 2, the Monitor, and
the core-image library.

The standard IB!M volume label, which
identifies the volume, and the label
information area (LIA) for Job Control,
which contains the disk label information
for 1I/0 files, reside on track 1 (or tracks
1 and 2) of cylinder 0. The Volume Table
of Contents (VTOC) contains a disk file
label that indicates the extent of the disk
area occupied by the system. The VTOC
resides on tracks 2-9 (or tracks 3-9) of
cylinder 0, if you make no other assign-
ment. For precise details of the format of
disk labels, refer to Appendixes A and C.

The Monitor is stored in a fixed loca-
tion (cylinder 4, tracks 0-1). The librar-
ies, however, are variable in extent. The
core-image directory will always begin at
cylinder 4, track 4, and the libraries and
other directories will follow consecutive-
ly. The core-image and macro libraries and
directories are discussed in the section
Libraries and Relocatable Area.

The library work area is used by the
Core-Image Library Maintenance program to
update the Monitor or IPL, and to store
tape label information in assemble-and-
execute runs.

Alternate tracks (cylinders 1-3) are
available for use when a track on the
system disk pack becomes defective.




The system directory contains informa- 6-9 Disk address of the last sector
tion on the extent and location of the disk allocated to the area.
areas allocated to the core-image direc-
tory, the core-image library, the macro

directory, the macro library, and the relo- 10-13 Disk address of the last currently

catable area. Each of the five entries in occupied sector of the area.
the directory takes up 14 bytes. The for-
mat of a directory entry is:

The disk addresses are in the form chhr,
Byte Contents where ¢ represents the cylinder number, hh
the track number, and r the record number.

Macrao Directory* *Specified according to your actual requirements.
These areas immediately follow the library

Macro Library#*

0-1 Entry identifiers and indicators.
2-5 Disk address of the beginning The total area occupied by the system
of the area directory is 70 bytes.
[T—————TT oo oo os———————— B Ittt o e 1
| Contents | Begln Address { End Address |Sector Total]|
I o ST PRI DTSR OR T P |
| |Cyllnder]Track]Sector]CyllnderiTrack]Sector[ |
F-- e pommem e + t pommmmme e $mmmmmm fomm e m e 1
| Disk IPL | 000 | 0 | O | 000 ! 0 | 9 | 10 |
| Volume Label | 000 | 0 | O | 000 1 o0 ] 1 |
| LIA (Standard) | 000 [ D | | 000 11 1 9 | 9 |
| VTOC (Standard) | 000 | 2 |1 O | 000 19 | 9 ! 80 |
| Alternate Track Area | 001 | 0 | O | 003 | 9 1 9 | 300 |
| System Directory | 00t | 0 | 0O | 00t | 0 | © | 1 |
| Monitor | 004 | 0 | 1 | 004 |1t 1 9 { 19 |
| Library Work Area | 004 | 2 | © | oo4 | 3 | 9 | 20 |
| Core-Image Directoxry*| 004 | S ¢ | | | | !
| Core-Image Library* |j-——————- i L 1- e o 4 o ]
I
I
I
|
I

| |
| _ |
| work area and are adjacent to one another. |
| The area occupied by a directory must not |
| I
4

Relocatable Area* be greater than 100 sectors.

___________________________ —— ———————

Figure 2. Organization of the System Disk Pack
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DPS Control Programs

The DPS Control programs are the Initial
Program Loader, the Monitor program, and
the Job Control program. Each of these
three programs can be used in a card and a
disk-resident version. The functions of
the two versions of each control program
are essentially the same. Their differen-
ces are described in the appropriate sec-
tions below.

The Initial Program Loader loads the
Monitor program into main storage and
transfers control to it, causing it to load
the Job Control program. After execution
of this program, control is returned to the
Monitor program. The Job Control program
is used (1) to assign physical input/output
addresses to the symbolic addresses used in
the programs, (2) to specify other environ-
mental data (for example, the date or the
storage capacity), and (3) to place the
name of the next program to be executed
into the communication region of the Moni-
tor.

The card-resident control programs are
used to control the execution of object
programs that are contained in punched
cards.

The disk-resident control programs are
required for the execution of the programs
supplied by IBM -- such as the DPS Report
Program Generator -- and for the execution
of any other programs contained in the
core-image library of your disk-resident
system.

The subsequent text describes the con-
trol programs and their functions.

Monitor Program

The Monitor program is the main control
program. Its principal functions are (1)
to load the program phases to be executed
into main storage, (2) to allow inter-
program communication, (3) to store
physical I/0 addresses, (4) to process
requests for magnetic tape, disk and
printer-keyboard I/0 operations, (5) to
control the initialization of inquiry pro-
grams, and (6) to schedule interrupts.

You can generate a Monitor that is tail-
ored to your requirements., This section
explains the generative concept. It also
describes several areas and routines that
are part of the Monitor.
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GENERATIVE MONITOR CONCEPT

The generative Monitor concept permits you
to tailor a Monitor to the actual tasks it
must perform in executing programs, and to
adapt the Monitor to the installed system.

Not all available I/0 devices
tape units, disk units, etc.,) may be
attached to your system. Through Monitor
generation, you can generate the routines
that support your I/0 devices, and omit
those routines from the Monitor that sup-
port I/O devices your system does not have.

(magnetic

The Monitor is generated by means of
Monitor generation macro definitions in an
assembly run. The special features the
Monitor is to have are submitted to the
Assembler by means of macro instructions,
operands, and detail specifications.

The generated Monitor is classified into
four types:

1. Card-resident
The generated Monitor is always punched
into cards. In this form, it executes
non-relocatable object modules con-
tained in cards.

2. Disk-resident
The generated Monitor is written onto
the system disk pack and loaded into
main storage by the IPL program. It
executes object modules contained in
the system libraries.

3. Disk-resident with transient routines
This Monitor is used in the same way as
the disk-resident Monitor. Routines
that are only temporarily needed reside
on the system disk pack (for example,
the Fetch routine). These transient
routines are executed in the transient
area of the Monitor, an area two sec-
tors in length. This technique reduces
the storage requirements of the Monitor
to a minimum.

4. Disk-resident with inquiry support
Basically, this Monitor is like the
Monitor with transient routines, but it
also supports inquiry. The major part
of the routines used for inquiry sup-
port are transient and reside on the
system disk pack.

The usage of Monitor generation macro
instructions, the Monitor generation proce-
dure, and the insertion ¢f the Monitor in
the system disk pack are described in the
publication IBM System/360 Model 20, Disk
Programming System, System Generation and
Maintenance, Form C33-6006.




Figures 3 and 4 show the storage maps of
the DPS Monitor for a card-resident and a

disk~-resident system.
the lower area of main storage.
munication region,

The Monitor occupies
The com-
the logical unit table,

the physical unit table, and the physical
disk I/0 routines reside permanently in
main storage.

Reserved Area ( Hardware )

[ Start of 7\ 168

Permanent Link Data Area
Communication Region

Logical Unit Table

Physical Unit Table

Disk / Tape PIOCS

Printer - Keyboard PIOCS (D
Disk Error Recovery

BSCA Routines (D

Disk / Tape XIO Routines
Fetch Routines

Monitor 1/O Area @

\_ Monitor J

2340-3560

Tape Error Recovery Routine ® @
Tape Error Statistics @ @

, Ena O' \
Protected
\Wonitor Areg/

©)

3300-4200

I ( End of
\__ Monitor _/
J.  Program Area JL
T ~r

V4 End of \

®O

\Main Storage /

Only included if specified during Monitor generation
May be overlaid by user programs if tape 1/O or tape

error statistics are not required

@ End address depends on the operands specified at
Monitor generation time

® Figure 3.

Storage Map Showing Areas Allo-
cated to the Card-Resident or
Disk~Resident Monitor with no
Transient Routines

The program area follows the Monitor

area in main storage.

This area is used

for program compilation, assembly, and

execution.

Tape label information is

stored at the end of main storage.

[

Reserved Area (Hardware)

Permanent Link Data Area
Communication Region
Logical Unit Table

Physical Unit Table

Disk/Tape PIOCS

Printer - Keyboard P1OCS (1)
Inquiry Attention Routine @
Inquiry Initiator Routine @
Disk Error Recovery

BSCA Routines (1)

Disk/Tape XIO Routines

Fetch Routine (Core-Resident)
Monitor I/O Area

Transient Area @
Printer - Keyboard Input Area @
Printer - Keyboard Output Area @
— 3180-4050
Prqtect&d ]
onitor Area

Tape Error Statistics @ @ @
3830-4270
End of
Monitor

~  Program Area J..

Monitor

End of
Main Storage

Only included if specified during Monitor generation

statistics are not required by the job

@ May be overlaid by user programs if tape error

End address depends on the operands specified at
Monitor generation time

®Figure 4.

Storage Map Showing Areas Allo-
cated to the Disk-Resident Moni-
tor with Transient Routines and
with Inquiry Support
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Storage Capacity

/@

3) End Address of Monitor

Field

Q@ Date

@ User Area |

User Area I
6) UPSI
L

@ Program
Name

Monitor Area

Inter <Program ond

Month| Day | Year |Day of
Year Intra -Progrom
Communication
Byte |0, 1]2,3]14,5]|6,7,8|9]10,11/12,13,14,15,16,17,18,19]20,21,22123 | 24, 25,26,27, 28,29|30,31,32, 33, 34, 35,36,37, 38,39
jSmroge Capacity Reserved Not Used
’ pe
Bit |0, 1,2|3/4,5,6,7

1 x1=12,288 bytes
x x 1 =16,384 bytes
11 x = 24,576 bytes
x 1 x = 32,768 bytes

@ Figure 5. Monitor Communication Region

You can specify the following features
at Monitor generation time:
e number of additional logical unit bloc
to assign the symbolic device addresse
SYsS000 to SYS019

e TI/0 support for up to four disk drives

ks
s

e I/0 support for up to six magnetic tape

drives
e tape error statistics
e I/0 support for printer-keyboard
e inquiry facilities
e BSCA support
e I/0 request queuing

e Read/compute write/compute overlap.

COMMUNICATION REGION

The communication region is an area of 40
bytes within the Monitor area. You can

from information yocu supply by means of
control statements. The following list
describes the contents of each field. The
item numbers refer to the areas circled in
the figure.

Contents

Field Byte (s)

(1) Date 0-8 The Job Control pro-
gram sets this field
from information you
supply in the DATE
control statement.
records the month,
day, year, and day of
year in zoned decimal
format. August 14,
1969, for example, is
recorded as 081469227,
The field is in prin-
table format. You can
access the field, or a
portion of the field,
by means of Assembler
move instructions and
use it to date
reports. The last
five bytes of the
field are used inter-

It

address the communication region in problem
programs written in the Assembler language
by means of certain macro instructions
described in the publication IBM System/360
Model 20, Disk Programming System,
Input/Output Control System, Form C24-9007.

You can use the communication region to
insert certain information into problem
programs, or exchange information between
various problem programs.

Figure 5 shows the layout of the com-
munication region. The circled numbers
identify its various fields.

The fields in the communication region
are filled in by the Job Control program
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nally by the label
processing routines to
check the expiration
dates of files.
(2) Storage 9
capacity

This byte records the
storage capacity of
your IBM 2020 CPU.
is set to the speci-
fied value during
Monitor generation
time or when you sub-
mit a CONFG control
statement in a PSERV
run. The first three
bits (0, 1, 2) contain
a code indicating the
storage capacity:

It



1x1 12,288 bytes

xx1 = 16,384 bytes
11x = 24,576 bytes
x1x = 32,768 bytes
Bit 3 is reserved,

bits 4 through 7 are
not used.

This field is used
only by the Monitor.

Monitor 30-39

Area

(8)

LOGICAL AND PHYSICAL UNIT TABLES

The logical unit table is a component of
the Monitor and resides in main storage
throughout the system run. It relates

(3) End 10-11 This field gives the symbolic addresses used in problem programs
Address ené address of the to physical addresses (for example, it
of Monitor storage area used for relates SYSIPT to the physical address of
the Monitor. The the card reading device in your
address is supplied configuration) .
autoriatically.
The DPS Control and Service programs and
(4) User 12-19 This area can be used the other IBM-supplied programs use symbol-
Area I for inter-program and ic addresses to refer to input/output devi-
intra-program communi- ces. Some of these symbolic I/0O addresses
cation. It is not can be employed in problem programs.
reset by the Job Con-
trol program between The logical unit table consists of up to
jobs. This area can- 26 entries, one associated with each device
not be used during the name, each entry occupying an area of 2
execution of PL/I bytes. These entries are called logical
object programs. unit blocks (LUBs). Each LUB is reserved
for information about one specific symbolic
(5) User 20-22 This area can be used device address. Thus, a particular LUB,
Area IT for intra-program although its contents may change, always
communication. It is refers to the same symbolic device address
reset to binary zeros (SYSRDR or SYSIPT, and so on) .
at the end of a job by
the Job Control pro- When a disk or magnetic tape drive is
gram. assigned to a symbolic device address (by
means of an ASSGN control statement), the
(6) UPSI 23 This field contains Job Control program records a pointer to
user prograin switch the physical unit block (PUB) containing
indicators. Each time the physical address of the device to be
the Job Control pro- assigned. When a card I/O device or a
gram is called, it printer is assigned, actual information
initializes the byte about the device is placed in the appropri-
to binary zero. From ate LUB. Whenever a statement containing a
the information you symbolic device address is encountered
supply in the UPSI during the execution of a job, the
control statements, it appropriate LUB is consulted to determine
then sets the speci- the associated physical address., The I/0
fied bits (switches) device defined in this manner then executes
to 1. Each bit in the the specified input/output operation under
field can be set and control of the Monitor program.
tested in a problem
program. Figure 6 shows the sequence of the LUBs
in the logical unit table.
(7) Program 24-29 This field contains
Name the name of the pro- Device assignments are either permanent
gram phase to be exe- or temporary. Permanent device assignments
cuted. It is set by are written onto the system disk pack.
the Job Control pro- They are loaded into main storage as part
gram from information of the Monitor. Temporary device assign-
you supply in the JOB ments are made at Job Control time. They
control statement, or change the assignments currently in main
by the FETCH and EOJ storage, but do not alter the permanent
macro instructions. device assignments on the system disk pack.
SYSRES | SYSRDR | SYSIPT | SYSOPT | SYSLST | SYSLOG]| SYS000 | SYS001 YS018 | SYs019
0,1 23 1 4,5 16,7 18,2110, ,11]112 ,13]14 48 , 49 |50 , 91
Figure 6. Sequence of LUBs in the Logical Unit Table
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You can make permanent device assign-
ments at Monitor generation time. By means
of the ASSGN macro instructions you issue,
the assignments for all physical devices .
(disk drives, magnetic tape drives, prin-
ter, etc.,) in the configuration can be
inserted into the respective LUBs and PUBs.
Permanent device assignments for a disk-
resident system may also be made by running
a LDSYS or PSERV program.

The permanent device assignments of the
Monitor resident in main storage during a
system run remain in effect for all jobs
until the Job Control program encounters an
ASSGN control statement indicating a
temporary device assignment. The temporary
device assignment then remains in effect
until it is changed by another ASSGN con-
trol statement. The permanent device
assignments (on the system disk pack) are
not affected by ASSGN control statements
submitted to the Job Control program. Such
ASSGN statements affect only the Monitor
resident in main storage. The section Job
Control Program describes the format of the
ASSGN control statement.

The following table lists the symbolic
addresses you must use to refer to I/0
devices:

_ - _—
|Symbolic|Refers to |
|Address | |

|Disk-resident system: disk drive

| SYSRES* |
| Jon which system disk pack is |
| |mounted; card-resident system: |
| |disk drive on which Job Control |
| |writes label information

frmmmmm - Fommm e -——=—{
|Card reading device for control |
| | statements |

|Card reading device, disk or |
] |tape drive used as input device |
| | for programs |
|Card punching device, disk or |
| |tape drive used as output device]
| | for programs |
____________________ 4
|SYSLST |Printer that lists the output of|
| | programs |
N

r

| SYSLOG
| |ments

|
|
O 1= - - 1
I
I
|
|

J— ——— ——— e o e v o o o

|Printer that logs control state-

|SYS000 |Disk and tape drives used as
| |input and output for all

I . | programs; card I/0 devices for
|SYS019
L

*SYSRES and SYSRDR must be assigned at IPL
time. In a disk~resident system, SYSRDR
may be reassigned during any following Job
Control run.
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PHYSICAL IOCS FOR THE PRINTER-KEYBOARD

The physical IOCS for the printer-keyboard
controls all printer-keyboard input and
output operations.

These physical IOCS routines interpret
programmed commands to the printer-keyboard
and direct the transfer of information
between the printer-keyboard and main stor-
age. They also test for errors in the
transmission of data, and control the exe-
cution of error recovery procedures.,

INQUIRY ROUTINES

The Inquiry routines are included in the
Monitor if you specify TYPE=INQRY at Moni-
tor generation time.

To initiate an inquiry, the operator
presses the Request key on the printer-
keyboard. If the execution of the mainline
program can be suspended for the execution
of an inquiry progrxam, a Read instruction
is initiated on the printer-keyboard,
whereupon the operator types in the name of
the inquiry program. A second Read
instruction is initiated to read data that
might be required by the inquiry program.
The mainline program is rolled out of main
storage onto the system disk pack. Then
the inquiry program is called into main
storage for processing. After execution is
completed, the mainline program is loaded
back into main storage and resumes execu-
tions Each of the routines involved in
processing inquiry programs is described in
detail in the paragraphs that follow.

INQUIRY ATTENTION ROUTINE

This routine is called after the operator
presses the Request key on the printer-
keyboard. It first checks the status of
the inquiry control bits in the communi-
cation region of the Monitor to test
whether the current job can be interrupted
by an inquiry program. If it can, the
routine prints the message ENTER PROGNAME
on the 2152, provided you specified
INQMSG=YES at Monitor generation time.

If the current job cannot be interrupt-
ed, the routine prints the message NOINQ
and returns control to the mainline pro-
gram.

If the mainline program requires data
transmission by means of BSCA, the Inquiry
Attention routine also tests whether BSCA
transmission is in progress. If so, the
routine informs the remote terminal that
transmission is to be discontinued.



INQUIRY INITIATOR ROUTINE

If a printer-keyboard input area is speci-
fied, control is transferred to this rou-
tine when the operator presses the End of
Transmission (EOT) key on the printexr-
keyboard for the second time after having
initiated an ingquiry. If no printer-
keyboard input area is specified, control
is transferred to this routine after the
operator presses the EOT key once.

This routine saves all data significant
for the current status of the mainline
program and loads the Rollout routine from
the core-image library into the transient
area of the Monitor.

PHYSICAL DISK AND TAPE I/O ROUTINES

The physical disk and tape I/O routines
perform input/output operations.

They are used by the DPS IOCS, the
Report Program Generator, PL/I, the disk
utility programs, and other IBM-supplied
programs.

The functions of these routines are (1)
to handle the initiation of disk and mag-
netic tape I/0 operations, (2) to analyze
interrupts and errors, and (3) to control
the execution of error recovery procedures
in case of I/0 erxors.

The Tape Error Recovery and the Tape
Error Statistics routines are included in
the Monitor if you specify the pertinent
operands at Monitor generation time. You
can omit them if you do not need tape I/0
support.

In a card-resident and a disk-resident
Monitor, these routines are generated
behind the Monitor I/0O area. In a Monitor

with transient routines, they reside on the

system disk pack and are executed in the
transient area of the Monitor.

The count fields for tape error statis-
tics are located in the last positions of
the Monitor.

If they are generated as an integral

part of the Monitor, the Tape Error Statis-

tics routines may be overlaid by every
program phase if magnetic tape I/0 is not
required for a specific job. They are
always restored at end-of-job time by the
Job Closing routines.

JOB CLOSING ROUTINES

The functions of the Job Closing routines
are:

e printing tape error statistics

e printing BSCA communications error sta-
tistics

e restoring the Tape Error Recovery and
Tape Error Statistics routines

e calling the Job Control program which
prepares for the next job by analyzing
the control statements that follow.

These routines are executed and restored
at the end of a job before the transition
to the next job.

By specifying certain operands when you
generate the Monitor, you determine which
of these routines will be generated.

Tape error statistics are printed only
if you include the control statements OPTN
TES and LOG in the job control statements
preceding the job.

BSCA communications error statistics are
printed only if a LOG control statement was
submitted in a preceding Job Control run
and is still effective, that is, not negat-
ed through a NOLOG statement submitted in a
subsequent Job Control run,

FETCH ROUTINE

The Fetch routine loads program phases into
main storage so that they can ke executed.

e In a card-resident Monitor, the Fetch
routine loads only phases contained in
punched cards.

e In a disk-resident Monitor, the Fetch
routine loads only phases that are writ-
ten on the system disk pack.

e In a Monitor with transient routines,
the Fetch routine consists of a core-
resident part and a transient part that
resides in the core-image library. The
core-resident part loads only the
transient routines, for example the
transient Fetch routine. The transient
part loads any other program phases that
reside in the core-image library.

e In the disk-resident system, all pro-
grams must be placed in the core-image
library by the CMAINT program, either
permanently or temporarily, before they
can be loaded by the Fetch routine. Any
phases that require relocation or link-
ing must be processed by the Linkage
Editor program before they are placed in
the library. The Fetch routine scans
the core-image directory and compares
the phase names in the entries of this
directory against the phase name sup-
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plied in the JOB control statement. It
locates the program phase in the core-
image library and determines its loading
address from information supplied in the
core-image directory. Then it loads the
appropriate phase into main storage and
initiates execution.

Loading Conventions

You must observe the following rules when
loading problem programs from the core-

image library or from the device assigned
to SYSIPT (in cards or card-image format)

1. You will encounter a variety of

situations:

e If the phase load address is within
the Tape Error Statistics routine:

This routine is switched off by the
Fetch routine and no magnetic tape
error analyzation and printout is
performed.

e If the phase load address is within
the Tape Error Recovery routine
(applies only to card-resident Moni-
tors and disk-resident Monitors with
no transient routines) :

This routine is switched off by the
Fetch routine and no magnetic tape
I/0 requests can be performed during
this phase.

» If the phase load address is lower
than the end address of the Monitor
I/0 Area (and lower than the tran-
sient area and printer-keyboard
input area, depending on the type of
Monitor generated) :

A halt is displayed to prevent an
overlay of the protected Monitor
area. The job must be cancelled. A
Linkage Editor run or a reassembly
or recompilation is required.

The general registers 8, 14, and 15 are
used in the loading process. For this
reason, any values in these registers
that must be saved have to be moved to
an intermediate storage area, from
where they can be reloaded into the
appropriate registers after completion
of the locading process,

If you use the DPS IOCS to handle the
card I/0 requirements in a problem
program, a WAITC macro instruction must
precede each FETCH macro instruction in
the program.

4. The Fetch routine of the card-resident
Monitor can only load object programs
that are contained in punched cards and
require neither relocating nor linking.
If relocation or linking is required,
this must be done by means of the Lin-

kage Editor program before loading.

The input to the Fetch routine can be
Assembler output, RPG output, PL/I
output, or Linkage Editor output. How-
ever, only the card types listed below
are recognized by the Fetch routine
(all other card types are ignored).

The TXT cards contain the instructions
and constants to be loaded. Each TXT
card also contains the address of the
first byte of the storage area into
which the text is to be loaded.

The REP cards are used to substitute
new text for portions of assembled
text. Each REP card also contains the
assembled address of the first byte to
be replaced. ©No diagnostic is made on
the format of the REP card.

An XFR card is inserted at the end of
each phase. It contains an instruction
that causes a transfer to the entry
point of the phase loaded. This makes
it possible to execute the phase
immediately after loading. If the XFR
card does not contain a branch address,
it is ignored.

An END card appears at the end of each
program. It causes a transfer to the
entry point of the program. If the END
card does not contain a branch address,
it is ignored.

MONITOR I/O AREA

A Monitor I/0 Area is generated for all
card-resident and disk-resident Monitors.
This area is 270 bytes in length; it is
used by the Monitor routines.

TRANSIENT AREA

This area is generated for disk-resident
Monitors with transient routines and Moni-
tors with inquiry support. The transient
area is used

e Dby Monitor routines as I/0 area

e for executing transient routines

e for intercommunication between transient
routines.
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The transient area is 580 bytes in
length. A total of 540 bytes are used for
executing transient routines; the remaining
40 bytes serve as intercommunication area
for the transient routines. The first 270
bytes of the transient area are also used
as Monitor I/0 Area.

If inquiry facilities are supported, a
printer-keyboard input area is generated
behind the transient area.

TRANSIENT ROUTINES

Transient routines are only generated for
Monitors with the transient feature. They
are generally two sectors in length and
reside in the core-image library.

The basic transient phases are
e transient Fetch routine
e Tape Error Recovery routine
e Rollout routine
e Rollin routine.

The Fetch routine fetches each transient
phase from the core-image library when
needed and loads it into the 580-byte tran-
sient area of the Monitor; each transient
phase overwrites any previously loaded
transient phase. The transient concept
optimizes the efficient use of main storage
allotted to the Monitor.

TRANSIENT TAPE ERROR RECOVERY

If the Monitor contains transient routines,
the Fetch routine loads the first phase of
the Tape Error Recovery routine into the
transient area whenever an error occurs
during magnetic tape I/0 operations. If
the error is a read error or an irrecovera-
ble tape error, the Fetch routine loads the
second or third phase of the Tape Error
Recovery routine into the transient area
for execution.

ROLLOUT ROUTINE

The Rollout routine is called by the
Inquiry Initiator routine when an inquiry
program is to be executed.

The Rollout routine writes the whole of
main storage located behind the Monitor
into the dummy phase of the core-image
library reserved for this purpose at Moni-
tor generation time. Then the Rollout
routine fetches the inquiry program whose
name the operator entered on the printer-
keyboard.

If you submitted a CONFG control
statement in a previous job to temporarily
change the storage capacity specification
in main storage, the amount of main storage
rolled out into the dummy phase depends on
the storage capacity specification in main
storage and on the system disk pack.

If the storage specification in main
storage is lower than the storage specifi-
cation on the system disk pack, the Rollout
routine automatically rolls the lower stor-
age area into the dummy phase. If the
storage specification in main storage is
higher than the storage specification on
the system disk pack, a halt occurs, and
the operator can either discontinue or
continue the inquiry run. If he continues
it, the Rollout routine rolls the storage
area specified on the system disk pack into
the dummy phase. The remaining part of the
storage area is not rolled out, and is
therefore not protected during the inquiry
run.

The Rollout routine is always transient
and resides in the core-image library.

ROLLIN ROUTINE

After the inquiry program has been execut-
ed, the Fetch routine reads the Rollin
routine into the transient area of the
Monitor. The Rollin routine restores the
status of the mainline program that pre-
vailled before the mainline program was
interrupted by the inquiry program, and the
mainline program resumes execution. The
Rollin routine is always contained in the
core-image library as a transient phase.

Job Control Program

This section describes the functions of the
Job Control program and shows you how to
code the control statements required to
perform these functions.

For a disk-resident system, the Job
Control program is contained in the core-
image library of the system disk pack.

The disk-resident Job Control program is
executed between programs to prepare the
system for the next program run. It
obtains information about the next job from
the job control statements you supply. It
processes these control statements, records
this information in the communication
region of the Monitor, processes tape and
disk file labels, and returns control to
the Monitor so that the prepared job can be
executed.

The Job Control program is called into
storage initially by the Monitor program.
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Subsequently, each time an EOJ macro
instruction is encountered, indicating the
end of a job, the Job Control program is
called to prepare the system for the next
job to be executed.

For a card-resident system, the Job
Control program is generated together with
the card-resident IPL and card-resident
Monitor program.

The card-resident Job Control program
deck must precede every problem program
deck. Control statements may be placed
between the Job Control deck and the prob-
lem program deck if the I/0 device assign-
ments for the job are to be changed. The
Fetch routine of the Monitor loads the Job
Control program into main storage. After
the Job Control program has processed the
job control statements, it returns control
to the Monitor. The storage area in which
the Job Control program was stored can be
overlaid by the problem program.

CONTROL STATEMENT CONVENTIONS

Control statements that are common to all
programs are called job control statements.
They are read by the Job Control program
before each job is executed. Their meaning
and formats are described in the section
Format of Job Control Statements.

Some control statements are applicable
only to certain system programs. They
instruct the program about the functions it
is to perform. Since they are read by the
program itself, they are called program
control statements. Each program control
statement is described together with the
program to which it applies in the section
DPS Service Programs.

The following conventions serve as a
guideline to help you code the control
statements described in this publication:

1. Upper-case words (example: ASSGN) must
appear in the control statement exactly
as shown in the format.

2. Lower-case words symbolize additional
information you must supply. For exam-
ple, if the word "program" appears in
the format, you must supply the name of
the program to be processed. The text
below the format explains what kind of
information the lower-case words rep-
resent.

3. Brackets [ ]
tion.

indicate optional informa-

4, Three dots indicate that information
may be repeated.
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The general format of all control state-
ments described in this publication is:

- T T o Te oo 1
|Name |Operation|Operands |
T SO . - -4
|7/ |operation]| [operand] [,operand] ... ]
bl e e J

Identifies the statement as a control
statement. The slashes must appear in
the first two columns of the control
statement and must be followed by at
least one blank column.

operation
Indicates the function of the control

statement. For example, the word ASSGN
indicates that the control statement
specifies an I/0 device assignment. The
operation field can be up to five char-
acters long and must be followed by at
least one blank.

operands
Supply additional information about the

control statement. For example, the
operands of an ASSGN control statement
specify the symbolic device address and
the characteristics of the actual
device., The operand field may be blank
or may contain one or more operands,
separated by commas, with no intervening
blanksi A blank to indicate the end of
the field must follow the last operand
in the field. The field must not extend
beyond column 71 of the punched card.

Programmer's Comments

To help you document your program, you may
insert comments to the right of the control
statements described in this publication.
In doing so, follow these rules:

1. If the control statement has one ox
more operands, leave at least one blank
column between the last operand and
your comment. Example:

// FILES SYS008,2 SKIP 2 TAPEMARKS

2. If an operand is not allowed, insert at
least one blank column between the
operation code and your comment. Exam-
ple:

// PAUSE PUT CARDS IN HOPPER

3. If you wish to omit an optional oper-
and, you must insert a comma in place
of the operand and then leave at least
one blank column between the comma and
your comment. Example:

// DELET, DELETE ALL PERMANENT LABELS




Programmer's comments have no effect on
the program. They are printed together
with the control statements on the device
assigned to SYSLOG. The comments must not
extend beyond column 71 of the statement.

ORDER OF INPUT

The Job Control program precedes every job
except the execution of an inquiry program.

It prepares the system for the execution
of the following job by reading and proc-
essing the set of job control statements
that you supply. These job control state-
ments are always read on the device whose
symbolic address is SYSRDR.

Figure 7 is a summary of these job con-
trol statements and their functiens. A
detailed description of each statement
follows in the section Format of Job Con=-
trol Statements.

Normally the first statement of a set of
control statements for a particular job is
a JOB statement. Only PAUSE, LOG, and
NOLOG statements may precede a JOB state-
ment. The last statement ‘0f a set of job
control statements must be an EXEC state-
ment.

Except where noted, the remaining job
control statements of a set may be arranged
in any order between the JOB and EXEC
statements.

e e 1
| Operation | Function |
|Specification] |
T —— o .
| ASSGN | changes I/0 device assign= |

| Jments in logical unit table]
R — oo o oo 1
|places storage capacity |
] |specification into communi- |
| |cation region ]

|places date into communi- |
| jcation region |

| causes permanent labels to
| |be deleted from the label
| |information area

|

|

I

4

|supplies disk label infor- |
| Jmation for individual file |
4

I

|

I

J

prmmmmmmmm e O ——
|causes listing of all per-
| |manent labels contained in
| |the label information area
b e O
Job Control Statements and
Their Functions, Part 1 of 2

Figure 7.

S -
| Operation | Function |
| Specification| |
fmmmmmmm e $ommm- -
|indicates end of control ]
| statements and returns
|control to Monitor

I
|
|
t-——- 1= -= -
|
I
|
|

!
I
------ 1
|positions magnetic tape |
|reel by skipping specified |
|number of tapemarks or by |
|rewinding it |
-—4- ~—= 1
JOB |specifies name of program |
-4
LOG |causes listing of control
|statements on SYSLOG;
|lallows tape error statis-
|tics, communications error
|statistics, and permanent
|1labels to be listed on
| SYSLOG if listing has been
|requested
—4—
|causes listing of control |
|statements to be discontin-|
|ued; prevents tape error |
|statistics, communications |
|
I
|

p———-

e e e ——————

NOLOG

|error statistics, and per-
|manent labels from being
|listed even if listings are
| requested

|
|
{
|

OPTN |indicates that the printout]
|]of tape error statistics is|
|required by the job; indi=- |
|cates that the execution of|
|a job is not to be inter-
|rupted by an inquiry pro-
Jgram

—4—- —_— _—
|causes immediate halt |

-4 _
|supplies tape label infor- |
|mation for individual file |

. — e

|
|
|
|
|
|
1
{
|
|
|
|
I
-+
I
|
|
|
|
I
|
|
|
|
|
|
|
t
|
|
|
|
|
|
|
|
|
|
|
I
I

| changes setting of UPSI |
|byte in communication |
|region |

1
|
|
1
i
I
|
1
1
|
|
!
|
-+
I
|
|
i
|
!
|
|
|
I
I
|
|
1
|
|
|
|
|
]
I
|
|
]
|
!
)

VOL | specifies name of file to |
|be processed; specifies the|
|symbolic address of the |
|drive on which this file is|
|mounted |

|defines the extents used by|
la file on a disk pack:;
|specifies the symbolic |
|]address of the drive on |
|which this pack is mounted |
_____________ i_- -
Figure 7. Job Control Statements and Their
Functions, Part 2 of 2

e e e e e e e e — T —— — — e ———— e ——————— e —————

Figure 8 shows an example of how job
control statements are inserted into the
input deck.
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suspend operation —————g= (// PAUSE

discontinue logging control statements ——n—a~ (// NOLOG

(7/ Exec
set program switches -—-—-—-»(// UPSI 10111

execute

ﬂ/ JOB TEST program obtained
from core=image
f‘ [ | library
/ .
é)biecf Program
( // EXEC LOADER
{// JOB RATE
/ execute object program
( Source Program
(// EXEC )
(// JOB RPG, PAY
begin logging control statements /) LOG N compile and execute source progran
/.
/
{ Source Program
( // EXEC
supply date // '/ DATE 69275 assemble, but do not edit and execute source program
// JOB ASSEMB L——

Figure 8. Example of Using Job Control Statements
FORMAT OF JOB CONTROL STATEMENTS ————- T T - 1

|Name |Operation|Operands |
This section describes the format of each ————- $———————— + - |
job control statement and explains its {77 |JOB | program |
function. b————- ——————— + - ———————————— 4

|77 |J0B | ASSEMB, program |

o oo om o {
JOB Control Statement 177 | JOB | RPG, program |

1
Rl e e + - -

The JOB control statement indicates to the : |// |JOB | PL1, program |
Job Control program that a set of control ¢ b i -——-1 ———————————— 4
statements follows. The JOB control state- program
ment specifies the name of the program to The name of the program to be executed.
be executed; the program name is placed The name is not restricted in length.
into the communication region (bytes 24 However, if the length exceeds six char-
through 29). The format of the JOB control acters, only the leftmost six characters
statement indicates whether the program is are recognized.
to be executed, or assembled, or compiled. If the name appears by itself, it is the
The JOB control statement has one of the name of either a phase in the core-image
following formats: library or an object program stored on

cards or magnetic tape.
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s

If the name is preceded by the word
ASSEMB, the program is a source program
to be first assembled, then executed,
provided no linking or relocation is
necessary. If the name is preceded by
the word RPG, the program is a source
program to be first compiled, then exe-
cuted. If the name is preceded by the
word PL1, the program is a source pro-
gram to be first compiled and link-
edited, and then executed.

If the program is to be only assembled
or compiled and not executed at once,
the word ASSEMB or RPG appears alone as
the program name. If the program is to
be only compiled and/or link-edited, but
not executed, the word PL1 appears alone
as the program name.

If you wish to assemble or compile a
source program and then exegute it
immediately (// JOB ASSEMB, program, // JOB
RPG, program, or // JOB PL1, program) you
must fulfill two requirements. First, a
relocatable area must be on your system
disk pack. The relocatable area is
required to temporarily store the output
from the Assembler, RPG, and PL/I programs.
Second, the CMAINT program must be perman-
ently stored in the core-image library.
This program is used internally to store
the Assembler, RPG, or PL/I output in the
core-image library as a temporary entry.
The object program is then loaded from the
core-image library and executed automat-
ically.

UPSI Control Statement

The UPSI (user program switch indicator)
control statement is used to set the pro-
gram switches in the communication region
(byte 23) . Each time the Job Control pro-
gram is called it initializes the byte to
binary zero. From the information you
supply in the UPSI control statement, it
then sets the specified bits (switches) to
1.

You can include one or several UPSI
control statements at Job Control time.
The program that follows must be one that
is to be executed immediately, not just
assembled or compiled. During the execu-
tion of the program, you can test the UPSI
byte by using the COMRG or MVCOM Monitor
macro instructions, and make further proc-
essing dependent on this test. For exam-
ple, you can include in the problem program
a routine that causes two output listings
to be printed if the UPSI byte is set to 1.
Whenever you run this problem program, you
can insert the control statement // UPSI 1
into the deck of job control statements if
you want two printouts, or omit the control
statement if you want only one.

The format of the UPSI control statement
is:

T
|Name !Operation]Operand |

————— 1 — — —
|77 |UPSI | xxxxxXRKX |
[ § _—— _— —
XXXXXXXK
One to eight characters except blank or
comma;
1 = corresponding bit set in UPSI byte;
not 1 = corresponding bit remains
unchanged.

You don't have to specify trailing not-1
bits.
Example:

Ixx11xxx = 1xx11

DATE Control Statement

The DATE control statement is required for
the first job that follows IPL. This con-
trol statement must contain the last two
digits of the current year and the day of
the year. The Job Control program records
the month, the day, the year, and the day
of the year in the communication region.
This information is used in the jobs that
follow to check the expiration dates of
disk and tape labels.

RPG "automatically dates reports from the
date supplied in the DATE control state-
ment. In programs written in the Assembler
language, you can access the date by means
of Monitor macro instructions and Assembler
nove instructions and use it for dating
output listings and reports.

The format of the DATE control statement
is: he

T
| Name |Operation|Operand |
e

T
| DATE | yyddd [
| IO— Ao J . —_

last two digits of the current year

ddd

the day of the year. Obtain this by

adding the day of the month to the fol-
lowing constants:

Jan = 0 Jul = 181

Feb = 31 Aug = 212

Mar = 59 Sep = 243

Apr = 90 Oct = 273

May = 120 Nov = 304

Jun = 151 Dec = 334

Add one extra day after Feb 28 for Leap
Year.
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CONFG_ Control Statement

When you generate the Monitor, you also
specify the storage capacity of your sys-
tem. This specification is permanently
stored in byte 9 of the communication
region, and loaded into main storage as
part of the Monitor. If you wish to change
the storage specification temporarily from
job to job (not on the system disk pack),
you can insert a CONFG control statement at
Job Control time with the format:

bytes of main storage
12 12,288
16 16,384
24 24,576
32 32,768

Since tape label information is stored
in upper main storage, the CONFG control
statement must precede all VOL and TPLAB
statements.

OPTN Control Statement

The OPTN control statement has the format:

t
/7

+
| OPTN INOINQ TES I
| RO

___________________________________ 4

NOINQ
No program may be executed as an inquiry
program until the next Job Control run
is completed.

TES
Indicates that tape error statistics are
to be kept during the job that follows
and printed before the next Job Control
run.

| Tape Error Statistics

lTapelTotal No.
|Unit|Requests

of |Read
| Error|Read Error

S s pmmmm o pmmmmm
| 80 | 320 | 0 | 0 | o

| 81 | 100 | 12 | 3 | 6 |

| 82 | 752 | 0 | 0 | o |

| 83 | 110 | 0 | 0 0 |
',.._......I. ____________ L . i P 1

|Units 84 and 85 were not used,
|statistics were printed for these devices.

|Irrecoverable|N01se

Figure 9.
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You may specify one operand or two oper-
ands in any order separated by a comma.

We recommend that you take advantage of
the Tape Error Statistics routine because
it provides you with a powerful service
aid. If your job does not require magnetic
tapes, you can overlay the routine with the
problem program.

As the sample printout shown in Figure 9
indicates, the addition of tape error sta-
tistics provides you with the means of
determining the total activity on each
magnetic tape unit and the number of errors
encountered.

You may use the TES option in:

e all IBM-supplied system programs that
support magnetic tape I/0

e problem programs written in RPG

e problem programs written in
Assembler/IOCCS.

LOG Control Statement

|Record | Exror

and therefore no tape

You must insert a LOG control statement
with the format:

|Name |Operation|Operand |

into the input deck if you want a listing
of

- e all control statements starting with the

LOG statement itself

e tape error statistics

erte |Erase |
|Gaps |
e 1

o 1 0 |

o 1 0o |

U Y I

1 - |
______ ¥ QR
error|

Sample Tape Error Statistics Printout




* BSCA communications error statistics

¢ permanent labels.

You may place the LOG control statement
either before the JOB statement or anywhere
between the JOB statement and the EXEC
statement.

The LOG control statement is effective
only if a printer is assigned to SYSLOG.

The Job Control program continues print-

ing the listings for all jobs until it
encounters a NOLOG control statement.

NOLOG Control Statement

When the Job Control program encounters a
NOLOG control statement, it stops the list=-
ing of subsequent control statements, tape
error statistics, BSCA communications error
statistics, and permanent labels for all
jobs. The format of the NOLOG control
statement is:

r————- T———————==
|Name |[Operation|Operand |

+
| NOLOG
) I, B I,

It may be placed either before the JOB
statement or anywhere between the JOB
statement and the EXEC statement.

The Job Control program resumes printing

the listings only if it encounters another
LOG control statement.

PAUSE Control Statement

The PAUSE control statement immediately
interrupts processing. It only suspends
operation and does not affect the contents
of main storage. To resume operation,
merely press the Start key on the CPU con-
sole.

The PAUSE control statement has the
format:

r-——== T To————mo oo === 1
| Name |Operation|Operand |

+
| PAUSE
| I, i

The Job Control program executes the
PAUSE statement as soon as it encounters
it. You may place PAUSE anywhere in the
set of job control statements, except with-
in the control statement groups VOL, DLAB,
XTENT and VOL, TPLAB.

EXEC Control Statement

The EXEC control statement indicates to the
Job Control program that the reading of a
set of control statements has been complet-
ed and that control is to be returned to
the Fetch routine in the Monitor program.
The EXEC control statement has the follow-
ing formats:-

fm—==== Tommesese T - —==1
|Name |Operation|Operand |
————— e
|77 |EXEC | |
o frmmmmm e i e 1
|77 | EXEC |R |
————— fomeae—t e
|77 | EXEC | LOADER |
o T 1
P | EXEC | LOADER, R |
b . L _— - ——d
No operand

Disk-resident system: The program has
been assembled or compiled and stored in
the core-image library. Now it is read
from the core-image library into main
storage and executed. Card-resident
system: The object program (in cards) is
to be read on the card reading device
assigned to SYSRDR. This is the only
format you may use in a card-resident
system.

o

Used only for CMAINT and LNKEDT runs.
The input is read from the relocatable
area.

LOADER
The execute-loader function is to be
used. The problem program is read from
the card reading device or magnetic tape
drive assigned to SYSIPT. The CMAINT
program, which must be on the system
disk pack in this case, is internally
used to store the problem program in the
core-image library as a temporary entry.
The program is then automatically loaded
from the core-image library and execut-
ed.

LOADER,R
The execute-loader function is to be
used. The problem program is read from
the relocatable area and executed.
Since the problem program is temporarily
stored in the core-image library before
it is loaded into main storage, the
CMAINT program must be contained in the
core-image library.

The table in Figure 10 shows you the
relationship between the JOB and EXEC con-
trol statements for a variety of jobs. The
comments in the right column indicate what
I1/0 device assignments .are required to do
each job.
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000000000000 08000 0

e it b T T T T T T T T T T T T T T e e 1
| 1. // JOB ASSEMB | Input from SYSIPT = Card or Tape |
| // EXEC ] Output onto SYSOPT = Card or Tape, and RL |
prmm oo e e 1
| 2. // JOB LNKEDT | Input from SYSIPT = Card or Tape. If R is specified, |
| | input from RL. ]
| // EXEC [R] | Output onto SYSOPT = Card or Tape, and RL |
fro oo e o o e e e e .
| 3. 7/ JOB CMAINT | Input from SYSIPT = Card, Tape, or Disk. If R is |
| // EXEC [R] | specified, input from RL. |
frm oo o e e e e 1
| 4. // JOB program | Disk-resident system: Load program from core-image |
| // EXEC | library and execute. |
| | Card-resident system: Load program from SYSRDR and |
| | execute. |
frmm = o mmmmmmm—mmee fomm e o e e 1
| 5. // JOB program | Read, program from SYSIPT, temporarily |
| // EXEC LOADER [,R] | include in core-image library, and execute. |
i | Input in card image from SYSIPT = Card |
| | or Tape. If R is specified, input from RL. |
e T y
i 6. // JOB ASSEMB,program | Assemble, temporarily include in core-image library, |
| // EXEC | execute program. Input same as 1, Output from |
| | Assembler in RL. |
prmmmm o e 1
| 7. 7/ JOB RPG | Input from SYSIPT = Card |
| // EXEC | Output onto SYSOPT = Card and RL |
O o e e 1
| 8. // JOB RPG,program | Compile, temporarily include in core-image library, |
| // EXEC | execute program. Input same as 7. Output from RPG |
| | into RL and on SYSOPT. |
e EEEEE R o e e e e 1
| 9. 7/ JOB PL1 | Compile and/or link-edit source program, but do not |
| // EXEC | execute. SYSIPT = Card or Tape. SYSOPT = Card or Tape ]
I T N oo 1
{10. // JOB PL1,program | Compile, link-edit and execute source program. |
] // EXEC | SYSIPT = Card or Tape. Output on SYSOPT = Card or Tape |
| | and RL. |
L e N _ - ]

RL = Relocatable Area
Tape = Magnetic Tape

Figure 10. Relationship Between the JOB and EXEC Control Statements

As mentioned under points 5, 6, and 8 of
Figure 10, phases may also be included
temporarily in the core-image library.

That means they are deleted automatically
when the CMAINT program is used again.
These temporary phases can only be executed
in the job that immediately follows.

When the procedure listed in point 5, 6,
or B8 Is used, the Job Control program sets
special switch indicators. From this
information, the CMAINT program sets a
temporary job switch. This switch is
always tested by the Fetch routine. If it
is on, only temporary phases can be loaded.
Therefore, mixed fetching of permanent and
temporary phases is never possible. The
advantage of temporary phases is that they
are deleted from the core-image library
after execution, leaving more room in the
library for permanent phases that are exe-
cuted frequently.

I/0 DEVICE ASSIGNMENTS

When you generate a Monitor, you also gen-
erate up to 26 permanent device assign-
ments.

Devices are assigned by means of the LUB
table and the PUB table in the Monitor.
The LUB table contains the symbolic device
addresses of all I/0 devices and a pointer
to their physical device addresses.

If a LUB refers to a disk or tape drive,
the pointer points to the address of the
PUB that contains the physical device
address. If a LUB refers to any other
device, the pointer points to the physical
device address contained in the LUB itself.

Before each program is executed, the
ASSGN control statements submitted for each
job cause the Job Control program to insert
into the respective LUB the pointer that
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points to the physical device address sub-
mitted in the ASSGN control statement.

This freedom gives you great flexibility in
switching from one physical device to
another, without altering the logic of the
program.

Figure 11 shows an example of how I/0
devices were assigned for two specific
jobs.

// EXEC

(// FILES SYS003,5

/// ASSGN
SYS003,X'7AA" ,T2

( // JOB UPDATE

yd
Problem Program
in RPG Language

r // EXEC

'/ ASSGN
SYS003,X'802',D3

// JOB RPG,NEW

®Figure 11. Example of I/0 Device Assign-

nent

ASSGN Control Statement

When you generate a Monitor, you also gen-
erate permanent device assignments by means
of ASSGN macro instructions. These perman-
ent device assignments are written onto the
system disk pack and loaded into main stor-
age together with the Monitor at IPL time.

Permanent device assignments loaded into
main storage are in effect for all jobs,
unless you alter them by submitting ASSGN
control statements to the Job Control pro-
gram. These new device assignments then
remain in effect for all subsequent jobs
unless you change them agéin by submitting
other ASSGN control statements. If the
operator reloads the Monitor into main
storage through an IPL run, the permanent
device assignments written on the system
disk pack are reloaded into main storage
and take effect, cancelling any assignments
that may have been made by ASSGN control
statements.

The temporary device assignments alter
only the device assignments in main stor-
age, not the permanent device assignments
on the system disk pack. If you want to
alter the permanent device assignments, you
either have to run the PSERV program oOr
generate a new Monitor.

The formats of the ASSGN control state-
ment used to alter device assignments tem-
porarily are:

[ T T - 1
|

. }other I/0 devices
SYsS019

p——--- L oo 1
(Y4 |ASSGN | SYSxxx,UA |
L _ 1 1 —_— - |
————== - T — s o s — oo 1
| SYSxxx symbolic device address: |
[ - -1

[
| SYSRES system disk pack containing disk-|
| resident system (assigned only at]
| IPL time) I
| I
|SYSRDR card reading device for reading |
| job control statements |
| - |
| SYSIPT input device |
I |
|SYSOPT output device |
I |
|SYSLST printer for output listings |
| : I
| S¥YSLOG printer for logging statements |
| and statistics |
I I
{SYS000 |
| |
I |
I |
L 4

(=== sttt 1
| X*cuu' physical device address: |
I - —~—{
| ¢ attachment point: |
po—mmmmmmmm e mmm - -
| 1 2501 Card Reader |
| 2 2520 or 2560 |
| 3 1442 Card Punch |
| 4 1403 oxr 2203 Printer |
| 7 2415 Magnetic Tape Unit |
| 8 2311 Disk Storage Drive |
k- oo {
| uu unit: |
pmmmmmm o= ———mmm e -
| 01 disk |
| 02 disk |
| 03 disk |
| 04 disk |
| o8 |
| - magnetic tape |
I . |
| FD |
| 00 all other devices |
L - —— o 2 i o e e e e e e e e e e ]
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e 1
| dd device type: |
e e e 1
| D3 2311 Model 11 |
| D& 2311 Model 12 |
| L1 1403 Printer |
| L3 2203 Printer |
| P2 1442 Card Punch |
| P3 2520 Card Punch |
| R4 2501 Card Reader |
| R5 2520 Card Read Punch |
| R6 2560 MFCM Primary Feed |
| R7 2560 MFCM Secondary Feed |
| T1 2415 7-track magnetic tape |
| T2 2415 9-track magnetic tape |
| S e 4
e ittt 1
| X'ss' specification for 7-track tape: |
- To—————pm—— - To———————— 1
| Code |BPI |Parity]|Translate|Convert |
I i I o oo .
| I I I I |
| X*10*'| 200 | odd | off | on |
| X'20°'| 200 | even | off | off |
| X*'28'| 200 | even | on | off |
| X*'30'] 200 | odd | off | off |
| X*'38*] 200 | odd | on | off |
————————————— T S
r X*50'| 556 | odd T off | on |
] X'60'| 556 | even | off | off |
| X'68'| 556 | even | on | off |
| X*70*'] 556 | odd | off | off ]
| X'78'| 556 | odd | on | off |
o fronee e G 1
| X'90'] 800 | odd | off | on |
| X*'a0*'| 800 | even | off | off |
| X'A8'| 800 | even | on | off |
| X*BO*'| 800 | odd | off | off |
| X*'B8'| 800 | od4d | on | off |
S, Lo Lo . Y J
__________________________________________ 1
|X*ss' specification for 9-track tape: |
e 1
| CO 1600 BPI |
| C8 800 BPI |
L 4
[T T T T T T T T T e e 1
| UA unassigned |
R ———— 1

| The pointer to the corresponding PUB is |
| changed to a dummy entry. |

Examples: The following examples illustrate

how to use the ASSGN control statement.

1. 77/ ASSGN SYs001,x*'708*,T2,X'CO"
This control statement assigns SYS001
to a 2415 9-track magnetic tape drive
whose unit number is 08, specification
1600 bytes per inch.

2. //

ASSGN SYs002,x'802",D3

This control statement assigns SYS002
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to a 2311 disk drive, Model 11, whose
unit number is 02. We assumed that
this Monitor supports at least two disk
drives. Otherwise the assignment would
have to read X'801°"'.

3 /7 ASSGN SYS003,0a

This control statement releases SYS003

from a device assignment.

FILES Control Statement

The FILES control statement rewinds a reel
of magnetic tape or positions it on the
tape drive. TFor example, a tape can be
positioned at the beginning of the first
file or the fourth file on the reel by
using this control statement. Since the
FILES control statement is executed as soon
as it is encountered, the magnetic tare
drive to which the FILES statement refers
must be correctly assigned. The formats of
a FILES control statement are:

----- e e |
|Name |Operation|Operand |
————— e s
{77 |FILES | SYSxxx,nnn |
————— ' + —m e e
177 |FILES | SYSxxx,REW |
L i i —_—— e J

SYSxXx
Symbolic device address of the tape
drive on which the reel of tape is
mounted. For the correct symbolic
device address, see the ASSGN control
statement.

nnn
A number from 1-999 representing the
number of tapemarks to be skipped,
counting from the position of the tape
when the statement is read.
(In unlabeled files, a tapemark follows
each file. In labeled files, a tapemark

also follows the label).

REW
Causes the specified tape to be rewound.

LABEL INFORMATION PROCESSING

Whenever you use disk or labeled tape files
in a program, you must include information
about the labels of these files in the job
control statements that precede the problem
program. The Job Control program processes
this information and supplies it to the
label processing routines of system pro-
grams.

For each disk file, you must supply at
least three control statements: VOL, DLAB,
and XTENT. For each indexed sequential




file, however, you must supply at least two
XTENT statements, one for the prime data
area and one for the cylinder index.

For each labeled tape file, you must
supply two control statements: VOL and
TPLAB. '

The order in which these control state-
ments must be inserted is mandatory:

1. VOL
2. DLAB or TPLAB

3. XTENT for every disk area, in the order
in which these areas are to be used.

The following sections describe how to
code each of these control statements.

VOL Control Statement

You must insert a VOL control statement for
every labeled tape and disk file used in
the program. The VOL control statement
indicates the symbolic address of the
device on which the volume (disk pack or
tape reel) is mounted, and identifies the
file by name.

The format of the VOL control statement
is:

i‘ _____ T T

Name |Operation|Operand |
T e pmmmmmmmmmm .
V4 | VOL | SYSxxx,filname |
Lo S O J
SYSXXX

Symbolic address of the device on which
the volume is mounted. For the correct
symbolic device address, see the ASSGN
control statement.

filname
Name of the file to be processed. May
be 1-7 characters long. The file name
is the same as the file name on an RPG
File Description Specifications form oxr
in the DTF file definition statement of
the IOCS.

If SYSxxx refers to a magnetic tape
drive, a TPLAB control statement is expect-
ed as the next control statement. If it
refers to a disk drive, a DLAB statement is
expected to follow.

TPLAB Control Statement

The TPLAB control statement contains infor-
mation about the tape file specified in the
VOL control statement. This information is
the same as the information contained in
fields 3-10 of the standard IBM tape file
label fully described in Appendix D.

@ coi.10-27.

Q ® 6 6 6 O

®

The format of the TPLAB control state-
ment is shown below. Note that the TPLAB
statement, like all other job control
statements, is variable in format, not
fixed. This means that you may insert more
than one blank between the name field and
the operation field, and between the opera-
tion field and the operand field. But to
help you count the columns, only one blank
has been used to separate the fields.

The format of the TPLAB control state-
ment is:

41 49 55 60 80

{slefsfofnfn] [ylylajola] Jyvfafafaf- [ [ { [T PP PPLTTTTTTT00]
® 6 & ©& @ &

Insert an apostrophe fol-
lowed by unique identification for file.
Seventeen characters long including
blanks.

Col.28-33. Six~byte numeric code ident-
ical to number written on exterior of
tape reel.

Col.34-37. Volume sequence number.
0001 for first volume of this file,
for second volume, etc.

0002

0001
0002

Col.38-41. File seguence number.
for first file of multi-file set,
for second file, etc.

Col.t42-45. Code starting with 0001
representing which edition of the file
this is.

Col.l46-47. Code starting with 01 rep-

resenting which version of the file this
is. Followed by one blank.

Col.49-53, Creation date of file (for
format see DATE control statement).
Followed by one blank.

Co0l.55-60. Expiration date of file
format see DATE control statement).
Followed by apostrophe.

(for

DLAB Control Statement

The DLAB control statement contains infor-
mation about the disk file specified in the
VOL control statement.

This information is similar to the
information contained in fields 1-8 of the
standard IBM disk file label fully des-
cribed in Appendix E.
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The format of the DLAB control statement
is shown below. Note that the DLAB state-
ment, like all other job control state-
ments, 1s variable in format, not fixed.
This means that you may insert more than
one blank between the name field and the
operation field, and between the operation
field and the operand field. But to help
you count the columns, only one blank has
been used to separate the fields.

The format of the DLAB control statement

is:

40
SESSEORECINENEEREERURN

54 63 72

80
11030008800 NNNENCSNENENEEE|
3 k) 5

34

80
IREN

First Card:

() Col.9-53. 1Insert an apostrophe followed
by unique identification for file.
Forty-four characters long including
blanks.

Col.54. Insert decimal 1.

® col.55-62.
Followed by apostrophe,
comma.

Six-byte file serial number.
followed by

C) Col.63-64, Insert the code P followed
by a blank if this label is to be per-
manent. Leave both columns blank if
this label is to be temporary. .

C) Col.72. You must always insert a con-
tinuation punch in this column.

Continuation Card:

() Col.16-19. Must always begin in column
16. Four-byte volume sequence number
followed by a comma.

(D col.71-25. Creation date of file (for
format see DATE control statement) .
Followed by a comma.

Col.27-31. Expiration date of file
format see DATE control statement).

(for

C) Optional code indicating which program-
ning system is used. Code up to 13
characters long. If you use this field,
you must insert a comma in co0l.32 and
enclose the code in apostrophes.

32

XTENT Control Statement

In addition to a VOL control statement and
a DLAB control statement, you must insert
at least one XTENT control statement for
sequential or direct access files and at
ieast two XTENT control statements for an
indexed sequential file (one for the prime
data area, one for the cylinder index).

The format of the XTENT control state-
ment is shown below. Note that the XTENT
statement, like all other job control
statements, is variable in format, not
fixed. This means that you may insert more
than one blank between the name field and
the operation field, and between the opera-
tion field and the operand field. But to
help you count the columns, only one blank
has been used to separate the fields.

The format of the XTENT control state-
ment is:

1 10 16 24 32 40
WA Dxfrlefedn] el fsfsfs ] [ele fe e [n [nlb LTc T T Te [n n o], | EEOSR
® & 3 )

4

80
B T T ITIITITTITIITTITTITTTT
=

Insert code for type of extent

(@ coi.10.

followed by a comma:

Code 1 = data extent

Code 2 = independent overflow extent
Code 4 = cylinder-index extent
Col.12-14, Extent sequence number

000-255 followed by a comma.

Col.16-22, Begin address of extent.
Followed by a comma.

Col.24-30. End address of extent. Fol-
lowed by a comma and an apostrophe.

Col.33-38. Volume serial number fol-
lowed by an apostrophe and a comma.

Col.t41-46. Symbolic address of drive on
which disk pack containing this extent
is mounted (see ASSGN control
statement) .

©@ © 6 @ 0O

Here are some additional guidelines to
help you code the XTENT control statement
correctly.

For every direct-access file and for
every sequential disk file, you must insert
at least one XTENT statement with the code
1 in column 10.

For every‘indexed sequential file you
must insert at least two XTENT statements.
The first statement is for the prime data




area. It must contain the code 1 in column
10. The second statement is for the cylin-
der index. It must contain the code 4 in
column 10.

If you specify an overflow extent (type
2) you must also specify a cylinder-index
extent (type 4). 1In this case the data
extents (type 1) must be on cylinder boun-
daries, that is, the begin address must be
cccc000 and the end address must be
ccec009.

The volume serial number of the first
XTENT statement must be identical to the
file serial number of the DLAB statement
(col. 55-62).

If several extents refer to the same
file, they must be specified in ascending
order. Example:

XTENT 1,001,0011003,0011006, 'ssssss*,SYS002

XTENT 1,003,0201000,0202001, *ssssss',SYS0G5

One disk volume can contain many files,
each with its own XTENT statement. The
volume serial number ('ssssss') must be the
same for all these files. The symbolic
device addresses (SYSxxx) may be different
for these files, but the physical device
assignments (X'cuu') in the ASSGN state-
ments must be the same. The correct
assignments in our example would be:

ASSGN SYS002,X'801',D3
ASSGN SYS005,X'801°,D3

When you create a disk file and specify
its extents, don't attempt to overwrite the
volume label, the label information area
(LIA) , the Volume Table of Contents (VTOC) ,
or the alternate track area.

The volume label described in Appendix C
always begins on cylinder 0, track 0 of the
disk pack. The alternate track area always
begins on cylinder 0, track 1 and extends
over three tracks. The extents occupied by
the LIA and the VTOC depend on how you
initialized your disk pack.

If you attempt to overwrite these areas,
Job Control will print a halt and issue a
warning message.

Figure 12 shows you several examples of
how to code VOL, TPLAB, DLAB, and XTENT
control statements. If you study these
examples, what we discussed in this section
will become clearer.

PERMANENT AND TEMPORARY DISK LABEL
INFORMATION

For every disk file to be opened during a
job, the pertinent label information must

be available in the label information area
of the system disk pack so that the label-
processing routines can check or create the
file labels in the job that follows.

The disk label information you supply by
means of job control statements may be
elther temporary or permanent.

Permanent label information is located
at the beginning of the label information
area. It remains in that area until it is
deleted by the DELET control statement
described later. Temporary label
information immediately follows permanent
label information in the label information
area. It is cleared in each successive Job
Coritrol run.

Permanent label information as well as
temporary label information may be added to
the label information area in any Job Con-
trol run.

To identify permanent label information,
the DLAB control statement must contain the
code PH in the two-character field follow-
ing the file serial number. If both per-
manent and temporary label information
control statements are specified in the
same Job Control run, the control state-
ments providing permanent label information
must precede those providing temporary
label information. The sequence is checked
and a halt occurs when a sequence error is
detected, causing the Job Control run to be
discontinued.

The file names of different label infor-
mation blocks in the label information area
must never be identical. The Job Control
program checks the file names of any label
information to be added against the file
names of all permanent label information
blocks already located in the label infor-
mation area. If the file name of the label
information to be added differs from the
file name of all existing permanent label
information blocks, the new label informa-
tion is added adjacent to the last label
information block. If the new label infor-
mation has the same file name as a perman-
ent label block, a halt occurs. The opera-
tor then has the option of ignoring the new
label information or else overwriting the
old permanent label block, but only if the
new label information is to be stored per-
manently. If the new label information is
to be stored temporarily, the Job Control
run is discontinued.

We recommend that you use permanent
label information (1) in cases where a job
that processes the same disk file is exe-
cuted frequently, and (2) for inquiry pro-
grams.
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|1 1 2 3 4 5 6 7 8|
| 0 0 0 0 0 0 0]
b - y
|// JOB  FIRST |
|// ASSGN SYS001,X'708*,T2 [
|// FILES SYS001,1 |
|// VOL  SYS001, KEY |
|// TPLAB 'KEY TAPE FILE 00038400010001000102 65085 66085°* I
| /7 EXEC !
| |
|// JOB  SECOND |
|// ASSGN SYS002,X'801',D3 [
|// ASSGN SYS005,X'801',D3 I
|// VOL  SYS002,INPUT MULTI-VOL, SINGLE DRIVE |
|// DLAB ‘'INPUT DATA SET 1858SSS*, P C i
| 0001,65032,66033,'0000000000000°" |
{// XTENT 1,001,0011003,0011006, *SSSSSS*,SYS002 |
|// XTENT 1,003,0201000,0202009, 'SSSSSS',SYS005 |
|// XTENT 1,008,0050008,0060006, 'TTTTTT',SYS002 |
|// EXEC |
| |
|// JOB  THIRD |
|// ASSGN SYS019,X'802°,D3 [
|// VOL  SYS002,0UTPUT MULTI-VOL, TWO DRIVES |
|// DLAB ‘OUTPUT DATA SET 188ssss*, c |
i 0001,65032, 66033, 0000000000000 |
|// XTENT 1,004,0023001,0023001,"SSSSSS*,SYS005 |
|// XTENT 1,099,0050008,0060006, 'A12BCZ",SYS019 |
|// EXEC |
e e e e e e ————— . —— 4

®Figure 12. Examples of VOL, TPLAB, DLAB,

DELET Control Statement

You have the option of deleting permanent
labels from the label information area by
means of the job control statement:

If the operand field is blank, all per-
manent labels will be deleted from the
label information area.

If the operand field contains a file
name, the permanent label information for
that file will be deleted.

The DELET control statement enables you
to make room for new labels if the label
information area is full, or if the file to
which the label refers has expired.

You may insert the DELET control state-
ment anywhere between the JOB and EXEC
statements, but (1) not after the statement
group VOL, DLAB, XTENT, and (2) not between
VOL and TPLAB.
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and XTENT Control Statements

DSPLY Control Statement

You have the option of displaying all per-
manent labels by using the contrcl state-
ment:

r— —— -—

]Name]Operatlon|Operand |

t +
1// |DSPLY | I
_____________ Uy S |

You may insert the DSPLY control state-
ment anywhere between the JOB and EXEC
control statements, but (1) not between
VOL, DLAB, and XTENT, and (2) not between
VOL and TPLAB.

The DSPLY statement 1s executed as soon
as it is encountered. The information
displayed consists of the file name, the
symbolic device address, the expiration
date, the extent type, and the extents of
the pertinent file.

The DSPLY statement enables you to
determine which label information 1s per=
manent and to check the expiration date of
your files.




Disk Initial Program Loader (IPL)

At the beginning of a system run, the disk
Initial Program Loader (IPL) loads the
Monitor from the system disk pack into main
storage. The Monitor then remains in main
storage throughout the system run in order
to control processing.

IPL is an IBM-supplied program in two
parts. Part 1 consists of three punched
cards, Part 2 resides on the system disk
pack on cylinder 0, track O.

The card deck required to initiate pro-
gram loading is shown in Figure 13.

((// ASSGN SYSROR, ...,
_((// ASSGN SYSRES, ...
L

Disk IPL Part |

Card Deck Required to Initiate
Program Loading

Figure 13.

The first three cards are Part 1 of IPL.
Then follow the ASSGN control statements
for SYSRES and SYSRDR.

You load the first card by setting the
address switches on the CPU console to an
even address lower than X'1000' and press-
ing the Load key. The cards that follow
are automatically loaded to a fixed loca-
tion in main storage.

After IPL Part 1 is loaded, it loads IPL
Part 2 from the system disk pack into main
storage. IPL Part 2 then loads the Monitor
into lower main storage.

The IPL then fills the logical unit
blocks associated with SYSRES and SYSRDR
and transfers control to the Fetch routine
of the Monitor, which calls the Job Control
program to begin processing the job control
statements for the first job to be execut-
ed. After this, the Monitor remains in
main storage throughout the current system
run. The Job Control program is called
automatically after each job.

®Figure 14,

If a system run is discontinued (not
temporarily suspended by a PAUSE control
statement, or by one job being
discontinued) , the Initial Program Loader
must be used to re-initiate system opera-
tion, that is, to initiate the subsequent
system run.

Card Initial Program Loader (IPL)

The IPL program for the card-resident sys-
tem is generated together with the card-
resident Job Control program and the card-
resident Monitor prograrie.

The card-resident IPL program loads the
card-resident Monitor into main storage.

Figure 14 shows you how to arrange the
input deck to initiate program loading.
Place the generated IPL deck on the card
reading device to be assigned to SYSRDR.

If you wish to change the generated
assignments included in the IPL deck,
replace the ASSGN cards for SYSRES and
SYSRDR. If you do not wish to process disk
file labels, you must unassign SYSRES (//
ASSGN SYSRES, UA) .

Problem Program
Job Control

Statements

Job Control Program|

Problem Program
ob Control
Statements
l  /

Job Control Program

Monitor

Card IPL including
assignment for
SYSRDR

Typical Input Deck for Card-
Resident System
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Libraries and Relocatable Area

As an introduction to the DPS sexrvice
programs described in this publication,
this section discusses the core-image
library, the macro library, and the reloca-
table area, all three of which are allocat-
ed, managed, and maintained by the DPS
service programs.

Core-Image Library

This section explains the purpose, organi-
zation, and use of the core-image library.

PURPOSE OF THE CORE-IMAGE LIBRARY

All executable programs are permanently
stored in the core-image library. These
programs are in core-image format; that is,
they can be loaded directly into main storx-
age by the Fetch routine and executed with-
out preliminary cross-referencing and relo-
cation.

You can store in the core-image library
all IBM-supplied programs that you need for
the operation of your system. You can also
store problem programs there that you run
frequently. Once the problem program is
stored, each phase can be executed either
by itself or in combination with other
phases.

A problem program goes through the fol-
lowing states before it is placed into the
core-image library.

1. A problem program is written as a set
of source statements in RPG or Assem-
bler language or PL/I. To make it
easier to write and test large pro-
grams, a program in Assembler language
can be written in parts, each part
consisting of one or more complete
control sections. Such parts are
called source modules. An Assembler
source program may consist of one or
more source modules. An RPG source
program can be only one source module.

2. The Assembler translates the source
modules into a set of object statements
(machine-language statements). The set
of object statements, which again is
made up of one or more complete control
sections, is called an object module.
An object program can consist of one or
more object mcdules. An RPG compila-
tion produces one object module with
all linkages resolved.

3. Then the Linkage Editor processes the
object module, performing cross-
referencing and relocation where
necessary. The output of the Linkage
Editor is called an executable program
and consists of one or more program
phases.

4. Programs which are to be disk resident
are then placed in the core-image
library by means of the Core-Image
Maintenance program.

The core-image library is also used
internally by system programs to temporari-
ly store an object module before it is
executed. This special application is
described in more detail in the section Use
of the Core-Image Library.

ORGANIZATION OF THE CORE-IMAGE LIBRARY

The core-image library is stored in the
library section of the system disk pack.
Since the program phases in the library are
variable in length and random in order, a
core-image directory is used to record the
location of each program phase in the core-
image library. The phase-name entries in
the core~image directory are arranged
according to the collating sequence. A
Library Management program (CMAINT) updates
the directory whenever a phase is added to
or deleted from the core-image library.

There is one 30-byte entry in the core-
image directory for each program phase in
the core-image library. ZEach entry
contains the following information:

1. Identifier for permanent or temporary
phase.

2. Name of the phase.
3. Starting disk address of the phase.

4. Starting main storage address for load-
ing the phase.

5. Control transfer address.

6. Number of sectors completely occupied
by the phase. (Each sector consists of
270 bytes, and there are 10 sectors to
a track).

7. Number of bytes occupied by the phase
in the last sector.

8. Version identification of the phase.
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The Fetch routine uses the core-image
directory to determine where a phase to be
loaded is located, how much storage it will
occupy, and where it is to be placed in
main storage.

USE OF THE CORE-IMAGE LIBRARY

The JOB and EXEC control statements and the
FETCH macro instruction are used to ini-
tiate the loading of program phases from
the core-image library into main storage
for execution. The JOB and EXEC control
statements are explained in the section Job
Control Program; the Fetch routine called
by the FETCH macro instruction is explained
in the section Monitor Program.

The diagram in Appendix J shows the
various methods of using the JOB and EXEC
statements in relation to the DPS.

£ a source module is to be both assem-
bled and executed, the following control
statements are required.

//
/7’

JOB
EXEC

ASSEMB, program

This module is then temporarily included
in the core-image library and can only be
executed immediately.

If a source module is to be both com-
piled and executed, the following control
statements are required.

/7 JOB RPG, program
/7 EXEC

or

/7 JOB PL1,program
s/ EXEC

This module is then temporarily included
in the core-image library and can only be
executed immediately.

If an object module stored on a medium
other than the system disk pack is to be
executed, the following control statements
are required.

s
//

JoB
EXEC

program
LOADER

This module is then temporarily included
in the core-image library and can only be
executed immediately.

If a phase is a permanent item of the
core-image library and is a complete pro-
gram or the first phase of a multiphase
program, the following control statements
are reguired.

[ XYY YY)

/7
//

JOB
EXEC

phasnam

If a phase is a permanent item of the
core-image library and is the second or a
subsequent phase of a multiphase program,
the following macro instruction must be
used in the text of the preceding phase.

FETCH phasnam

Within a job, either permanent or tem~
porary phases can be loaded from the core-
image library, not both. Mixed fetching of
permanent and temporary phases is not
possible.

Each phase can consist of up to nine
subphases. Each subphase can be called
into main storage only by means of the
FETCH macro instruction without an operand.
This loads the next consecutive subphase.

Phases of programs compiled by the PL/I
compiler -- called segments -- are loaded
by issuing the PL/I statement CALL OVERLAY.

Macro Library

This section explains the purpose, organi-
zation, and use of the macro library.

PURPOSE AND USE OF THE MACRO LIBRARY

A macro definition is a
bler and macro-language
given an identifier and placed into the
macro library. A macro instruction in an
Assembler-language program causes the gen-
eration of a sequence of Assembler-language
statements depending on parameters which
are specified as operands in the macro
instruction.

sequence of Assem-
statements that is

The macro library may contain IBM-
supplied macro definitions that refer to
the Monitor and/or the logical IOCS, and
user-written macro definitions.

Macro definitions must be written in the
macro language, which is an extension of
the Assembler language. The macro language
is described in the publication IBM
System/360 Model 20, Disk and Tape
Programming Systems, Assembler Language,
Form C24-9002.

ORGANIZATION OF THE MACRO LIBRARY

The macro library is stored in the library
section of the system disk pack. A macro
directory is used to record the location of
macro definitions in the macro library.

The macro-name entries in the macro direc-
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tory are arranged according to the collat-
ing sequence.

The macro directory consists of 15-byte
entries, one entry for each macro defini-
tion in the library. The entry contains
the following information:

Macro name.

Starting disk address of the macro
definition.

Number of sectors occupied by the macro
definition. {Each sector consists of
270 bytes, and there are 10 sectors to
a track.)

Number of bytes used in the last sec-
tor.

Version and modification level of the
macro definition.

The Assembler program uses the macro
directory to retrieve the macro definition
from the library when the program that
contains the macro instruction is assem-
bled.

(XX}

Ralocatable Area

The relocatahle area is located on the
system disk pack. You can allocate its
size through the Library Allocation Organi-
zation program (AORGZ) .

The relocatable area is used as work
area by the RPG, the Linkage EZditor pro-
gram, and by PL/I.

When you assemble, compile, or link-edit
a problem program, the object program is
stored in the relocatable area. This ena-
bles you to perform additional job steps,
such as cataloging the object program in
the core-image library, with a minimum of
card handling.

You also have the option of using the
relocatable area as input area for the
Linkage Editor and Core-Image Maintenance
programs. These options are described in
the sections that deal with these programs.

The diagram in Appendix J shows several
ways in which the relocatable area may be
used.

38
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This section describes the functions of the
DPS service programs, and shows you what
job and program control statements to use
in order to perform a certain task.

In the first part, the service programs
that deal with the libraries and director-
ies are grouped together. These are: the
Directory Service program (DSERV), the
Core-Image Service program (CSERV), the
Macro Service program (MSERV), the Core-
Image Maintenance program (CMAINT), the
Macro Library Maintenance program (MMAINT) ,
and the Library Allocation Organization
program (AORGZ) .

In the second part, individual system
programs that will help you operate the
disk-resident system are described one by
one. These are: the Physical and Logical
Unit Tables Service program (PSERV), the
Load System Disk program (LDSYS), the
Backup and Restore program (BACKUP), the
Linkage Editor program (LNKEDT), and the
Copy System Disk program (COPSYS) .

The boxes drawn with heavy black lines
contain the job control and program control
statements you need to run the program in
question. All statements that require
further explanation are described in detail
pelow these boxes.

Directory Service Program (DSERV)

The Directory Service program (DSERV) lists
the contents of the system directory, the
core-image directory, and the macro direc-
tory on the printer. Each directory entry
is listed on a separate line.

JOB CONTROL STATEMENTS

The job control statements required for a
DSERV run are:

/7 LOG optional
// JOB required
// DATE st job after IPL only
// ASSGN SYSLST required
// ASSGN SYSLOG optional
// EXEC required

JOB Control Statement

The JOB control statement used to request a
directory service function has the follow-
ing format:

DPS Service Programs

r~ - - Dt |

T
- | Name |Operation|Operand |
|

e

| DSERV [

——d —-—

\//  |JOB
L

| S,

DSERV
Indicates that one or more directories
are to be listed.

ASSGN Control Statements

You must assign SYSLST to the printer so
that the directories can be listed. We
recommend that you also assign SYSLOG to
the printer. If these assignments are
already effective, you need not submit them
again.

The remaining job control statements are
not described here. You can find their
formats in the section Job Control Program.

PROGRAM CONTROL STATEMENTS

The program control statements required for
a DSERV run are:

// DSPLY
// END

required
regquired

DSPLY Control Statement

The DSPLY control statement specifies which
directories are to be listed. One, two, or
all three of the directories can be speci-
fied. The DSPLY control statement has one
of the following formats:

----- e -= ikttt |
|Name |[Operation|Operands |
e e 1
\77 | DSPLY {ALL |
e oo e 1
177 | DSPLY | SD [, CD] [,MD] |
Lo I, P J

ALL
Indicates that all three directories are
to be listed.

SD
Indicates that the system directory is
to be listed.

Indicates that the core-image directory
is to be listed.
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MD

Indicates that the macro directory is to
be listed.

When two or three directories are speci-
fied on one DSPLY control statement, the
order in which they are specified is not
significant. You may also use separate
control statements.

END Control Statement

The format of the END control statement is

-—= -——= 1
|Name | Operation|Cperand |
- pom e i
|7/ |END I |
[ K L 4

Figure 15 is an example of using job and
program control statements to list the
system directory and the macro directory.

frz/END

( // DSPLY SD,MD

( '// EXEC _
KaAseNsmexwwuu

required only if
not yet assigned

// JOB DSERV

®Figure 15. Example of Using Control State-
ments to Request Directory

Service Functions

Core-Image Service Program (CSERV)

The Core-Image Service program (CSERV)
lists the contents of the core-image
library on the printer, or writes or punc-
hes the contents on the device assigned to
SYSOPT.

When the contents are listed, the prin-
ter lists the entries in the core-image
directory, and then lists each phase in the
core-image library together with its sub-
phases in hexadecimal notation.

When the contents are punched or writ-
ten, the output consists of a card deck or
a card-image file on magnetic tape or disk,
depending on your specifications.

You can use the output of a CSERV run as
input to the CMAINT and LDSYS programs.
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JOB CONTROL STATEMENTS

The job control statements required for a
CSERV run are:

/7 LOG optional
// JOB required
// DATE 1st job after IPL only

// ASSGN SYSOPT
// ASSGN SYSLST

depends on job
depends on job

// ASSGN SYSLOG optional
// VCL (
// DLAB depends on job

// XTENT )
// OPTN TES
// EXEC

recommended for tapes
required

JOB Control Statement

The JOBR control statements used tc request
a core-image service function has the fol-
lowing format:

St Atttk Kttt 1
| Name | Operation|Operand |
i T e 1
|77 |JOB | CSERV |
[ S ——i_ S —— 4
CSERV

Indicates that one or more phases, with
their subphases, or the entire contents
of the core-image library are to be
listed, written, or punched.

ASSGN Control Statements

To punch or write the output, assign SYSOPT
to a card punching device, a magnetic tape
drive, or a disk drive.

To obtain a listing of the output,
assign SYSLST to the printer.

We recommend that you also assign SYSLOG
to the printer.

If these assignments are still effec-
tive, you need not submit them again.

VOL, DLAB, XTENT Control Statements

You must supply disk label information if
SYSOPT refers to a disk drive. The file
name you insert must be SERVO.

The remaining job control statements are
not described here. You can find their
formats in the section Job Control Program.

PROGRAM CONTROL STATEMENTS

The program control statements required for
a CSERV run are:




// DSPLY }

// PUNCH |\ depends on job
// 1IPL S

// MONTR

// END required

DSPLY Control Statement

The DSPLY control statement specifies which
phase is to be listed. The DSPLY control
statement has one of the following formats:

_______________________________________ 1
|Name|0peratlon|0perands |
T e 1
|7/ |DSPLY |ALL |
S otmavma— - - 4
{7/ |DSPLY | phase |
e e 1
|7/ |DSPLY | phase.ALL I
S e oo 1
|// | DSPLY | |
bl Lo - - J
ALL
Indicates that all phases are to be
listed.
phase
Name of the phase to be listed together
with its subphases. The name may be up
to six characters long. The first char-
acter must be alphabetic, the others may
be alphabetic or numeric.
phase.ALL
Indicates that all phases whose names
begin with the characters preceding .ALL
are to be listed. The name may be up to
six characters long.
No_Operand
Indicates that another control statement
follows immediately. This control
statement must have one of the following
formats:
[T T T T T T TS T T S s e 1
|Name|0perat10n]0perand |
S 5 S 4
|77/ |IPL | [
pm—-—t—= e 1
|7/ | MONTR | |
bl U J

IPL
Indicates that the disk-resident IPL
program is to be listed.

MONTR
Indicates that the disk-resident Monitor
program is to be listed together with
its Job Closing routines (SYSEND) and
transient phases ($$%$...) .

PUNCH Control Statement

The PUNCH control statement specifies which
phase is to be punched into cards or writ-
ten onto disk or magnetic tape. The PUNCH
statement has one of the following formats:

T I 4
|77 |PUNCH |ALL |
b----+ o 1
|77/ | PUNCH | phase |
e 1
|77/ | PUNCH | phase.ALL |
S + e 1
|/7 |PUNCH I |
S W 1 - _d
ALL

Indicates that all phases are to be
punched or written.

phase
Name of the phase to be punched or writ-

ten together with its subphases. The
name may be up to six characters long.
The first character must be alphabetic,
the others may be alphabetic or numeric.

phase.ALL
Indicates that all phases whose names

begin with the characters preceding .ALL
are to be punched or written. The name
may be up to six characters long.

No_ Operand
Indicates that another control statement

follows immediately. This control
statement must have one of the following
formats:

r———-

}NamelOperatlonIOperand |

_____________ _—— ____-{
|// |IPL | |
————1 B Tt 1
|7/ | MONTR [ |
| ISP S L ———— - —
IPL

Indicates that the disk-resident IPL
program is to be punched or written.

MONTR
Indicates that the disk-resident Monitor
program is to be punched or written
together with its Job Closing routines
(SYSEND) and transient phases ($$$...) .

PUNCH statements for the IPL and the
Monitor program must precede all other
PUNCH statements. If both IPL and MONTR
statements are to be used, IPL must be
specified before MONTR.
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END Control Statement

The format of the END control statement is:

Figure 16 is an example of using job and
program control statements to list and
punch the contents of the core-image
library.

pVEND
{VNNCHROG3

(// DSPLY PROG2

(// PUNCH PROG1
(// MONTR
(// PUNCH
(/ EXEC
{// ASSGN  SYSLST,X"400°,L1
(/ ASSGN SYSOPT, X’ 300" P2

/// 308 CSERV

®Figure 16. Example of Using Control State-
ments to Request Core-Image

Service Furctions

OUTPUT ON SYSOPT

The output of the CSERV program on SYSOPT
contains the following cards or card-image
recoxds:

IPL_program
/7 IPL identification

TXT cards
END card

Monitor
// MONTR identification/features
TXT cards
END card
all transient and Job Closing phases
belonging to Monitor

Other phases
// CATAL

PHASE card
TXT cards
END card
TXT cards
END card

for all subphases

42

The formats of these cards are described
in the section Linkage Editor Program.

The CSERV program writes or punches an
EOF record at the end of the output file.
Output EOF Record
card deck /* and // END

magnetic tape // END and tapemark
disk /*

Macrao Service Program (MSERV)

The Macro Service program (MSERV) lists the
contents of the macro library on the prin-
ter, or writes or punches the contents on
SYSOPT.

When the contents are listed, the prin-
ter lists the entries in the macro directo-
ry, and then lists each macro definition
either in internal format or in source
format, whichever you specify.

When the contents are written or
punched, the output consists of a card deck
or a card-image file on magnetic tape or
disk, depending on your specifications.

You can use the output of an MSERV run
as input to the MMAINT program.

JOB CONTROL STATEMENTS

The job control statements required for an
MSERV run are:

/7 LOG optional
// J0OB required
// DATE 1st job after IPL only

// ASSGN SYSOPT
// ASSGN SYSLST
// ASSGN SYSLOG
// ASSGN SYS000

depends on job
depends on job
optional

// VOL depends on job

// DLAB

// XTENT

// OPTN TES recommended for tapes
// EXEC required

JOB Control Statement

The JOB control statement used to request a
macro service function is:

(Co—=F-—————=—— T
|Name|Operat10n|Operand |

| MSERV |
L




MSERV
Indicates that one or more macro defini-
tions or the entire contents of the
macro library are to be listed, written,
or punched.

ASSGN Control Statements

To punch or write the output, assign SYSOPT
to a card punching device, a magnetic tape
drive, or a disk drive.

If the output is to be in source format,
assign SYS000 to a disk drive.

-To obtain a listing of the output,
assign SYSLST to the printer. We recommend
that you also assign SYSLOG to the printer.

If these assignments are still effec-
tive, you need not submit them again.

VOL, DLAB, XTENT Control Statements

You must supply disk label information if
SYSOPT refers to a disk drive. The file
name you insert must be SERVO.

If the output is to be in source format,
you must assign a work area with the file
name WORKM to SYS000, and supply the cor-
responding disk label information.

The remaining job control statements are
not described here. You can find their
correct format in the section Job Control

Program.
PROGRAM CONTROL STATEMENTS

The program control statements required for
an MSERV run are:

// DSPLY )

sz puNca

// INTERN S depends on job
/7 SOURCE

// END required

DSPLY Control Statement

The DSPLY control statement specifies which
macro definition is to be listed. The
DSPLY control statement has one of the
following formats:

e et 1
|Name | Operation| Operand |
_______________________________________ i
|7/ |DSPLY |ALL |
P Bt -
|77 |DSPLY |macro |
R P e !
|7/ |DSPLY |macro.ALL |
[ A e 4

ALL
Indicates that all macro definitions are
to be listed.

macro
Name of the macro definition to be 1list-
ed. The name may be up to five charac-
ters long. The first character must be
alphabetic, the others may be alphabetic
or numeric.

macro.ALL
Indicates that all macro definitions
whose names begin with the characters
preceding .ALL are to be listed. The
name may be up to five characters long.

PUNCH Control Statement

The PUNCH control statement specifies which
macro definition is to ke punched into
cards or written onto disk or magnetic
tape. The PUNCH statement has one of the
following formats:

—=—-T s 1
| Name | Operation| Operands |
P e - - - -
|7/ |PUNCH [ALL |
p-——-1 e 1
|77 | PUNCH |macro |
S e O e 1
|77 | PUNCH |macro.ALL |
(Y R, R 4
ALL

Indicates that all macro definitions are
to be punched or written.

macro
Name of the macro definition to be
punched or written. The name may be up
to five characters long. The first
character must be alphabetic, the others
may be alphabetic or numeric.

nacro.ALL
Indicates that all macro definitions
whose names begin with the characters
preceding .ALL are to be punched or
written. The name may be up to five
characters long.

INTERN Control Statement

The INTERN control statement specifies that
the macro definitions named in the follow-
ing control statements up to the next
SOURCE control statement are to be listed,
written, or punched in internal format. By
internal format we mean the format in which
the macro definition is stored in the macro
library.

The INTERN control statement has the
format:
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~——-1-
|Name|Operation|Operand |

|// |INTERN | |
| IS I —— 3

If you want to obtain all macro defini-
tions in internal format in an MSERV job,
you don't have to insert the INTERN control
statement. The internal format will be
automatically assumed even if you leave the
control statement out.

However, if you want one macro defini-
tion in source format and the following
macro definitions in internal format, you
must insert the INTERN control statement
immediately before the DSPLY or PUNCH con-
trol statcment that refers to the second
macro definition. Example:

// SOURCE
// DSPLY MACR1
// INTERN
// PUNCH MACR2
// DSPLY MACR3

When you wish to punch macro definitions
for backup purposes, we recommend that you
specify the internal format. Fewer cards
will be punched, and both the current MSERV
job and the MMAINT job you may wish to run
later will be much faster.

SOURCE Control Statement

The SOURCE control statement specifies that
the macro definitions named in the follow-
ing control statements up to the next
INTERN control statement are to be listed,
written, or punched in source format. By
source format we mean the macro language in
which the macro definition was written.

The format of the SOURCE control state-
ment is:

S H e et 1
| Name | Operation| Operand ]

b-———1 4
|7/ |SOURCE | |
| S P — Sy, 4

If you want to obtain a macro definition
in source format, insert the SOURCE control
statement immediately before the first
DSPLY or PUNCH control statement that
refers to this macro definition.

We recommend that you specify the source
format if you wish to use the output list-
ing or output card deck to modify the macro
definition.,

4y

END Control Statement

The format of the END control statement is:

m——=y-=—-—————= i 1
| Name | Operation]|Operand |
DR S frmm e 1
|77 |END | . |
bl L e 4

Figure 17 is an example of using job and .-

program control statements to list and
punch the contents of the macro library.

(VEND
pVPUNCHNMCM

(/ﬁNTERN

ﬁ DSPLY MACR2
/7§oum5

f// PUNCH MACR1

J// EXEC

(// ASSGN SYSLST, X400/, L1

ﬁ ASSGN SYSOPT, X’ 300’ P2

'// JOB MSERV

®Figure 17. Example of Using Control State-
ments to Request Macro Service

Functions

OUTPUT ON SYSOPT

The output c¢f the MSERV program contains
the following cards or card-image records
for each macro definition:

in internal format
/7 INCLD
MACRO card
IMT cards
MND card

For the format of these cards, see the
section Macro Maintenance Program.

In source format
/7 CATAL
MACRO header statement
prototypre statement
model statements
conditional assembly instructions
MEND trailer statement

For the format of these cards, see the
SRL publication IBM System/360 Model 20,
Disk and Tape Programming Systems,
Assembler Language, Form C24-9002.




The MSERV program writes or punches an
EOF record at the end of the output file.

Qutput EOF _Record
card deck // END
magnetic tape tapemark
disk /*

Core-Imaga Maintenance Program (CMAINT)

The Core-Image Maintenance program (CMAINT)
maintains the core-image library. It adds
any number of phases to, and deletes any
number of phases from, the core-image
library in one job.

JOB CONTROL STATEMENTS

The job control statements required for a
CMAINT run are:

/7 LOG optional
// JOB required
// DATE 1st job after IPL only

// ASSGN SYSIPT
// ASSGN SYSLST

depends on job
depends on job

// ASSGN SYSLOG optional

/7 VOL

// DLAB depends on job

// XTENT

// OPTN TES recommended for tapes
// FILES may be required

// EXEC required

JOB Control Statement

The format of the JOB control statement is:

[ Dt S D - |
|Name | Operation]|Operand |
S fomm oo e 1
|77 130B | CMAINT |
[ Y _— 1
CMAINT

Identifies the operation as a mainten-
ance operation on the core-image
library.

ASSGN Control Statements

If the input to the CMAINT program is not
in the relocatable area, you must assign
SYSIPT to an input device so that the phase
to be added can be read. This input device
can be a card reading device, a magnetic
tape drive, or a disk drive.

If the input to the CMAINT program is
the output of an Assembler run, an RPG
compilation, or a Linkage Editor run, this
input can be read directly from the reloca-

table area on the system disk pack. In
this case, SYSIPT need not be assigned.

The assignments of SYSLST and SYSLOG are
optional, but we recommend that you use
them.

If these assignments are already effec-
tive, you need not submit them again.

VOL, DLAB, XTENT Control Statements

You must supply disk label information if
SYSIPT refers to a disk drive. The file
name you use must be SYSIF,.

FILES Control Statement

If the input text 1s stored on magnetic
tape, you must position the tape to the
first record of the phase to be added, or
to the beginning of the volume or header
label that precedes the phase. Use the
FILES control statement for this purpose if
necessary.

EXEC Control Statement

The EXEC control statement required for the
CMAINT program has one of the two following
formats:

| . B St hl
|Name|Operation|Operands |
P o e 1
17/ | EXEC | [
S B T 1
|7/ |EXEC IR |
(ISP S, U 4
No_operand

The input is read from the device
assigned to SYSIPT.

0

The input is an object program read from
the relocatable area.

The remaining job control statements are
not described here. You can find their
correct formats in the section Job Control

Program.

PROGRAM CONTROL STATEMENTS

The program control statements required for
a CMAINT run are:

// DELET

/7 CATAL

// IPL depends on job
// MONTR

// END required
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DELET Control Statement

The DELET control statement is used to
specify which phase is to be deleted from
the core-image library. The DELET control
statement has one of the following formats:

P T T 1
{7/ |DELET | phase |
T e o o 1
|77 ]DELET | phase.ALL |
S S A J
phase

The name of the phase that is to be
deleted from the core-image library.

phase.ALL
Indicates that all phases whose names

begin with the characters preceding .ALL
are to be deleted from the core-image
library. The name may contain from one
to six characters.

Phases whose names begin with SYS or $$$
must not be deleted.

CATAL Control Statement

The CATAL control statement is used to add
a phase to the core-image library. The
text of the new phase is read from the
system input device {SYSIPT) to which a
card reading device, a magnetic tape drive,
or a disk drive may be assigned. The CATAL
control statement has one of the following
formats:

|Name|0peratlon|0perand |

p=———1- tom o i
|// |CATAL | phase |
————-4 +_-_.. __________________ .|
|// |CATAL | |
| IR e —— J
phase

The name of a particular phase to be
read from the system input device
(SYSIPT) . The name may contain up to
six characters., If SYSIPT and SYSRDR
are assigned to different devices this
form of the CATAL statement causes the
CMAINT program to scan the input medium
for a PHASE statement with a matching
name. The phase named is then added to
the core-image library. If SYSIPT and
SYSRDR are assigned to the same card
reading device the operand of the CATAL
statement is ignored.

If more than one statement of this for-
mat is used, the statements must be in
the same order as the corresponding
phases on the input medium.

4e

No_ Operand
Indicates that the text of the next

sequential phase is to be read from the
system input device (SYSIPT).

When phases are to be added to the core-
image library, a PHASE card is required in
addition to the TXT cards produced by the
Assembler or RPG programs. The PHASE card
provides information for the CMAINT pro-
gram. The format of the PHASE card is
described in the section Linkage Editor
Program. If SYSIPT and SYSRDR are not
assigned to the same card reading device,
the input on SYSIPT must be terminated by
the /* card.

IPL Control Statement

The IPL control statement is used to
replace the Initial Program Loader on the
system disk pack. The IPL control state-
ment indicates that the card deck contain-
ing the new IPL program i1s to be read on
the device assigned to SYSIPT. The IPL is
loaded into its fixed location on the sys-
tem pack (cylinder 0, track 0). The IPL
control statement has the following format:

__________________________ 1
INameIOperatlon Operand |

1
e pmmm e i

If both the IPL and the Monitor are to
be replaced, the IPL statement must precede
the MONTR statement and every additional
CATAL statement.

MONTR Control Statement

The MONTR control statement is used to
replace the Monitor program on the system
disk pack. The MONTR control statement
indicates that the card deck containing the
new Monitor program and its transient and
Job Closing routines, if any, is to be read
on the device assigned to SYSIPT. The
Monitor is loaded into its fixed location
on the system disk pack (beginning at sec-
tor 1, track 0 of cylinder 4) , and the
corresponding transient and Job Closing
routines, if any, are included in the core-
image library. The MONTR control statement
has the following format:

|Name|0perat10n|0perand !
1
+ ——

/7 |MONTR | |
| I, I 5 U, d

The MONTR statement must precede every
additional CATAL statement.



END Control Statement

The format of the END control statement is:

t +
|/ |END
| IO R ——

Figure 18 shows an example of using job
and program control statements in a
maintenance operation on the core-image
library.

SYSIPT # SYSROR

PHASE PROGB, S,500 I
// DELET PROGA I

ASSGN
SYSIPT, X *1007, R4

//

// JOB CMAINT

®Figure 18. Example of Using Control State-
ments to Request a Core-Image

Library Maintenance Function

Rules for Subphases

Normally, a phase that is to be placed into
the core-image library must consist of one
or more complete control sections. The end
of a phase is indicated to the CMAINT pro-
gram by means of the PHASE statement that
precedes the subsequent phase, or by means
of an END control statement, or by means of
an EOF record (/* or tapemark).

Normally, only one END or XFR statement
appears within one phase. However, you may
insert up to nine XFR or END cards into the
TXT cards of one phase. This allows you to
build additional subphases within one con-
trol section. The following guidelines
will help you in building subphases:

1. Literals must be defined within the
phase or subphase in which they are
required.

2. The load point for each subphase is
derived from the load address of the
first TXT statement within each sub-
phase.

3. The entire phase (including all
subphases) is placed in the core-image
library under the phase name in the
associated PHASE statement.

4. Thus, all subphases are listed under
the name of the phase to which they
belong. However, the last byte of the
subphase name stored in the core-image
directory contains one of the digits 1
to 9 to identify each subphase.

5. All subphases of a phase can be fetched
in sequential order by means of FETCH
macro instructions without an operand.

6. A phase that contains one or more sub-
phases is added to or deleted from the
core-image library by means of only one
CATAL or DELET control statement.

The formats of the XFR, TXT and END
cards are described in the section Linkage
Editor Program.

Macro Maintanance Program (MMAINT)

The Macro Library Maintenance program
(MMAINT) maintains the macro library. It
adds any number of macro definitions to,
and deletes any number of macro definitions
from, the macro library in one job.

JOB CONTROL STATEMENTS

The job control statements required for an
MMAINT run are:

/7 LOG optional
/7 JOB required
// DATE 1st job after IPL only

// ASSGN SYSIPT depends on job

// ASSGN SYSLST optional

// ASSGN SYSLOG optional

// VOL l

// DLAB depends on job

// XTENT 5

// OPTN TES recommended for tapes
// FILES may be required

// EXEC required

JOB Control Statement

The format of the JOB control statement is:

===

| Name | Operation| Operand |

e e e 1
|77 |JoB | MMAINT |
| N - —_— -
MMAINT

Identifies the operation as a mainten-
ance operation on the macro library.
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ASSGN Control Statements

If you wish to zdd or replace a macro defi-
nition, you must assign SYSIPT to a card
reading device, a magnetic tape drive, or a
disk drive so that the input text can be
read.

If you only wish to delete macro defini-
tions in a job, you must unassign SYSIPT
(// ASSGN SYSIPT,UA).

The assignments of SYSLST and SYSLOG are
optional, but we recommend that you use
them.

If these assignments are already effec-
tive, you need not submit them again.

VOL, DLAB, XTENT Control Statements

You must supply disk label information if
SYSIPT refers to a disk drive. The file
name you insert must be SYSIF.

FILES Control Statement

If SYSIPT refers to a magnetic tape drive,
you must position the tape to the first
record of the macro definition to be added.
Use the FILES control statement for this
purpose if necessary.

The remaining job control statements are
not described here. You can find their
correct formats in the section Job Control

Program.

PROGRAM CONTROL STATEMENTS

The program control statements required for
an MMAINT run are:

// DELET

// CATAL depends on job
// INCLD

// END required

DELET Control Statement

To delete macro definitions from the macro
library, use the following control state-
ment:

r—=—=71-- e et 1

| Name | Operation|Operand |

s et T -y

|77 |DELET | macro |

T — oo 1

|7/ |DELET | ALL |
L

L

e —— —_ J
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macro
The name of the macro definition that is
to be deleted from the macro library.
The name may be up to five characters
long.

ALL
Indicates that all macro definitions are
to be deleted from the macro library.

CATAL Control Statement

If the macro definition you wish to insert
is in source format, that is, written in
the macro language, use the control state-
ment:

it Sttt e 1
|Name |Operation|Oprerand |

|7/ |CATAL | |
| I

—_—da —_— -

The text of the macro definition you
wish to add as a new entry, or wish to
insert in the place of an o0ld entry, is
read from the device assigned to SYSIPT and
cataloged in the macro libhrary. The macro
definition statements are listed on the
printer assigned to SYSLST.

A typical macro definition in source
format consists of a header statement, a
prototype statement, model statements,
conditional assembly instructions, and a
trailer statement. Details of the DPS
Assembler macro language are contained in
the SRL publication IBM_System/360 Model
20, Disk and Tape Programming Systems,
Assembler Language, Form C24-9002.

INCLD Control Statement

If the macro definition you wish to insert
is in internal format, that is, the format
in which it is written into the macro
library, use the control statement:

O S S -
| Name |Operation|Operand |

t +
|7/ |INCLD | |

The text of the macro definition you
wish to add as a new entry, or wish to
insert in the place of an old entry, is
read from the device assigned to SYSIPT and
cataloged in the macro library.

A typical macro definition in internal
format consists of a header statement, IMT
cards, and an MND card. You can also
change the text of a macro definition by
inserting MOD cards into the input stream.
The purpose and format of the IMT, MND, and
MOD cards are described in the following
section.



END Control Statement

The format of the END control statement is:

If you wish to delete 0ld macro defini-
tions and add new macro definitions in the
same job, delete the o0ld macro definitions
first. This is advisable because the macro
library is automatically compressed before
the first addition is made.

If you wish to replace old macro defini-
tions with new macro definitions, delete
the 01d@ macro definitions first. No error
will occur if you don't do it this way.
However, compression takes place more than
once, and this has a negative effect on
performance.

Figure 19 is an example of using job and
program control statements to maintain the

macro library.
(// END

yd
r MACR2 deck

(// CATAL
p/ DELET MACRI

(// EXEC
(// ASSGN SYSLST, X’ 4007, L1

'// ASSGN SYSIPT, X’ 200" ,R5

7/ JOB MMAINT

®Figure 19. Example of Using Control State-
) ments to Request a Macro

Library Maintenance Function

Input Card Formats

If the input to the MMAINT program is in
cards, you have the option of .changing the
input text by means of MOD cards. This can
only be done if the output of the MSERV run
was punched into cards.

If the output was written onto disk or
magnetic tape, the output records have the
same format as the output cards, but they
cannot be modified by means of MOD cards.

®Figure 20,

The following sections describe the IMT
and MND cards generated by the MSERV pro-
gram and used as input to the MMAINT pro-
gram, and explain how you can modify the
input text by means of MOD cards.

IMT Card
IMT cards contain macro definitions in
internal format. The cards also specify
the location of the text within the
macro definition.

MOD Card
You have the option of punching MOD
cards and inserting them into the macro
definition deck to replace text con-
tained in an IMT card. Each MOD card
contains the location of the first byte
to be replaced. It may contain from 2
to 22 bytes of text. The text is sub-
stituted, byte for byte, for the origi-
nal text, beginning at the specified
location. Both the address and the new
text must be written in hexadecimal
notation. Remember that MOD cards must
never precede the IMT cards they are
supposed to modify.

MND Card

The MND card indicates the end of the
macro definition.

Figures 20, 21, and 22 show the format
of IMT, MOD, and MND cards, respectively.

- ———— - -

v
|Columns|Contents |

N B e |
| 1 112-3-9 punch |
. vt e —
| 2-4 | IMT |
e oo 1
| 5 } blank |
o T
| 6-8 | sequential number of first byte |
| |of text in this card |
fm = e e e 1
| 9-10 |blank |
Y R - —
| 11-12 |number of bytes of text in this |
| | caxd |
prommm- oo 1
| 13-16 |blank [
e ommmm - —— ——
| 17-72 }jup to 56 bytes of macro defini- |

| [tion text in internal format |

| 73-80 |optional identification (MSERV |
| | inserts the first and the last |
| |two characters of the macro name |
| jand a card serial number) |
L 4 J

Format of the IMT Card
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e e bttt 1
|Columnleontents |
b o e e .
| 1 | 12-3-9 punch |
R 1
| 2-4 | MOD |
e T 1
| 5-6 |blank |
p-mmm e I
7-12 |sequential number of the first |

|mal notation with leading zeros, |

I
| |byte to be replaced (in hexadeci-|
I
| |right-justified) |

| jfrom one to eleven 4-digit fields
i | (in hexadecimal notation), sepa-
| |rated by commas, each field

| |replacing one half-word of text.
| |2 blank column indicates the end
| jof information in this card.

| 73-80 |optional identification (If an
| |identification is punched in

| |these columns, the entries in

| |columns 73-76 must not differ

| |from the entries in the corres-
|

lpondlng IMT card)

Figure 21. Format of the MOD Card

[ T T T T e e e e e 1
|Columnleontents |
e 1
| 1 112-3-9 punch |
i T 1
| 2-4 |MND (indicating end of maczro |
| jdefinition) t
e —— oo o 1
| 5-72 |blank |

| 73-80 |optional identification (MSIRV |
' | |inserts the first and the last |
| |two characters of the macro name |
| |and a card serial number) |

®Figure 22. Format of the MND Card

Library Allocation Organization Program (AORGZ)

The Library Allocation Organization program
(AORGZ) redefines the limits of the core-
image library and directory, the macro
library and directory, and the relocatable
area on the system disk pack.

By means of the AORGZ program, these
areas can be allocated to or eliminated
from the system disk pack, or their size
can be increased or decreased.
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JOB CONTROL STATEMENTS

The job control statements required to
request an allocation function are:

/7 LOG optional
/7 JOB required
// DATE 1st job after IPL only
// ASSGN SYSLST optional
// ASSGN SYSLOG optional
// EXEC required

JOB Control Statement

The JOB control statement used to request a
reallocation operation has the following
format:

————— & (et e ettt
|Name |Operatlon10perand |
P oo s 1
|77 |JOB ]AORGZ |
[ § RN J
AORGZ

Tdentifies the operation as

reallocation.

The remaining job control statements are
not described here. You can find their

correct formats in the section Job Con-

trol Program.

PROGRAM CONTROL STATEMENTS

The program control statements required for
an AORGZ run are:

// LIMIT
// END

required
required

LIMIT Control Statement

The LIMIT control statement specifies which
libraries and directories are to be reallo-
cated. Any number of areas can be reallo-
cated within a single job. The format of
the LIMIT control statement is:

T
| Name |Operatlon|0perands |
————e— _—— — ———
|77 |LIMIT | xx,nnn {,xx,nnn...] |
[ i Lo e J

XX
Code indicating which of the libraries
or library directories are to be reallo-
cated.




Code Area

CD Core-Image Directory
CL Core-Image Library
MD Macro Directory

ML Macro Library

RL Relocatable Area

nnn
Code in decimal notation indicating how
many tracks are to be allocated. Lead-
ing zeros are not used.

It doesn't make any difference in what
order you specify the areas to be allocat-
ed. But each area must be followed by a
comma and the number of tracks it 1s to
occupy. If you want to reallocate three
areas, the operand will be:

XX ,NNN, Xx,NNN, XX, NNn.

If you specify a 0 after the area code
Xxx, the area will be eliminated from the
system disk pack. If you want to leave an
area unchanged, don't specify it in the
control statement.

The total number of tracks you allocate
must not exceed the number of tracks on the
disk pack (1986 tracks for Model 11, 986
tracks for Model 12).

If the total number of tracks you allo-
cate extends into a data file that has not
expired, a halt occurs. If the data file
has expired, it is overwritten.

The macro directory and the core-image
directory must not occupy more than ten
tracks apiece.

If you eliminate the macro library from
the system disk pack, eliminate the macro
directory as well (ML,0,MD,0).

Never eliminate the core-image library
and the core-image directory.

END Control Statement

The format of the END control statement is:

it i e 1
|Name | Operation|Operand |
T et T 1
|7/ |END | |
Y G A J

Figure 23 is an example of using job and
program control statements to reallocate
several areas on the system disk pack.

(// END
(// LIMIT MD,2,CD,5

( // EXEC
// JOB AORGZ

Figure 23. Example of Using Control State-
ments to Request Library Allo-

cation Functions

Physical and Logical Unit Tables Service Program
(PSERV)

This section explains the functions of the
Physical and Logical Unit Tables Service
program (PSERV) and describes the control
statements required to request these func-
tions. The PSERV program is used to list
or change the permanent device assignments
of the Monitor resident on the system disk
pack. It can also be used to change the
configuration byte in the communication
region of the Monitor.

JOB CONTROL STATEMENTS

The job control statements required for a
PSERV run are:

/7 LOG optional

/7 JOB required

// DATE 1st job after IPL only
/7 ASSGN SYSLST depends on job

// ASSGN SYSLOG optional

// EXEC required

JOB Control Statement

The format of the JOB control statement is:

it et (e 1
| Name |Operation|Operand ]
S e 1
|77 |JOB | PSERV [
[ . _ S UU i
PSERV

Identifies the operation as a PSERV
function.

ASSGN Control Statements Preceding EXEC

If you want a listing of information from
the PSERV run, you must assign SYSLST to
the printer. Remember that this ASSGN
control statement must precede the EXEC
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control statement. The assignment of SYS-
LOG is optional. If these assignments are
already effective, you need not submit them
again.

EXEC Control Statement

The control statements that follow the EXEC
statement indicate to the PSERV program
which functions it is to perform.

The remaining job control statements are
not described here. You can find their
correct formats in the section Job Control
Program.

PROGRAM CONTROL STATEMENTS

The program control statements required for
a PSERV run are:

// DSPLY

// BSSGN derends on job
// CONFG s

// END required

DSPLY Control Statement

The DSPLY control statement instructs the
PSERV program to list all entries of the
logical unit table, all entries of the
ohysical unit table, and information about
the type of Monitor resident on the system
disk pack. This operation requires a prin-
ter, which must be assigned to SYSLST.

The format of the DSPLY control state-
ment is:

[ S Sebehatebebts ettt el 1
| Name|Operation|Operand |
T e oo .
|// |DSPLY | I
L K S A 4

The logical unit table is listed first.
The entries are listed in the same format
as the corresponding ASSGN statements. The
listing includes the device types that the
entries refer to. This printout is fol-
lowed by a listing of all device addresses
contained in the physical unit table, and
finally by information about the type of
Monitor resident on the system disk pack.

ASSGN Control Statements Following EXEC

You can insert ASSGN control statements
after the EXEC statement to change the
permanent device assignments in the Monitor
resident on the system disk pack. The
physical and logical unit tables of the
Monitor in main storage are not affected by
the resulting assign operations. Changes
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of the permanent assignments will affect
processing operations only after an IPL
procedure has transferred the modified
Monitor from disk to main storage.

The format of the ASSGN control state-
ment is described in the section Job Con-
trol Program. All ASSGN control statements
accepted by the Job Control program are
also accepted by the PSERV program.

The ASSGN control statements may be
submitted to the PSERV program in any
order. ASSGN control statements are
required only for those entries in the
logical unit table whose standard assign-
ments are to be changed. However, if the
standard assignment or the unit number of
one magnetic tape drive is to be changed,
all magnetic tape drives must be reassigned
by changing the corresponding entries.

CONFG Control Statement

You can use the CONFG control statement to
alter the storage-capacity byte in the
communication region of the Monitor.

However, if the Monitor currently on the
system disk pack supports inquiry facili-
ties, its storage-capacity information must
not be altered by a PSERV run, because the
dummy phase used to save the contents of
main storage while the inquiry program is
executed was generated to accommodate the
original storage capacity specified at
Monitor generation time.

The format of the CONFG control state-
ment is described in the section Job Con-

trol Program.

END Control Statement

The format of the END control statement is:

r———== B i e 1
| Name |Operation]|Operand |
————— B
177 ] END | !
[ I, e J

You may insert all three control state-
ments =-- DSPLY, ASSGN, and CONFG =-- after
the EXEC control statement. The order in
which you arrange them, however, must be
meaningful.

The first step is to display the current
permanent assignments, the second is to
alter them, and the third step is to dis-
play the modified assignments.

Figure 24 shows an example of using job
and program control statements to request a
PSERV function.




'// END
// DSPLY

|

Leg— display new

/
/ change

[~4— display old

// JOB PSERV

®@TFigure 24. Example of Using Control State-
ments to Request a PSERV Func-

tion

Linkage Editor Program (LNKEDT)

The Linkage Editor program is used to link
separately assembled programs or phases
into an integral program that can be exe-
cuted under control of the Monitor program.
The Linkage Editor program can also be used
to relocate assembled programs.

The Linkage Editor program is not
required to edit

e RPG output because programs written in
the RPG language cannot be relocated or
linked

e PL/I output because the PL/I compiler
itself edits the source program

e a single-phase program assembled in one
Assembler run whose starting address is
higher than the end address of the Moni-
tor.

The following sections discuss in detail
what the functions of the Linkage Editor
program are, what control statements you
must supply to request these functions,
what input statements you must supply, what
output you will obtain, and how you c¢an use
the Linkage Editor program effectively.

FUNCTIONS OF THE LINKAGE EDITOR PROGRAM

The Linkage Editor program performs the
following functions:

1. It links separately assembled program
phases into one executable object pro-
gram that can be placed into the core-
image library. (The output may also be

executed under control of the card-

resident Monitor program.)
2. It relocates assembled programs, if
required. By means of the PHASE
statement you supply, you can load the
program into any location of main stor-
age. The Linkage Editor program will
cross—~reference all symbols defined as
EXTRN and ENTRY statements in the var-
ious control sections.

3. It checks the input cards for certain
types of errors and determines

e any unresolved External Reference
(ER) items,

e the number of unresolved ER and RLD
items,

e the number of REP and TXT cards that
are outside the bounds of a phase.

It also prints a linkage table, provided
that you assigned SYSLST to a printer.

JOB CONTROL STATEMENTS

The job control statements you must supply
to request a Linkage Editor function are:

// LOG recommended

// JOB required

// DATE 1st job after IPL only
// ASSGN SYSIPT depends on Jjob

// ASSGN SYSOPT depends on job

// ASSGN SYSLST recommended

// ASSGN SYSLOG recommended

// OPTN TES recommended for tapes

// FILES may be required

// EXEC required
JOB Control Statement

The format of the JOB control statement is:
e e 1
|Name |Operation|Operand |
_____________ - - _——— ——
|77 |JOB | LNKEDT ]
[ B B U 4
LNKEDT

Identifies the operation as linking or
relocating separately assembled pro-
grams.

ASSGN Control Statements

Input to the Linkage Editor program may be
from the relocatable area, from punched
cards, or from magnetic tape. If you do
not want input from the relocatable area,
you must assign SYSIPT to a card reading
device or to a magnetic tape drive.

r Dotted line flags planning informatioﬁgj DPS Service Programs
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The output from the Linkage IZditor run
is always written into the relocatable
area. If you also want the output to be
punched into cards or writtén onto magnetic
tape, you must assign SYSOPT to a card
punching device or a magnetic tape drive.
If SYSOPT is not assigned, the output will
only be written into the relocatable area.

The assignments of SYSLST and SYSLOG are

optional, but we recommend that you make
them.

If these assignments are still effec-
tive, you need not submit them again.

FILES Control Statement

If yoa furnish the input on a magnetic tape
drive, you must position the tape to the
first data record. Use the FILES control
statement for this purpose if necessary.

EXEC Control Statement

The EXEC control statement has one of two
formats, depending on how you furnish the
input to the Linkage Editor run:

C———f————————— e bt 1
|Name|0peratlon|0perand |
. e e o 1
{7/ |EXEC | |
S e frm oo .
\77 |EXEC IR |
I S R J
No_operand

Indicates that the input is to be read
from the device assigned to SYSIPT.

e

Indicates that the input is to be read
from the relocatakle area.

The remaining job control statements are
not described here. You can find their
correct formats in the section Job Control

Program.

INPUT TO THE LINKAGE EDITOR PROGRAM

The input to the Linkage Editor program
(that is, the output of one or more assem-
bly runs) can be in the form of punched
cards, or in card-image format on magnetic
tape, or in card-image format in the relo-
catable area.

If the input is in cards, you have the
option of replacing portions of assembled
text with new text by means of REP cards.

In the following sections, we assume

that the input to the Linkage Editor pro-
gram is in cards, in order to better des-
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cribe the input and how you can modify
portions of assembled text.

This section describes the input cards
used for a Linkage Editor rurn. Figure 25
is a list of these cards. The first four
cards shown in this figure -- PHASE,
ACTION, REP, and ENTRY -- are the ones you
mast furnish. The remaining cards are
produced by the Assembler in the assembly
run.

|Card lFunctlon |
| S i R —— -

]Furnished by User |

| PHASE |1nd1cates the beginning of a

| | phase, specifies name and load |

| laddress of the ghase |

|ACTION|indicates whether XFR cards are to]|

| |be duplicated |
+

| substitutes new text for portions |
| jof assembled text |
t

|ENTRY |indicates end-of-input to the |
| |Linkage Editor program; may be |
| |used to specify transfer point |
| |that replaces the address in the |
| | (output) END statement of the |
] | first phase |

______ B . —_— - -

|Produced by Assembler |

|conta1ns external symbol dictiona-|
I |ry |

|contains program instructions and |
| |constants |

| END |indicates the end of a program andj|
] |may specify a program entry |
| |address |

Figure 25, Summary of Input Cards to the

Linkage Editor Program

If the source deck to be assembled con-
tains a PHASE or ACTION card, you can
instruct the Assembler to reproduce these
cards in the object deck by submitting a
REPRO statement. If you submit an AOPTN
statement to the Assembler, the Assembler
will generate an ENTRY card without an
operand in the object deck.

The following sections describe each of
the input cards listed in Figure 25.

PHASE Card. Any program that is either to
be processed by the Linkage Editor or to be




included in the core-image library of the
disk-resident system must be preceded by a
card that contains a PHASE statement. If a
program consists of more than one phase,
each of the program phases must be headed
by a PHASE card.

The PHASE card must precede the phase,
and not appear somewhere within it. This
would cause an undetectable error and
result in incorrect program loading.

The PHASE card furnishes the name and
the load address of a phase. The load
address of a phase can be relative (1) to
the last location of main storage, cr (2)
to the end address of the Monitor, or (3)
to a previously defined symbol. It can
also be an absolute address. The format of
the PHASE card is:

i Sttt s 1
|Name|Operation]|Operands |

R e oo 1
| | PHASE | name, i,ddddd |
] | | [,address, vvmm] |
bl e 4
PHASE

Leave at least one column blank before
and after PHASE

name
The name of the phase. This name may
consist of 1 to 6 characters. It must
be different for each phase if more than
one phase is to be link-edited. We urge
you not to choose a name whose first
three characters are identical with the
first three characters of the phase
names of IBM-supplied programs (see
Appendix I). Should the remaining char-
acters be identical as well, the system
program is in jeopardy. The prhase name
must not include embedded blanks or
special characters. The first character
of the name must be alphabetic, the
remainder may be alphabetic or numeric
(the symbols #, @, and $ are considered
alphabetic characters).

i

The indicator for the load address.
This can be one of the letters A, C, L,
or S.

A -- indicates that the phase is to be
lcaded at the absolute address
specified in the next operand
(adddaq) .

C -- indicates that the address is rela-
tive to the last location of stor-
age.

I, -- indicates that the address is a
name defined in a previous phase.

S =-- indicates that the address is rela-
tive to the end address of the
Monitor.

ddddd
The displacement. This operand permits
you to modify the load address you spec-
ified in the preceding operand (i). You
can specify a positive displacement if
the load address is A, L, or S. (If the
load address is A, the displacement is
the absolute address.) You may specify
a negative displacement if the load
address is C or L.

Positive and negative displacements can
be expressed in decimal or hexadecimal
notation:

Positive
nnnnn
L*'nnnn'

(up to five digits)
(four digits)

Negative
-nnnnn

-X'nnnn'

(up to five digits)
(four digits)

address
Symbolic address used only if the load
address is L. The symbolic address must
have beeh defined in a previous phase
either in an ENTRY, CSECT, or START
Assembler statement.

vvim
Four numeric characters identifying the
version and modification level of the
phase. This operand is optional.

Separate the operands from each other by
commas. Do not insert any blanks. If an
operand is not required, insert a comma in
its place (refer to the third example in
Figure 26) .

The Linkage Editor program derives the
load address of a phase from the informa-
tion contained in the PHASE statement.

Figure 26 shows five examples of PHASE
statements. The circled numbers in the
left-hand margin of this figure refer to
the text below.
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1. This PHASE statement causes lcading to
begin 503 bytes below the last byte of
storage.

2. Loading begins at the address
POINT3+24, POINT3 is a name defined in
a preceding control section. The dis-
placement may also be specified in
hexadecimal notation as shown in the
second line of this example.

3. Loading of PARTO03 begins at the address
of POINT4, which is a previously
defined symbol.

4., Loading of PARTOL begins at storage
location #4800. The last operand is
used as a version and modification
level of the phase.

5. Loading of PARTO05 begins 240 bytes
beyond the last byte occupied by the
Monitor.

ACTION Card. This card enables you to
create subphases. The ACTION card
instructs the Linkage Editor program to
duplicate into the output deck all XFR and
END cards encountered in the input deck.
The formats of the ACTION card are:

i ittt 1
|Name|0peratlon|0perand |
_______________________________________ 4
i |ACTION  |DUP |
_______________________________________ 4
| ]ACTION INODUP |
S O U J

ACTION must be preceded and followed by
at least one blank column. The card ACTION
DUP instructs the Linkage Editor to dupli-
cate this card and all XFR and END cards
subsequently encountered, and to discontin-
ue duplicating as soon as a card ACTION
NODUP has been read and duplicated.

You can place ACTION cards anywhere in
the input stream behind the first PHASE
card. You will normally instruct the
Assembler to reproduce the ACTION cards
from the source deck by means of a REPRO
statement, but you may supply an ACTION
card yourself and insert it into the input
stream.

If the ENTRY card for the Llnkage Editor
contains an operand, an exception is made
to the above description. Refer to the
section Output of the Linkage Editor Pro-

gram.

REP Card. The REP card is used to substi-
tute new text for portions of assembled
text. Each REP card contains the assembled
address of the first byte to be replaced.
It may contain from 2 to 22 bytes of text.
The text is used to replace the original
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text byte for byte, beginning at the speci-
fied address. Both the address and the new
text must be stated in hexadecimal nota-
tion. The format of the REP card is shown
in Figure 27.

r
| Column |Contents |

T 4
| 1 | 12-2-9 punch |
e .
| 2-u | REP |
e s e i

|assembled address of the first |
|byte of text to be rerlaced (in |
|hexadecimal notation with leading|
|zeros; right-justified) |

|ESID* number of the control sec- |
|tion containing the text (in |
|hexadecimal notation) |
17-70 |from 1 to 11 four—dlglt fields |

| (in hexadecimal notation) sepa- |
|rated by commas, each field |
|

I

|

|replacing one half-word of text.
}A blank column indicates the end
|of information in this card

71-72 |blank |

*See the section ESID Numbers

Figure 27. Format of the REP Card

The REP card is accepted by all programns
that read TXT cards (card-resident IPL,
card-resident Monitor, LDSYS, CMAINT,
LNKEDT) . For all programs except the Lin-
kage Editor program, columns 15-16 of the
REP card may be left blank.

The REP card must be placed behind the
text that is to be modified.

If the segment in which this text is
contained consists of input for more than
one phase, place the REP card within the
bounds of the phase to which the text
belongs. The Linkage Editor program will
produce a new TXT card that has been cor-
rectly relocated. This card contains the
information and data needed to modify the
text.

Do not mcdify address constants by means
of REP cards. RLD relocation applies only
to TXT cards contained in the input stream.

A REP or TXT card must not cause inforxr-
mation to be loaded into locations outside
the limits of a phase or subphase. Howev-




er, the Linkage Editor will also process
such cards.

ENTRY Card. The ENTRY card indicates the
end of input to the Linkage Editor program.
The ENTRY card has the following format:

i Rt kIt 1
|Name | Operation| Operand |
. S oo 1
| | ENTRY | [address] |
I R P J
ENTRY

Must be preceded and followed by at
least one blank column.

address
The operand is a symbol defined as the
operand of an ENTRY statement or the
name of a CSECT or START Assembler
statement in any phase of the input.
The symbol to which the operand refers
must be unique. use of the operand is
optional. If the operand is used, the
ENTRY card causes the name specified in
it to replace the transfer point speci-
fied in the first phase processed.

ESD Card. ESD cards contain the informa-
tion required to link one segment to other
segments. It contains all symbols defined
in one segment but referred to in another
segment. It also contains all symbols
referred to in one segment but defined in
another segment.

The Linkage Editor program recognizes
three types of ESD cards: SD, LD, and ER.

1. SD -- Section Definition.
This type of ESD card is produced
whenever a START or CSECT Assembler
instruction is contained in the source
program. The SD-type of ESD card is
used to specify the name, the load
address, the ESID number, and the
length of the control section.

2., LD -- Label Definition.
The LD-type of ESD card is produced
whenever the source program contains an
ENTRY Assembler instruction. The LD-
type of ESD card defines a name that
may be used in any other segment as an
entry point, or as the name of a
constant or storage area.

3. ER =-- External Reference.
This type of ESD card is produced
whenever the source program contains an
EXTRN Assembler instruction. The LR-
type of ESD card specifies a name that
is used in this segment to refer to a
point in some other segment (s) .

The format of the ESD card is shown in
Figure 28.

T 1
| 1 {12-2-9 punch |
e o 1
| 2-4 | ESD |
e o e 1
| 5-10 |blank |
e P
| 11-12 |number of bytes of information |
| | contained in this card |
e 1
| 13-14 |blank |
fmmmmem fmm oo e
| 15-16 |ESID number of the first SD or ER]
| |in this card#* (blank for 1LD) |
g

} 1
17-24 |name (defined in a START, ENTRY, |

|EXTRN, or CSECT statement)

|

| l
- Tt T T T T T T T 1
| 25 |code to indicate SD, LD, or ER |
I [type |
| |SD == 12-0-1-8-9 punch |
| }LD == 12-1-9 punch |
| |ER == 12-2-9 punch |
e 1
| 26 | 12-0-1-8-9 punch |
o e :
| 27-28 |ER -- 12-0-1-8-9 punches |
| |SD,LD -- load address ]
v T 1
| 29 | blank |
R 1
| 30 | 12-0-1-8-9 punch |
e o . —
| 31-32 |SD -- length of control section |
| |LD =-- ESID* number of the SD |
| ] containing the name ]
| |ER -- blank |
e T e 1
| 33-72 |blank |
e 1
| 73-80 |program identification (optional) |
IS SO 1

*See the section ESID Numbers

Figure 28. Format of the ESD Card

ESID Numbers. External Symbol

Identification (ESID) numbers are pointers
assigned by the Assembler. These pointers
are used by the Linkage Editor program to
correctly recompute the constants referred
to in the RLD entries. ESID numbers are
also used to identify the cards belonging
to a particular control section within a
segment. Assignment of ESID numbers in a
segment begins with 01 and continues
sequentially to the maximum of 31. The
first ESID number assigned in a control
section is a pointer to this control sec-
tion and its internal constants. The
remaining ESID numbers assigned within a
control section pertain to the external
symbols defined in this control section.
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------- L St |
|Columns |Contents |
I e 1
i1 |112~2-9 punch |
e .
| 2-4 | TXT |
prm o e e 1
| 5 |blank I
b o e 1
| 6 ]12-0-1-8-9 punch (binary zero) |
et I 1
| 7-8 |load address of first byte of |
| . |text in this card#* |
pmmmm- oo e e .
| 9-10 |blank |
o T 1
| 11-12 |number cf bytes of text to be i
| | loaded* |
e e 1
| 13-14 |blank |
O ST 1

|ESID number of the control sec- |
| |tion containing the text#* |

+
| 17-72 |up to 56 bytes of text |
| | (instructions and/or constants) |
| |to be loaded* |
| 73-80 |program identification (optional) |
[ I O —_ -

*in EBCDIC card code

Figure 29. Format of the TXT Card

TXT Card. The TXT cards contain the prob-
lem program in machine language. A TXT
card contains the load address of the
instructions or constants in the card. It
also contains a reference to the control
section in which this information occurs,
enabling the Linkage Editor program to
derive the relocation factor involved. TXT
cards can be modified by the Linkage Editor
with the information contained in RLD
cards. The format of the TXT card is shown
in Figure 29.

RLD Card. The RLD cards identify portions
of the text (address constants) that
require modification owing to relocation.
They furnish the Linkage Editor with infor-
mation required to perform the relocation.

The format of the RLD card is shown in
Figure 30.

END_Card. The END card specifies the
transfer address for program execution and
indicates the end of a phase or subphase.
To the Linkage Editor program, it indicates
that the end of a segment has been reached.

58

|Columns |Contents |
—— I 1
| 1 112-2-9 punch |
s e 1
| 2-4 |RLD |
T e 1
| 5-10 |blank |
PP et — o

| 11-12 |number of bytes of information |
| Jcontained in variable field |
| | (multiple of 8) * |

s SRR e -
| 13-16 |blank |
fmmmm- e 1
f-mmmm- pommmmmme cmmmm e —

17-72 |Variable Field* |
|This £ield contains from one to |
|seven 8-column groups of informa-|
|tion. Each group contains:
|2 cols. -- ESID number assigned

| to the control section

| in which the contents

] of the constant occur.

|2 cols. =- ESID number assigned

i to the control section

| in which this constant

| occurs.

|1 col. =-- 12-4-9 punch indicat-

| ing that the address

| correction factor is

| to be added to the

| constant; or 12-6-9

|

!

|

I

I

|

I

|

+

punch indicating that
the address correction
factor is to be sub-
tracted from the con-
stant

1 col. =-- 12-0-1-8-9 punch

2 cols. -- assembled address of
load constant

e e e = — —— e+ ——— —— —— i . . . e e > — i i, S

| 73-80 !program identification (gptional) |

——

*in EBCDIC card code

Figure 30. Format of the RLD Card

When processed by the Linkage Editor,
the transfer address in an END or XFR card
need not be a transfer point defined in
the pertinent program. It may be defined
by means of an EXTRN statement that refers
to an entry point in another program. In
this case, the transfer address cannot be
modified by means of a displacement rela-
tive to a symbol.

When processed by another program, the
transfer address must not be symbolic; it
must be a fixed (assembled) storage loca-
tion or blank.

If the transfer address is blank, the
address in the PHASE card or the load
address of the first TXT card of a sub-



phase is assumed to be the control trans-
fer point.

The END card is produced by the Assem-
bler when an END Assembler instruction is
encountered., The format of the END card
is shown in Figure 31.

e .
| 1 {12-2-9 punch |
_______ 0|
| 2-4 | END |
prmmmmme e e ]
| 5 |blank |
froemee o 1

6-8 |Control transfer address |

| (assembled address of the operand|
|in the Assembler END statement) |
|or blank. If blank, col.17-24 |
|may contain a symbolic transfer |
| point. |

|

|

|

!

l

|

k

|

s

| |ESID number of the control sec- |
| |tion to which this END card |
] |refers.* Or blank if Assémbler |
| |END statement has no operand. |
o T
| 17-24 |symbolic transfer point if this |
| |was the operand of an EXTRN |
| |
k

|

2

|

L

|statement. Or blank.

73-80 ]program identification (optlonal)l

*in EBCDIC card code

Figure 31. Format of the END Card

The section Output of the Linkage Editor
Program describes how the Linkage Editor
handles the END and XFR cards.

XFR _Card. The XFR card contains the trans-
fer address for program execution and indi-
cates the end of a phase or subphase. It
has the same function as the END card
except that it does not indicate the end of
a segment to the Linkage Editor. (Any
number of XFR cards may be contained in
each segment of a program.) For further
details, refer to the description of the
END card.

The XFR card is produced by the Assem-
bler when an XFR Assembler instruction is
encountered in the source program. Figure
32 shows the format of the XFR card.

fmimmmmm O e 1
| 1 [12-2-9 punch |
T — —-
| 2-4 | XFR i
T 1
| 5 | blank I
P e 1
| 6-8 |Control transfer address |
| | (assembled address of the operand]
| |in the Assembler XFR statement) ]
| Jor blank. If blank, col.17-24 |
| |may contain a symbolic transfer |
| | point. 1
prmmmmmm e e 1
| 9-14 |blank |
fmmm e fmm o oo 1
| 15-16 |ESID number of the control sec- |
| Jtion in which the transfer |
| J]occurs.* Or blank if Assembler |
| | XFR statement has no operand. |
fremm e S
| 17-24 |symbolic transfer point if this |
| |was the operand of an EXTRN |
| |statement.* Or blank. |
fmmmmm + - - -—-
| 25-72 |blank |
o
| 73-80 |program identification (optlonal)!
L O

*in EBCDIC card code

Figure 32. Format of the XFR Card

OUTPUT OF THE LINKAGE EDITOR PROGRAM

The output of the Linkage Editor program
can be punched into cards or written onto
magnetic tape in card-image format.

To make it easier to understand the
contents of the output, we will assume in
this section that the output is in punched
cards.

Each output phase produced by the Lin-
kage Editor program consists of the follow-
ing in the order shown:

one CATAL card,

one PHASE card,

one ESD card,

a number of TXT cards,

one END card,

possibly a number of ACTION and XFR or
END cards reproduced by means of ACTION
statements,

one /* card,

e one // END card.

e o & o 8 o

The output is in the form of a single
control section per phase, even if the
input consisted of several control sec-
tions.

The Linkage Editor program generates a
CATAL card for every PHASE card. (The
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CATAL card is required if the output of the
Linkage Editor program serves as input to
the CMAINT program.) All CATAL cards and
blank cards that were already in the input
deck prior to the Linkage Editor run are
ignored.

The Linkage Editor program produces one
SD-type ESD card per phase immediately
following the PHASE card.

The output TXT cards contain the infor-
mation from the input TXT cards modified
according to the input RLD cards for cor-
rect relocation and linking.

All ACTION cards are reproduced in the
output deck.

The ACTION DUP card is effective for all
following input cards as long as no ACTION
NODUP card is encountered. When ACTION DUP
is effective, all input XFR and END cards
are reproduced in the output deck. The
transfer addresses are modified for correct
relocation or linking. When ACTION NODUP
is effective, XFR and END cards are not
reproduced in the output deck. As long as
no ACTION card is encountered in the input
stream, ACTION NODUP is assumed.

The Linkage Editor produces one END card
at the end of each phase, that is, at the
end of the last subphase. This END card
determines the transfer point of the last
{or only) subphase of a phase.

The transfer address inserted into this
END card is determined in the following
way:

1. If the phase contains an XFR or END
card that (a) does not follow an ACTION
DUP card (that is, ACTION NODUP is
effective), and (b) specifies a defin-
ite address {address fields not blank),
the transfer address from the first of
these cards is taken.

2. If no such card as specified under
point 1 exists, the load address of the
phase is inserted into the END card.

If the last card of a phase is an XFR or
END card and ACTION DUP is effective, this
card will be reproduced into the output
deck and the Linkage Editor will not gener-
ate an END card as described above.

If the ENTRY card contains an operand,
this address replaces the transfer address
of the END card at the end of the first
phase, and ACTION DUP is ineffective for
this END card.

The output deck does not contain an
ENTRY card.
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If SYSLST has been assigned, the Linkage
Editor program prints a listing of informa-
tion concerning the output of the Linkage
Editor run.

USE OF THE LINKAGE EDITOR PROGRAM

The output of the Linkage Editor program is
always written into the relocatable area.
This object program can be loaded into main
storage for execution by supplying the two
job control statements // JOB program and
// EXEC LOADER,R. It can also be cataloged
in the core-image library by the CMAINT
program using the control statement // EXEC
R.

If you assigned SYSOPT to a card punch-
ing device, the output of the Linkage Edi-
tor run is also punched into cards. This
object program can be executed under the
control of the card-resident Monitor, or
placed into the core-image library on the
system disk pack.

If you assigned SYSOPT to a magnetic
tape drive, the output of the Linkage Edi-
tor run is also written onto tape. The
output tape contains an object program in
card-image format. To execute this object
program, it must first be placed into the
core-image library by means of a CMAINT
run, or loaded into main storage by means
of the control statement // EXEC LOADER.

The Linkage Editor program can be exe-
cuted only as a separate job. The follow-
ing example illustrates the manner in which
the Linkage Editor program is used for an
assemble~and-execute run.

(=== D 1
|Name}Operation|Operands |
A S - -
17/ |J0B | ASSEMB |
| I | I
|7/ |EXEC | |
I | I I
| I I I
| | v | |
|7/ |JOB | LNKEDT |
I I I |
{7/ |EXEC |R [
| [ | |
| || { I
| | v I |
|/7  |JOB | program |
! [ | |
|7/ | EXEC | LOADER, R |
[ i - e J




The output of the Assembler program is
placed in the relocatable area. Thus, it
is available as direct input for the Lin-
kage Editor program. Since the output of
the Linkage Editor program is also placed
in the relocatable area, the problem pro-
gram is temporarily included in the core-
image library and can be executed without
the need for card handling or tape
positioning.

The program name in the last JOB state-
ment is only checked for presence. It is
not compared with the name in the PHASE
statement, 1f any.

The problem program may be permanently
included in the core-image library by means
of the control statements shown in the
following example.

S Sttt et 1
| Name | Operation|Operands ]
T b 1
\77 |JOE | ASSEMB ]
I | I I
|7/ |EXEC [ |
| |1 I I
| 11 I I
| | v I I
|77 |J0B | LNKEDT |
I ! | [
|// |EXEC R i
| I | I
| I | I
| Y | I
|// |JOB | CMAINT |
I I I |
|7/ | EXEC [R I
| I I |
| I | I
| | v I I
77 |JOB | program |
| | l |
|7/ | EXEC I ]
(I & 3

The output of the Assembler program is
placed in the relocatable area. Thus, it
is available as direct input to the Linkage
Editor program. Since the output of the
Linkage Editor program is also placed in
the relocatable area, it is available as
input to the CMAINT program. The object
program is now a permanent entry in the

core-image iibrary and can be executed
whenever required with only a minimum of
card handling.

EXAMPLES

This section contains three examples that
illustrate the use of the Linkage Editor
program and its functions. Each of the
sample programs must be processed by the
Linkage Editor program before it can be
executed or placed into the core-image
library.

Example 1

Figure 33 shows a typical example of two
separately assembled programs that are
assumed to be linked through ENTRY and
EXTRN Assembler statements. Figure 33 also
shows the associated output of the Linkage
Editor program.

The object program (Linkage Editor
output) has been relocated according to the
specifications in the PHASE statement.
Moreover, the object program has been
assigned fixed storage locations beginning
with 4700. Further details concerning this
example are listed in the column Comments
of Figure 33,

Example 2

Figure 34 illustrates a multiphase source
program for single assembly, the output of
the Assembler, and the output of the Link-
age Editor program. The final object pro-
gram has been relocated according to the
specifications in the PHASE statement.
Multiple control sections within an input
phase have been combined into one control
section per output phase.

Example 3

Figure 35 also illustrates a multiphase
source program, but in this example the
phases are assembled separately. Figure 33
shows the Assembler output and the output
of the Linkage Editor program.

The final object program has been relo-
cated. It can be executed under the con-
trol of the card-resident Monitor program.
It can also be placed in the core-image
library of the disk-resident system.
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Source Program

LOCATN OBJECT CODE ADD1 ADD2 STMT SOURCE STATEMENT '

0001 REPRO

PHASE PROGA,A,4700

0000 0002 A START O

0003 EXTRN B

0004 EXTRN C
0000 0D8O 0005 BEG BASR 8,0
0002 0006 USING *,8
00Cca 48A0 819A 019C 0010 LH 10,=Y (B)
00CE 48BO 819C 019E 0011 LH 11,=Y (C)
00D2 0D9B 0012 BASR 9,11
019C 0000 0016 ¥ Y (B)
019E 0000 0017 # Y (Q)
0000 0018 END BEG

0001 AOPTN ENTRY
07D0 0002 B START 2000
07E4 0003 ENTRY C
07D0 0004 USING *,11
07E4 4AEQ0 B400O 0BDO 0008 C AH 14,=H'5"
0BDO 0005 0011 # H'5'
0BD2 0011 D CSECT
0BD2 O0DBO 0012 BASR 11,0
OBDUY 0013 USING *,11
1084 07r9 0017 BR 9
07D0 0018 END B
e T—————— ——— ) Sttt bt deiede bbbt S e 1
|Assembler Output/Input|Output of the Linkage|Comments ]
|to the Linkage Editor |Editor | |
P 1
3 |7/ CATAL |Linkage Editor generates this card.
| PHASE PROGA,A, 4700 | PHASE PROGA,A,X"'125C' |Card i1s reproduced. Indicates the name |
| | |and begin address of the phase. |
{ ] | |
|ESD A (SD,ER) |ESD (SD) |SD's and ER's are relocated, ER's are |
] ] |combined with LD's of section B. Only one |
| | |SD is produced for the whole phase. |
| I | |
| TXT A | TXT A | TXT for section A. |
| | | |
|RLD A | |RLD's are relocated. |
| END A | | ]
| | ]
|ESD B (SD,LD) ] |ESD information for sections B and D has |
| ESD D (SD) | |been relocated and SD has been combined |
| | |with ER of section A. |
[ | | ]
| TXT B | TXT B | TXT for section B. |
| I | |
| TXT D | TXT D | TXT for section D. |
| END B | END A |END B is rendered ineffective since an END|
| | |card was previously encountered in this |
| | 7* | phase. END A remains effective since the |
| ENTRY | 7/ END |ENTRY statement has no operand. |
L e e e b —_— _— ———— ——

®Figure 33. Using the Linkage Editor Program, Example 1
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e e . . o Note : The use of EXTRN or ENTRY Assembler statements
r [TTTIRIE TTTT (or the name of a START or CSECT statement) is
x w ], ke, |- required to define the symbols used as origin
. H J%%TR Rl fpe;:li‘ﬂcaﬂonsl in the PHASE cards, This is not shown
ENTRY in the example,
g PIOITINT]A Sanas
| PR R
Fl POIINT|E
[ e
1NN L Linkage Editor Output/Input
; Py NF ?j%l%%t Monitor loader or CMAINT
g ] Assembler Output / Input
a | f_ E_‘I‘ to the Linkage Editor /// END
I_ SREAR /ENTRY (7
XER | | [AoLNTI2 /END POINT3 END zzz (Where zzz
r / 7 POINT3)
N FwalSE] |2, L],
w RErR TXT & RLD G
§ g'gum- BEEERA Text for Section D Q‘v") _(TXT Z
T_ [ ~[=[=]=]= Sl } PHASE Z,L,,C Q ESD Z
XFR yyy ° (SD Type)
is POIN
byy s POINT2 l PHASE Z, A, xoxx
TXT & RLD B [/ AL
Text for Section C END yyy
Q,A (Where yyy is POINT2)
2
TXT & RLD & a
Section for Section B
PHASE Y, L, ,ORGIN2
XFR xxx
(xxx is POINTI)
TXT & RLD
s Toe;:;::;zSecﬁon A (Where xxx is POINT!)
ESD D .\_ /éx
/D C TX
/ ESD B ,
/ESD A (so Type)
PHASE X, C,~-4096 PHASE Ky Ay 3000

// CATAL

®Figure 34. Using the Linkage Editor Program, Example 2
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IBM
nt=u SOURCE PROGRAM

pres e Linkage Editor Input Linkage Editor Output
r H [ EP[]g 1]
< [ PIHAISE X%C-i‘ﬁﬁ}ﬁ Assembly of PHASE X, C,-4096 // CATAL
w EN’%V OQGI Phase X ESD AA PHASE X, A, xxx
9  MTRIY ESD ORGIN2 ESD X
g - TXT AA TXT X
o _ RLD AA
L i END (POINTI) END xxx (POINTI)
EIR Assembly of PHASE  Y,L,,ORGIN2 // CATAL
H Y,ILly I Y ESD 8B _ PHASE  Y,A,xxx
- TIARIT] > TXT BB ESD Y
e s 3 RLD 88 | TXT Y
e END POINT2
§ EMD) INT (] £ ( )
T START Assembly of ESD cc
mmEEE Y2 XT cC
N - RLD cc
END (ANYPNT) END xxx (POINT2)
0 YiPIM
I REIAR]
N BHASIE Assembly of PHASE Z,L,, CC // CATAL
w b TTEART Phase Z  ESD 0D PHASE  Z,A,xxx
2 T T--I- TXT DD ESD z
I mEEA RLD DD XT z
e e END  (POINT3)
= ENTRY END xxx (POINT3)
Note: The use of EXTRN and ENTRY Assembler I /*
statements is required in the above pro= // END

gram but is not shown in the example.

®Figure 35,

Load System Disk Program (LDSYS)

This section describes the functions of the
LDSYS program and the control statements
you must supply to request these functions.

PURPOSE OF THE LCAD SYSTEM DISK PROGRAM

The LDSYS program enables you to build a
disk-resident system that is especially
tailored to your needs.

It loads the disk-resident portion of
IPL and the Monitor into their fixed loca-
tions.

The LDSYS program furthermore enables
you to build a core-image library that
includes all IBM-supplied programs and
executable problem programs that you need
to operate your system effectively.

The LDSYS program can be executed under
the control of both the disk-resident and
the card-resident control systems.

In order to use the LDSYS program to
create a disk-resident system, the input
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you furnish must be in punched cards or in
card-image format on magnetic tape.

The minimum components your disk-
resident system must include are:

e the disk-resident portion of IPL
e the Monitor

e the core-image library containing the
Job Contreol program.

The disk-resident portion of IPL is a
standard program supplied by IBM. You
obtain this program in punched cards or in
card-image format on magnetic tape by means
of the CSERV program, and use this output
as input to the LDSYS program.

The Monitor in the distribution package
is the standard Monitor. If the features
of the standard Monitor do not reflect your
requirements, you can generate a Monitor
tailored to your specific needs. The input
you use for the LDSYS program can be (1)
the standard Monitor obtained in punched
cards or in card-image format on magnetic
tape by means of the CSERV program, or (2)
the output of a Monitor generation run.



The core-image library must contain the
Job Control program. In addition, it may
contain a selection of IBM~supplied
programs and object programs that you will
run frequently. You can obtain all IBM-
supplied programs in punched cards or in
card-image format on magnetic tape by means
of the CSERV program. The problem programs
you will run freguently must be in punched
cards or in card-image format on magnetic
tape and immediately executable (that is,
already assembled or compiled) before you
can use them as input to the LDSYS program.

You may also include the remaining
components of the Disk Programming System
in the system disk pack you create.

Before you can begin creating a disk-
resident system, you must first initialize
the disk pack as described in the SRL
publication IBM System/360 Model 20, Disk
Programming System, Disk Utility Programs,
Form C26-3810.

If you wish to execute programs that are
not already stored in your core-image
library, you must include the CMAINT pro-
gram on your disk pack. Then you can use
the execute-loader function and read your
program from SYSIPT (// EXEC LOADER) oOxr
from the relocatable area (// EXEC
LOADER,R) .

In addition, if you wish to assemble and
executé or compile and execute source pro-
grams in one job, you must include the
Assembler or RPG program and a relocatable
area in your disk-resident system.

In order to store additional programs in
the core-image library, you must also
include the CMAINT program on the system
disk pack.

JOB CONTROL STATEMENTS

The job control statements that are
required for a LDSYS run are:

// LOG optional
/7 JOB required
// DATE 1st job after IPL only
// ASSGN SYSIPT required
// ASSGN SYSOPT required
// ASSGN SYSLOG optional
// EXEC required

JOB Control Statement

The format of the JOB control statement
required to create a disk-resident system
is:

— T -7 - =
| Name | Operation|Operand |
_——- - S i
|77 |JOB | LDSYS |
Y R L ——1
LDSYS

Indicates that a disk-resident system is
to be built.

ASSGN Control Statements Preceding EXEC

Depending upon the medium on which input is
stored, SYSIPT may be assigned either to a
card reading device or to a magnetic tape
drive.

SYSOPT must be assigned to the disk
drive on which the disk-resident system is
to be written.

We recommend that you assign SYSLOG to
the printer so that all control statements,
PHASE statements, and diagnostic messages
can be printed.

If these assignments are still effec-
tive, you need not submit them again.

The remaining job control statements are
not described here. You can find their
correct formats in the section Job Control

Program.

PROGRAM CONTROL STATEMENTS

The program control statements required for
a LDSYS run are:

// LIMIT (
f

// IPL required

// MONTR

// ASSGN optional

// CONFG optional

// END required on SYSRDR if # SYSIPT
// END required on SYSIPT

LIMIT Control Statement

The LIMIT control statement specifies the
areas of the system disk pack to be allo-
cated to the directories, the libraries,

and the relocatable area. The format of

the LIMIT control statement is:

- T ~ =T - =
| Name | Operation|Operands |
-1t -+ S
|7/ |LIMIT |xX,nnn [, XX, NNN...] |
| I & - — - —d

XX
Code indicating which of the libraries
or library directories are to be allo-
cated.
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Code Area

CD Core-Image Directory
CL Core-Image Library
MD °~ Macro Directory

ML Macro Library

RL Relocatable Area

nnn
Code in decimal notation indicating how
many tracks are to be allocated. Lead-

ing zeros are not used.

It doesn't make any difference in what
order you specify the areas to be allocat-
ed. But each area code xx must be followed
by a comma and the number of tracks it is
to occupy. If you want to allocate three
areas, the operand will be:

XX,nnn, XxX,nnn, Xx,nnn.

If you specify a 0 after the area code
xx, the area will be omitted from the sys-
tem disk pack. A specification of zero has
the same effect as omitting an area code
entirely. The total number of tracks you
allocate must not exceed the number of
tracks on the disk pack (1986 tracks for
Model 11, 986 tracks for Model 12).

The macro directory and the core-image
directory must not occupy more than ten
tracks a piece.

If you omit the macro library from the
system disk pack, omit the macro directory
as well (ML,0,MD,0 or omit both area
codes) .

Never omit the core-image library and
the core-image directory.

IPL Control Statement

The IPL control statement instructs the
LDSYS program that the disk-resident IPL
deck follows and is to be loaded. The
format of the IPL control statement is:

r T
| Name | Operation|Operand

i
e
}

MONTR Control Statement

The MONTR control statement instructs the
LDSYS program that the disk-resident Moni-
tor program is to be loaded. The MONTR
statement also informs the LDSYS program
that ASSGN statements and possibly a CONFG
control statement may follow. The format
of the MONTR control statement is:
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| Name |Operation|Operand ]

+ +
|7/ |MONTR | |
bm—— j I L R

ASSGN Control Statements Following EXEC

The ASSGN control statement is used to
insert or change device assignments in the
physical and logical unit tables of the
Monitor of the disk-tresident system to be
created. The format of this control state-
ment is described in the section Job Con-

trol Program.

CONFG Control Statement

The CONFG control statement is used to
change the storage-capacity specification
in the communication region of the Monitor
of the disk-resident system to be created.
It should not be used if the Monitor sup-
ports inquiry facilities. The format of
this control statement is described in the
section Job Control Program.

END Control Statements

Two END control statements are used in
building the disk-resident system. One END
control statement terminates the input from
SYSIPT. The other END control statement
terminates the input from SYSRDR. If
SYSRDR refers to the same device as SYSIPT,
the second END statement 1is not required.

The format of the END control statement
is as follows:

- T ———— _
|Name |Operation|Operand |
o -—t-
|77/ |END | |
L1t i

SAMPLE LDSYS RUN

This example shows how a disk-resident
system can be created by means of the LDSYS
program operating under the control of the
card-resident control system.

The following sequence of control state-
ments and card decks are'used to build the
system. The comments below refer to Figure
36.

1. Card Initial Program Loader deck.

2. ASSGN control statements for SYSRES and
SYSRDR.



10.

11.

12.

13.

Card—-resident Monitor deck.
Card-resident Job Control deck.

JOB control statement for LDSYS pro-
gram.

DATE control statement, to supply the
date for the communication region,

ASSGN control statements affecting the
card-resident Monitor in main storage,
for example assigning SYSOPT to the
disk unit that is to accommodate the
disk-resident system to be created.

EXEC control statement. After this
statement every interspersed blank card
is ignored, therefore it is possible to
partition the input card deck.

Load System Disk program deck.

LIMIT control statement for library and
directory allocations.

IPL control statement to indicate the
beginning of the disk-resident IPL.

Disk-resident IPL card deck.

MONTR control statement to indicate the
beginning of the disk~resident Monitor.

Example A: Standarxd Monitor

4.

15.

16.

17.

Standard Monitor distributed by IBM.
ASSGN control statements used
the permanent device assign-
the standard Monitor.

Optional
to alter
ments of

Optional CONFG control statement used
to alter the standard storage specifi-
cation in the communication region of
the Monitor.

END control statement.
SYSRDR=SYSIPT.

Optional if

18.
19.
20.
21.

22.

23.

PHASE card for Job Closing routines.
Job Closing routines card deck.
PHASE card for Job Control program.
Job Control program deck.

Core—~image library phases in card-image
format beginning with a PHASE state-
ment. A CATAL statement preceding the
PHASE statement will be ignored.

END control statement signifying the
end of phases for the core-image
library. This card terminates the
execution of the Load System Disk pro-
gram.

Example B: Generated Monitor

14.

15.

16.

17.

18.

Generated Monitor. Note that the first
three cards in the output deck of a
Monitor generation run are: // JOR
CMAINT, // EXEC, and // MONTR. Since
they apply only to a CMAINT run, they
must be removed. The Monitor contains
the permanent device assignments speci-
fied at generation time. It includes
the Job Closing routines.

PHASE card for Job Control program.

Job Control program deck.

Core-image library phases in card-image
format beginning with a PHASE state-
ment. A CATAL statement preceding the
PHASE statement will be ignored.

END control statement signifying the
end of phases for the core-image
library. This card terminates the
execution of the Load System Disk pro-
gram.
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// END

Additional PHASE
statements and phases

// MONTR

Job Closing
routines

Job Control

progrom
IPL
disk-resident PHASE SYSEOQJ *
*
// PL *
// UMIT CD,1,CL... / Generated
: Monitor
*
Load System
Disk program Example B
// EXEC Generated Monitor
Standard Monitor
disk-resident Additional ASSGN
stqfemenrs‘ //’
// ASSGN SYSOPT
Example A mandatory
Standard Monitor // DATE 68225
// JOB LDSYS //
apfion
A
Job Control
Card-resident * Read from SYSIPT. All
others read from SYSRDR,
Monitor

Card-resident
// ASSGN SYSRDR

// ASSGN SYSRES
Read by pressing
Load button
IPL
Cord-resident

Figure 36. Sample LDSYS Run Under Control of the Card-Resident System
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Copy System Disk Program (COPSYS)

The Copy System Disk program (COPSYS) is a
service program that operates under the
control of either the disk-resident or the
card-resident Monitor.

The function of the COPSYS program is to
transfer the system file from the system
disk pack onto another disk pack for backup
purposes.

The input to the COPSYS program is sup-
plied by the system disk pack that is to be
copied. The output of the program is writ-
ten onto the disk pack assigned to SYSOPT.
This disk pack must previously have been
initialized by means of the INTDSK utility
program so that it will contain a volume
label and a VTOC.

JOB CONTROL STATEMENTS

The job control statements you must supply
in order to request a COPSYS function are:

/7 LOG optional
// JOB required
// DATE 1st job after IPL only
// ASSGN SYSIPT required
// ASSGN SYSOPT required
// ASSGN SYSLOG optional
// EXEC required

LOG Control Statement

We recommend that you insert the LOG con-
trol statement so that all error messages
and diagnostics can be printed on the
device assigned to SYSLOG. In addition, a
header statement and a concluding statement
will then be printed on the printer by. the
COPSYS program to help you document your
COPSYS run.

JOB Control Statement

The format of the JOB control statement
required to request a COPSYS run is:

r—- - Po——.

T - T
| Name | Operation|Operand |
— -

| COPSYS |
- e e J

COPSYS
Indicates that the system disk pack is
to be copied.

ASSGN Control Statements

SYSIPT must be assigned to the disk drive
on which the system disk pack to be copied
is located.

®Figure 37.

SYSOPT must be assigned to the disk
drive on which the system file is to be
written.

We recommend that you also assign SYSLOG
to the printer.

If these assignments are still effec-
tive, you need not submit them again.

The remaining job control statements are
not described here. You can find their
correct formats in the section Job Control

Program.

PROGRAM CONTROL STATEMENTS

No program control statements are required
for a COPSYS run.

Figure 37 shows a typical example of
using job control statements to request a
COPSYS function.

ﬁ EXEC

(// ASSGN SYSOPT, X’801,D3

ﬁ ASSGN SYSIPT, X’ 804" ,D3

// JOB COPSYS

Example of Using Control State-
ments to Request a COPSYS Func-
tion

Backup and Restore Program (BACKUP)

The Backup and Restore program enables you
to create a backup tape from a disk file
or, optionally, from a disk file and one or
more card files, and to restore the backup
information to its original media.

One application of the program is to
make a backup tape of every disk file
before you modify any data on that file.
Then, if the modified disk file is acciden-
tally destroyed, you can easily restore the
backup file onto another disk pack.

The Backup and Restore program has four
functions:
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s create a backup tape

e initialize one or more disk packs

e restore one or more disk backup files

e punch or display one or more card backup
files.

The first function, create a backup
tape, runs under the control of the disk-
resident system. It causes a tape-resident
control system, the DPS Initialize Disk
program, and the phases required for the
remaining three functions to be written
onto the backup tape in sequential order.
It also punches a bootstrap card later used
to initiate retrieval from the backup tape.

The last three functions then run under
the control of the tape-resident control
system on the backup tape. They are
initiated by means of the bootstrap card
punched when the backup tape was created.

Each function of the Backup and Restore
program is described in detail in the fol-
lowing, together with the job control and
program control statements you need to
request each function.

CREATE A BACKUP TAPE

This function of the Backup and Restore
program allows you to create a backup tape
from a disk file and, optionally, from one
or more card files. It also punches a
bootstrap card that will initiate the
retrieval of information from the backup
tape when you require it.

Since a backup tape is created under the
control of the disk-resident system, the
Backup and Restore program must be con-
tained in the core-image library of the
system disk pack mounted on SYSRES. 1In
addition, the DPS Initialize Disk utility
program must also be contained in the core-
image library, since this program is
automatically written on every backup tape
you create.

JOB CONTROL STATEMENTS

The job control statements required to
create a backup tape are:
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// LOG recommended

/7 JOB required

// DATE lst job after IPL only
// ASSGN SYSIPT required

// ASSGN SYSOPT required

// ASSGN SYS000
// ASSGN SYsS001

depends on job
depends on job

/7 UPSI 1 depends on job
// OPTN TES recommended
// EXEC required

Job Control Statement

The format of the JOB control statement
required to create a backup tape is:

i S Kt ettt 1
| Name | Operation|Operand |
p-—-—1+ e 1
|77 |JOB | BACKUP |
(ISR I i_ - e 4
BACKUP

Indicates that a backup tape is to be

created.

ASSGN Control Statements

The use of ASSGN control statements depends
on the job you wish to perform.

SYSIPT must be assigned to the disk
drive on which the disk file to be copied
is mounted. The assignments of SYSIPT and
SYSRES may be identical.

SYSOPT must always be assigned to a
magnetic tape drive. It is the symbolic
device address of the drive on which the
backup tape will be created.

SYS000 must be assigned to a card punch-
ing device if you want a bootstrap card to
be punched. If you specify the option
NOBOOT in the program control statements,
you need not assign SYS000.

SYS001 must be assigned to a card read-
ing device 1f you want to include one or
more card files on the backup tape (OPTN
CARDFILE included among the program control
statements) . Otherwise SYS001 need not be
assigned. The assignment of SY¥S001 and
SYSRDR may be identical.

The assignment of SYSLOG is optional.
We recommend that you make this assignment
so that error messages, tape error statis-
tics, and the file identifications of bac-
kup files can be printed.

If any of these assignments are still
effective, you need not submit them again.



UPSI Control Statement

An UPSI control statement with the format

is required if an uninitialized tape is at
load point. This statement causes label
checking to be skipped.

The remaining job control statements are
not described here. You can find their
correct formats in the section Job Control

Program.

PROGRAM CONTROL STATEMENTS

With the exception of the END statement,
all program control statements described
here are optional. If you do not submit
them, the program will copy the entire disk
pack onto tape up to cylinder 102 or 202,
and punch the bootstrap card later used to
initiate retrieval.

By submitting program control state-
ments, you can select the files you wish to
write on the backup tape, and request or
suppress certain options. These program
control statements are:

// START optional
// ENDTR optional
// COPY optional
// IDENT optional
// OPTN depends on job
// END required
/& NAME depends on job
/& depends on job

Start Control'Statement

By means of the START centrol statement,
you indicate to the program the address of
the first track of the disk pack to be
written onto tape. The format of this
control statement is:

e e
| Name | Operation] Operand

[ SR S

ccc
Cylinder number in decimal notation

hh
T Track number in decimal notation

The START control statement is optional.
If you do not submit it, START 00000 is
assumed.

The START control statement does not
apply to the disk volume label and the
VTOC, which are always written onto the
backup tape.

ENDTR Control Statement

This control statement indicates to the
program the address of the last track of
the disk pack to be written onto tape. The
format of the ENDTR control statement is:

|Name|0peratlon|0perand |

————— -

]// |ENDTR |ccchh |

cce
Cylinder number in decimal notation

hh
Track number in decimal notation

The ENDTR control statement is optional.
If you do not submit it, ENDTR 10209 or
20209 is assumed, depending on the model of
the disk drive you assigned as input.

The ENDTR control statement does not
apply to the disk volume label and the
VTOC, which are always written onto the
backup tape.

COPY Control Statement

The COPY control statement indicates which
data files are to be written onto tape.

The formats of the COPY control state-
ment are:

R e ——mmmmmmmm
|77 |COPY |ALL |
P S !
|77 |COPY | UNEXP |
p==—=t-- -4 - —
|77 |COPY | EXP |
D s - - |
|77 | COPY | NAME |
(IR I 4 - ———d
ALL
All files completely within the limits
defined in the START and ENDTR control
statements are written onto tape
UNEXP

All unexpired files completely within
the limits defined in the START and
ENDTR control statements are written
onto tape
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EXP
All expired files completely within the
limits defined in the START and ENDTR
control statements are written onto tape

NAME
The disk files specified in the cards
that immediately follow this statement
are to be written onto tape.

The cards specifying the files have the

format:

Col. 1-15 Dblank

Col. 16~-59 file identification (44
characters as they appear in
the DLAB statement)

Col. 60-80 comments or numbering

If you do not submit the COPY statement,
COPY ALL is assumed.

IDENT Control Statement

By using the IDENT control statement, you
have the option of writing an identifying
code on the backup tape. The format of the
IDENT control statement is:

[ T T T e T
|Name|Operation|Operand

}
|7/ | IDENT
| I L

| code

j - - -

e e e =)

The identifying code you insert into the
operand field will be printed out on SYSLOG
when the information on the backup tape is
written back onto disk.

OPTN Control Statement

The format of the OPTN control statement
is:

ane]operation]operands 1
o Tesmn  Temmorrze T 1
o Tomoor T 1
| I S A e ————————— J
CARDFILE

Use an OPTN statement with this operand
if you want to write one or more card
files on the backup tape. Remember that
in this case SYS001 must refer to the
card reading device on which the card
files can be read.

NOBOOT
Use an OPTN statement with this operand
if you do not want a bootstrap card
punched. You may still have bootstrap
cards available from previous runs.
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END (Control Statement

The END control statement is always
required. Its format is:

S
|Name |Operation|Operand |
—f-
{// |END | |
1 1

/& NAME Control Statement

If you wish to include one or more card
files on the backup tape (OPTN CARDFILE
among the control statements), you must
precede each card file on SYS001 with the
control statement:

name
The name of the card file to be written
onto tape behind the disk backup file.
The name may be up to six characters
long. The first character must be
alphabetic, the others may be alphabetic
or numeric.

The name of the card file is written
onto the backup tare and later used to
retrieve the file.

You can write several card files on the
backup tape in one job. You must precede
each card file with a /& NAME control
statement, and the names must be in ascend-
ing order according to the collating
Sequence,

/& Control Statement

This control statement indicates to the
program that no further card files are to

be included on the backup tape. The format
of the control statement is:

~—==1- -1 B it 1
| Name |Operation|Operand |
P B - -
(78 | | I

This control statement must be inserted
behind the last card file on SYS001.

Figure 38 is an example of using job
control and program control statements to
create a backup tape.



® Figure 38.

{/7 OPTN CARDFILE

(// IDENT STOCKHOLDERS
(// EXEC
(// OPTN TES
J/ ASSGN SYS001, X’ 1007, R4

/// ASSGN SY$S000, X’ 300° ,P2

ASSGN SYSOPT, X' 708",
T1,X' 70"

(// ASSGN SYSIPT,X’801',D3

// JOB BACKUP

sy
read on
SYS001

Example of Using Control State-
ments to Create a Backup Tape

INITIALIZE ONE OR MORE DISK PACKS

The input for this function of the Backup
and Restore program is the backup tape, on
which the DPS Initialize Disk program was
written at creation time.

This program runs under the control of
the tape-resident control system included
on the backup tape, therefore a system disk
pack is not used. All you need is the
backup tape and the bootstrap card. After
you initiate the retrieval of information
from the backup tape by means of the boots-
trap card, you request the initialize func-
tion of the Backup and Restore program if
vour disk pack is not yet initialized.

By means of the initialize function you
can initialize one disk pack or several
disk packs in succession and write a volume
serial number on each of them. .

JOB CONTROL STATEMENTS

Use the following job control statements to
initialize a disk pack using the Backup and
Restore program:

/7 JOB
// DATE

required

required if the execu-
tion of the program
immediately follows the
loading of the bootstrap

card
// ASSGN SYSRDR depends on job
// ASSGN SYSOPT required

// RPT required for each addi-
tional disk pack you
wish to initialize

// EXEC required

Job Control Statement

To call the DPS Initialize Disk program
from the backup tape into main storage, use
the control statement

itk Rt T = ===
|Name |Operation|Operand |
———-1 } e 1
|7/ |JOB | INTDSK |
[ & ———1 _— S—
INTDSK

Identifies the job as an initialize-disk

run.

ASSGN Control Statements

To initialize a disk pack, you must assign
SYSOPT to the disk drive on which the disk
pack to be initialized is mounted.

If the card reading device in your con-
figuration is not a 2501 Card Reader, and
if initialization is the first job after
loading the bootstrap card, you must assign
SYSRDR to your card reading device.

RPT Control Statement

If you wish to initialize more than one
disk pack in succession, use the control

statement

r T R 1
| Name | Operation|Operand |
f=—==1 t - -~
|77/ |RPT | |
L— 4 L o e e o i e . e e o e i e e 4

For each additional disk pack you wish
to initialize, you must repeat all the
control statements required for JOB INTDSK
and insert the RPT control statement before
the EXEC statement.

The RPT control statement causes the
backup tape to be rewound and spaced for-
ward to the point where initialization of
the additional disk pack can begin.

The remaining job control statements are
not described here. You can find their

DPS Service Programs @73



correct format in the section Job Control
Program.

PROGRAM CONTROL STATEMENTS

The program control statements required to
initialize the disk pack are described in
the SRL publication IBM System/360 Model 20
Disk Programming System, Disk Utility Pro-
grams, Form C26-3810.

RESTORE ONE OR_MORE DISK BACKUP FILES

The input for this function of the Backup
and Restore program is the backup tape, on
which the restore phases were written at
creation time.

This program runs under the control of
the tape-resident control system included
on the backup tape, therefore a system disk
pack is not used. If the first function
7ou request is the restore function, you
initiate the retrieval of information from
the backup tape by means of the bootstrap
card and submit job control and program
control statements on the device assigned
to SYSRDR.

By means of the restore function, you
can restore the disk backup file onto one
disk pack, or onto several initialized disk
packs in succession.

JOB CONTROL STATEMENTS
Use the following job control statements to

restore a disk backup file onto a disk
pack:

/7 LOG recommended
// JOB required
// DATE required if the execu-

tion of the program
immediately follows the
loading of the bootstrap

card

// ASSGN SYSRDR depends on job

// ASSGN SYSOPT required

// RPT required for each addi-
tional disk pack onto
which you restore the
backup file

// EXEC required

LOG Control Statement

We strongly urge you to insert the LOG
control statement.

Before the backup file is transferred to
disk, the program compares the extents of
the backup file with the extents of unex-
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pired files already on the disk pack. 1If
they overlap, the unexpired files will have
to be deleted before the backup file can be
transferred to disk. If you insert the LOG
control statement, the program will print
the file identification of such unexpired
files so that you can decide whether to
continue the job or not.

The program will also print information
about the contents of the disk pack.

JOB Control Statement

The JOB control statement required to res-
tore a disk backup file onto a disk pack
is:

r~———1—— -7 - i 1

|Mame |Operation|Operand |

S e —— e 1

|77 |JoB | RESTOR |

Le———4 ——1_ - _——

RESTCR <
Identifies the job as a restore opera-
tion.

ASSGN Control Statements

To restore a disk backup file onto disk,

you must assign SYSOPT to the disk drive

onto which the backup file is to be writ-
ten.

Note that you need not submit an ASSGN
control statement for SYSIPT. Instead, the
operator will use the console switches to
insert the physical device address of the
backup tape drive.

If the card reading device in your con-
figuration is not a 2501 Card Reader, and
if restoring a disk backup file is the
first job after loading the bootstrap card,
you must assign SYSRDR to your card reading
device.

RPT Control Statement

If you wish to restore the disk backup file
onto more than one disk pack in succession,
use the control statement

" ——————T
|Name | Operation|Operand |
t +

|7/ |RPT
[ G, T J

For each additional disk pack onto which
you wish to restore the disk backup file,
you must repeat all the control statements
required for JOB RESTOR and insert the RPT
control statement before the EXEC state-
ment.



The RPT control statement causes the
backup tape to be rewound and spaced for-
ward to the point where the backup file can
be restored to another disk pack.

PROGRAM CONTROL STATEMENTS
The program control statements used to

restore a disk backup file onto a disk pack
are:

// OPTN optional
VOL Innnnnn optional
// END required

OPTN Control Statement

By means of the OPTN control statement, you
specify whether the information restored
onto the output disk pack is to be veri-
fied, that is, compared with the contents
of main storage.

The formats of the OPTN control state-
ment are:

The operands are self-explanatory. If
you do not submit this control statement,
VERIFY=YES is assumed.

VOL1 Control Statement

By means of the VOL1 control statement, you
instruct the program to write the specified
volume serial number onto the output disk
pack. The format of this statement is:

nnnnnn
Columns 5=-10. The volume serial number
to be written onto the disk pack.

name
Columns 42-51.

Owner's name code.

Use the VOL1 statement with discretion
and with utmost care. Normally, the volume
serial number of the output disk pack is
compared with the volume serial number of
the disk pack from which the backup tape
was made. But when you use the VOL1 state-
ment, this diagnostic is suppressed. More-

over, the volume serial number you specify
in this statement is written on the output
disk pack, and the file serial numbers of
all files on this disk pack are changed
accordingly. If you have multi-volume
files and the disk pack assigned to SYSOPT

is the first volume of such a file, all

files on this disk pack are in jeopardy if
the volume serial number (and hence the
file serial number) is changed. So before
you use this statement, make double sure
that the volume serial number you specify
is correct.

END Control Statement

The format of the END control statement is:

PUNCH OR DISPLAY ONE OR MORE CARD BACKUP

FILES

The input for this function of the Backup
and Restore program is the backup tape, on
which the punch and display phases were
written at creation time.

This program runs under the control of
the tape-resident control system included
on the backup tape, therefore a system disk
pack is not used. If the first function
you request is the punch or display func-
tion, you initiate the retrieval of infor-
mation from the backup tape by means of the
bootstrap card and request the punch and
display function of the Backup and Restore
program by submitting job control and pro-
gram statements on the device assigned to
SYSRDR.

The card files must be retrieved from
the backup tape in the same order in which
they were written onto the backup tape. If
you request a retrieval sequence other than
the collating sequence, a diagnostic halt
will occur.

The punch and display function must be
the last function you request when you use
the backup tape as input, because when this
function is completed, the backup tape is
automatically rewound and unloaded, and no
further functions can be requested.

JOB CONTROL STATEMENTS

Use the following job control statements to
punch or display a card backup file:
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// JOB
// DATE

required

required if the execu-
tion of the program
immediately follows the
loading of the bootstrap
card

depends on job

depends on job

required

// ASSGN SYSOPT
// ASSGN SYSLST
// EXEC

JOB Control Statement

The JOB control statement required to print
or punch a card backup file has the format:

(o= —T— T e st 1
| Name | Operation| Operand |
eI T 1
|/ 1303 | PUNCH [
bl A ]
PUNCH

Indicates that a card backup file is to
be punched or displayed.

ASSGN Control Statements

To punch a card backup file you must assign
SYSOPT to a card punching device.

To display a card backup file, you must
assign SYSLST to the printer.

Note that you need not submit as ASSGN
control statement SYSIPT. The operator
will use the console switches to insert the
physical device address of the backup tape
drive.

If the card reading device in your con-
figuration is not a 2501 Card Reader, and
if punching or displaying a card backup
file is the first job after loading the
bootstrap card, you must assign SYSRDR to
your card reading device.

The remaining job control statements are
not described here. You can find their
correct formats in the section Job Control

Program.

PROGRAM CONTROL STATEMENTS

The program control statements required to
punch or display a card backup file includ-
ed on the backup tape are:

// PUNCH

// DSPLY depends on job
// DSPCH

// END required
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PUNCH, DSPLY, and DSPCH Control Statements

The PUNCH control statement instructs the
program to punch a card backup file.

The DSPLY control statement instructs
the program to display a card backup file
on the printer.

The DSPCH control statement instructs
the program to display as well as to punch
a card backup file. These operation are
then performed simultaneously.

The formats of these control statements
are:

| it S =T T T T o s e 1
| Name | Operation|Operand |
_____________ - _—— - —————y
|77 | PUNCH | name |
e -+ e 1
|7/ |DSPLY | name |
--------- pmmmmmmmmmmmmm e e
|7/ |DSPCH |name |
I N J
name

The name given to the card-image file
when the backup tape was created.

You can insert these control statements
in any number and any sequence, but the
names specified in the operand fields must
be in ascending order according to the
collating sequence. You may, however,
request a file more than once in succes-
sion.

END Control Statement

The format of the END control statement is:

+ +
|7¢ |END | |
| IR P, PR .

The END control statement indicates that
no further card backup files are requested,
and causes the backup tape to be rewound
and unloaded.

As we explained in the introduction to
this chapter, the three functions

e initialize
e restore
¢ punch or display

are stored on the backup tape in sequential
order. Once you load the bootstrap card

that initiates the retrieval of information
from the backup tape, you can request these
functions by submitting the appropriate job
control statements to SYSRDR. But remember
that it is time-saving to request the func-



tions in the same order as they are stored Figure 39 shows an example of job con-

on tape.

Always request JOB

trol and program control statements that
reqguest all three functions, using the
PUNCH last, because backup tape as input.

it causes the backup tape to be rewound and

unloaded.

(// END

(// PUNCH STOCK

{// EXEC
(/ %sseN SYSOPT, X' 200

restore
card-image _WJOB PUNCH
file
{// END
(// EXEC
restore backup (// JOB RESTOR
file to disk
(// END

(vou 888888 MILLER & CO

77 0IN TPL, CYLNDR = (202),
VERIFY = (1), ERASE

/// EXEC

// ASSGN SYSCPT, X’801/,D3
/// DATE 69301

output disk
pack has > t// JOB INTDSK

not yet been

initialized /// LOG

/Eoorstrap Card

load
bootstrap ———
card

® Figure 39. Example of Using Control Statements to Initialize a Disk Pack,
Restore a Disk File to Disk, and Punch a Card File
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IBM Distribution Package

IBM distributes the entire Model 20 Disk
Programming System on a disk pack or mag-
netic tape supplied by the user. The dis-
tribution package includes a retrieval
program to copy the disk-resident system
and to punch the card-resident Initial
Program Loader deck.

The distribution package on the disk
pack or magnetic tape you supply includes:
e Disk IPL, Part 2.

e Disk-resident standard Monitor.

e Core-image library containing the IBM
programs listed in Figure 40.

» Macro library containing Monitor genera-
IOCS macro defi-

tion macro definitions,
nitions, and Monitor macro definitions.

e Sample programs in absolute card format.

|Library Allocation Organization |AORGZ |

4
|Alternate-Track Assignment Utility|ATASGN]|

T 1
I |Backup and Restore | BACKUP |
|Card-to-Disk Utility | CARDSK |
——————————————————————————————————— ——
|DPS Card-to-Tape Utility | CARTAP |

e pommme i

|Clear Disk Utility | CLRDSK |
| Icopy syseem piex I corsts]
eore-Tmage maimtemmmoe T iGunIn
ore-Image Sezwiee T [
| ot owe T [
irectory Service [—
isk-to-cazd Deiiity b oskonn]
o iokto-pisk viiiiey T TTTTTTioskber|
oton-to-rrinter Utility up—
ior—to-Tepe Deility T —
I ps Initinlize Tape veitity em—,
b nItialize Disk veiliey T Tzaasg;.

®Figure 40. IBM Programs in the Core Image
Library of the Distribution

Package, Part 1 of 2

rogram T Toame ]
bon comtel T Yoro|
b oD closing nomtimes T Tersmol
inkage saicon T e,
Toad System Disk tipsvs |
more waimtenanes T -
{incro Service R bRy |
e
e hyeical ana Logioml mmic [—
|Tables Service ] |
R —— fomme 1
|Report Program Generator | RPG

sy R jesay
I P5 Tape-to-caza Utitiey —
ape—to-Dish Ueillty ——
58 Tape—to-prinier viiliy | TinpRr)
o5 Tape Serismerge T p—
[P ape-ro-tape Urilicy | |memap|

g S Uy N A |

Figure 40. IBM Programs in the Core-Image
Library of the Distribution
Package, Part 2 of 2

By means of the IBM programs contained
in the core-image library, you can add your
own programs and delete those components
which are not required in your installa-
tion.

You can also build your own disk-
resident system for special applications.
For information on how to do this, refer to
the section Load System Disk Program

(LDSYS) .

If you want to generate a Monitor
tailored to your needs, refer to the SRL
publication IBM System/360 Model 20, Disk
Programming System, System Generation and
Maintenance, Form C33-6006.

The contents of the distribution package
can also be obtained in punched cards. Use
the CSERV program to obtain IBM programs,
use the MSERV program to obtain macro defi-
nitions, and use the Disk-to=-Card Utility
program to obtain the sample programs in
punched cards.
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Because of its flexibility, the Disk Pro-
gramming System can be adapted to the envi-
ronment in which it is to operate.

Basically, the Disk Programming System
can be either card-resident or disk-
resident.

The disk-resident system, furthermore,
can operate either as a fixed-job or as a
variable-job system.

The following sections describe how each
of these systems operate, and what
components they contain.

Disk-Resident Control System

The disk-resident control system is used to
translate problem programs written in
Assembler language or RPG.

It consists of the standard programs and
areas found on cylinders 0 and 4 of the
system disk pack (see Figure 2) and the
core—-image library. The core-image library
must contain the Job Control program. In
addition, it must contain the programs you
need to compile, assemble, or execute prob-
lem programs,

If you wish to compile-and-execute pro-
grams written in RPG, your disk-resident
system must have the RPG program in the
core-image library and a relocatable area
somewhere on the disk pack.

If you wish to assemble-and-execute
programs written in the Assembler/IOCS
language, your disk-resident system must
have the Assembler program in the core-
image library, a relocatable area somewhere
on the system disk pack, ‘and a macro
library for IBM-supplied macro definitions.

The core-image library may also contain
a selection of IBM-supplied programs that
will help you operate your disk-resident
system effectively.

Card-Resident Control System

In a card-resident control system, all
three control programs -- IPL, the Monitor,
and Job Control -- are in punched cards and
not on a system disk pack. The object
programs (output of assembly runs or RPG
compilations) are executed under the con-
trol of this card-resident system.

Methods of System Operation

The card-resident system offers advanta-
ges especilally if you have only one disk
drive.

After the source programs are assembled
or compiled under control of the disk-
resident system, they can be executed
without the system disk pack under control
of the card-resident system. The disk
drive is now available as I/0 device for
execution.

The card-resident system does not use
any additional disk areas besides the two
areas used for label checking: the label
information area (cylinder 0, track 1 or
tracks 1 and 2) and the area containing the
Volume Table of Contents. (For more
detailed information, refer to the subse~
quent section Single-Drive System Consider-
ations and the section Disk Label Process-
ing in Appendix A.)

Disk-Resident Fixed-Job System

A fixed-job system must include the stand-
ard programs and areas found on cylinders 0
and 4 of the system disk pack (see Figure
2) , a core-image directory, and a core-
image library containing the Job Control
program and the problem programs to be run
undexr control of the system.

The program to be executed is loaded
from the system disk pack into main storage
by means of the Fetch routine contained in
the Monitor.

Disk-Resident Variable-Job System

A variable-job system must include the
standard programs and areas found on cylin-
ders 0 and 4 of the system disk pack (see
Figure 2), a core-image directory, and a
core-image library containing the Job Con-
trol program, the CMAINT program, and suf-
ficient space to accommodate the largest
problem program to be run under control of
the system.

When a program is to be executed it is
read into main storage from cards or tape,
temporarily placed into the core-image
library by the CMAINT program, and then
loaded into main storage by the Fetch rou-
tine of the Monitor.

Estimated Disk-Storage Requirements

The following estimates are provided to
assist you in planning your system. They
refer to a minimum variable-job system.
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No. of Tracks Contents
1 IPL part 2
4y the standard programs and

areas found on cylinders 0
and 4 of the system disk

pack (see Figure 2)
1 Core-image directory
20 Core-image library

Each entry in the core-image directory
is 30 bytes long, so that this track can
accommodate entries for 90 program phases.
Approximately 70 of these 90 phases may be
user-program phases.

Program phases are written in the core-
image library in fixed-length records of
270 bytes each. There are 10 records per
track. A phase always begins with a new
record, but need not begin with a new
track. The above estimate (20 tracks)
includes the requirements for the Job
Control program and the CMAINT program,
which together occupy approximately 10
tracks, leaving 10 tracks for the user's
problem programs. These 10 tracks can, for
example, hold approximately six 4K phases.

Single-Drive System Considerations

Model 20 systems with a single IBM 2311
Disk Storage Drive require at least a sys-
tem disk pack to permit the assembly or
compilation of programs. The user's object
programs thus obtained can be executed
under control of the card-resident system
(no additional core-image library space on
the disk packs) or by means of a disk-
resident fixed-job or variable-job system.
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Special consideration must be given to
jobs that process files stored on more than
one disk pack.

Single~Phase Programs. Single-phase
programs processing files on a single drive
that are stored on more than one disk pack
can be executed under control of the card-
resident system or a fixed-job or variable-
job disk=-resident system.

If the card-resident system is used,
every disk pack used for the file must
contain the label information required for
label checking. This information must be
written on each pack by means of separate
Job Control runs under control of the card-
resident system before the file can be
processed.

The same applies if a fixed-job or
variable-job disk-resident system is used.
In addition, however, the first disk pack
must contain the control programs and the
problem program to be executed.

Multiphase Programs. Multiphase programs
that process multi-volume disk files on a
single drive should make use of the disk-
resident fixed-job system. Here, too, the
disk label information must be written on
every pack by means of separate Job Control
runs. In addition, the control programs
and the program phases must be included in
every disk pack for the file to permit
phases to be retrieved selectively.




Alternate Track Area. An area of three
cylinders on the disk pack in which tracks
may be used as alternatives to defective
tracks occurring elsewhere on the disk
pack.

Assemble-and-Execute. An operation in
which a program is first assembled and then
executed immediately in the same job.

Backup and Restore Program (BACKUP). A DPS
Service program. Enables you to create a
backup tape from a disk file and one or
more card files, and to restore each backup
file to its original medium.

Binary Synchronous Communications Adapter
(BSCA) . A feature that may be built into
the Central Processing Unit of a Submodel
2, 4, or 5. It permits the system to
function on a switched or leased communi-
cations network as a processor terminal,

Card-Resident System. Consists of the card
control programs (Initial Program Loader,
Monitor, and Job Contrcl). Used for the
execution of object programs contained in
punched cards.

Communication Region. An area of the Moni-
tor. Contains date, storage-capacity
specification, UPSI byte, user areas 1 and
2, and program-name area. Provides for
inter-program and intra-program communi-
cation.

Communications Error Statistics (CES). A
record of errors occurring in BSCA trans-
mission. In generating a Monitor with BSCA
support, the user automatically generates
the routine that records and analyzés these
errors.,

Compile-and-Execute. An operation in which
a program is first compiled and then exe-
cuted immediately in one job.

Copy System Disk Program (COPSYS). A DPS
Service program. Enables you to copy a
system disk pack onto another disk pack.

Core-Image Directory. A table on the sys-
tem disk pack containing the addresses and
extents of the programs and/or program
phases in the core-image library.

Core-Image Format. A format identical to
that used in main storage. It facilitates
rapid loading from the core-image library
into main storage without intermediate
processing.

Glossary

Core-Image Library. A disk area containing
the Job Control program, other IBM-supplied
programs (except the Monitor and the IPL),
and user's problem programs. Permits
retrieval of programs and/or phases by the
Monitor.

Core-Image Maintenance Program (CMAINT) .

A DPS Service program. Updates the core-
image library and directory. Is used to

add and/or delete phases.

Core-Image Sexrvice Program (CSERV). A DPS
Service program. Permits the listing,
writing, or punching of one or more entries
of the core-image library.

Directory Service Program (DSERV). A DPS
Service program. Causes printing of the
system and/or core-image and/or macro
directory.

Disk-Resident System. Contains the Moni-
tor, the disk-resident portion of the IPL,
and the Job Contrcl program. May contain
any IBM-supplied and/or user-written pro-
grams and/or macro definitions as well as a
relocatable area.

DPS Control Programs. A collective term
used to refer to the Initial Program Load-
er, the Monitor program, and the Job Con-
trol program.,

DPS Service ProgramsS. A collective term
used to refer to the Library Management
programs, the PSERV program, the Linkage
Editor program, the AORGZ program, the Lcad
System Disk program, the Copy System Disk
program, and the Backup and Restore prog-
ram.

External Symbol Identification (ESID).

ESID numbers are Assembler-assigned poin=-
ters that are used by the Linkage Editor to
correctly recompute the constants referred
to in RLD entries.

Fixed-Job System. A fixed-job sytem must
include the standard programs and areas
found on cylinders 0 and 4 of the system
disk pack, a core-image directory, and a
core-image library containing the Job Con-
trol program and the user's problem pro-
grams. The programs to be executed are
loaded into main storage from the core-
image library.

Initial Program Loader (IPL). A DPS
Control program. Available in a card and a
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disk version. The card version is con-
tained in punched cards, the disk version
is partly contained in a deck of three
punched cards, partly in an area at the
beginning of the system disk pack. Loads
Monitor into main storage. Is used to
assign physical I/O device addresses to
symbolic addresses SYSRES and SYSRDR.
Required for the initialization of a card-
resident or disk-resident system run.

Inquiry Programs. Inguiry programs are
initiated by pressing the Request key on
the printer-keyboard and typing in the name
of the program. The current contents of
main storage (excluding the Monitor) are
rolled out on the system disk pack; then
the inquiry program is loaded and
processed; after execution is completeqd,
the o0ld status i1s restored and execution of
the mainline program resumes. Inguiry
programs can be executed only under control
of a Monitor that supports inquiry facili-
ties. The execution of inquiry programs is
not preceded by a Job Control run.

Inter-Program Communication. The exchange
of data between two or more programs.
Facilitated by the communication region.

Intra-Program Communication. The exchange
of data between two or more phases of a
multi-phase program. Facilitated by the
communication region.

Job Control Program. A DPS Control pro-
gram. Resides in main storage between jobs
and provides for automatic job-to-job tran-
sition. Performs I/0 device assignment.
Causes Monitor to load next program.

Library Allocation Organization Program.

A DPS Service program. Used to redefine
the limits of the core-image library and
directory, the macro library and directory,
and the relocatable area.

Label Information Area (LIA). An area on
the system disk pack into which disk file
label information, as contained in the VOL,
DLAB, and XTENT statements, is placed by
the Job Control program. This information
is used by the label processing routines.
Tape file label information is stored in
the upper portion of main storage when
magnetic tape I/0 is required.

Library Management Programs. Collective
term for six DPS Service programs: Core-
Image Maintenance, Macro Maintenance, Core-
Image Service, Macro Service, Directory
Service, and Allocation Organization
programs.

Library Work Area. An area on the system
disk pack used by the Core-Image Mainten-
ance program when updating the Monitor

program or IPL, and for storing tape label
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information in assemble-and-execute and
compile-and-execute runs.

Linkage Editor Program (LNKEDT). A DPS
Service program. Relocates programs or
phases and links separately assembled pro-
grams or phases.

Load System Disk Program (LDSYS). A DPS
Service program. Creates a disk-resident
system from card input. Is executed under
control of the card-resident or the disk-
resident system.

Logical Unit Block
Logical Unit Table.

(LUB) . An entry in the

Logical Unit Table. A feature of the
Monitor program. It has 26 logical unit
blocks, each of which refers to one speci-
fic symbolic I/0 address. These symbolic
addresses are related to physical I/O
device addresses by means of ASSGN control
statements.

Macro Directory. A table on the system
disk pack listing the macro names, begin
acddresses, and area sizes of the macro
definitions contained in the macro library.
Can be listed on a printer by means of the
Directory Service program.

Macro Name. An entry in the macro directo-
ry that identifies the corresponding macro
definition in the macro library. Serves as
an operation code for the associated macro
instruction.

Macro Library. A disk area containing the
macro definitions required by the macro
instructions issued in user-written pro-
grams.

Macro Maintenance Program (MMAINT). A DPS
Service program. Updates the macro library
and directory. Is used to add and/or
delete macro definitions.

Macro Service Program (MSERV). A DPS Ser-
vice program. Permits the listing, writ-
ing, or punching of one or more macro defi-
nitions from the macro library.

Monitor I/0 Area. An area of main storage
within the Monitor used as a buffer by the
Fetch routine when loading problem pro-
grams.

Monitor Program. The main control program.
Resident in core storage throughout a sys-
tem run. IBM distribution package contains
the standard Monitor and several Monitor
macro definitions. Instead of employing
the standard Monitor, the user can tailor a
Monitor according to his system require-
ments by specifying certain macro instruc-




tions, and generate it by means of an
assembly run.

Object Module. A set of statements pro-
duced as a result of the translation of the
source statements of a complete contxol
section.

Permanent Link Data Area. A part of the
Monitor with a fixed location in main stor-
age; used for inter- and intra-program
communication by system programs.

Phase. The smallest addressable unit in
the core-image library of a disk-resident
system.

Physical and Logical Unit Tables Service
Program (PSERV). A DPS Service program.
This program is used to print and/or change
the permanent device assignments, and/or to
change the storage-capacity byte in the
communication region of the Monitor stored
on the system disk pack.

Physical Disk and Tape I/0 Routines. A set
of routines that is contained in the Moni-
tor program and performs tape and disk I/0
operations for the Monitor and problem
programs.

Physical Unit Block
Physical Unit Table.

(PUB) . An entry in the

Physical Unit Table. & feature of the
Monitor program. It has up to ten physical
unit blocks, each of which contains a phy-
sical device address. Pointers to these
antries are inserted into the logical unit
table by means of ASSGN contrcl statements.

Relocatable Area. An area on the system
disk pack to temporarily hold an object
module, thus permitting the assembly or
compilation and the execution of a program
or program phase in one job.

Segment. A program or phase that has been
separately assembled.

Subphase. A separately executable routine
within a phase of a problem program. It
may be overlaid aftexr execution. The meth=-
od of building a program from subphases is
used when a large problem program is to be
executed.

Symbolic Device Address. A symbol used in
IBM-supplied and user-written programs to
refer to an I/0 device {(e.g., SYSRES,
SYSIPT, SYS005). This address is related
to a physical device address by means of
the logical unit table.

System Directory. A table on the system

disk pack listing the addresses and sizes
of the core-image library and directory,
the macro library and directory and the
relocatable area.

System Disk Pack. The disk pack on which

the user's disk-resident system is stored.

Tape Error Recovery Routine (TER). A rou-
tine to control the execution of error
recovery procedures in the case of magnetic
tape I1/0 errors.

Tape Error Statistics Routine (TES). A
routine to analyze the interrurts and mag-
netic tape 1/0 errors occurring during the
execution of a program.

User Program Switch Indicators (UPSI). A
field of one byte within the communication
region of the Monitor program. Specified
bits (switches) may be set by means of the
UPSI control statement and tested in user's
programs.

Variable-Job System. A variable-job system
rmust include the standard programs and
areas found on cylinders 0 and 4 of the
system disk pack, a core-image directory
and a core-image library containing the Job
Control program, the CMAINT program, and
sufficient space to accommodate the largest
problem program to be run under control of
the system. A program to be executed is
read into main storage from punched cards
or maghetic tape, temporarily placed into
the core-image library by CMAINT, then
loaded into main storage by the Fetch rou-
tine and executed.

Volume Label. The volume label identifies
and protects the entire volume (disk pack
or magnetic tape reel). It is fixed in
length and format, and lies in a fixed
location within the volume. The volume
label contains the volume serial number,
the address of the VTOC, the address of the
last permanent label in the LIA, and an
indicator that specifies whether the LIA
occupies one or two tracks.

Volume Table of Contents (VIOC). A number
of records on a disk pack, composed of disk
file labels, specifying the extents of, and
identifying all files on the pack.

VIOC File Label. The first label in the
VTOC. It identifies the VTOC and specifies
its limits.
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Appendix A. Disk Labeling Conventions

The Model 20 Disk Programming System pro-
vides positive identification and protec-
tion of all disk files by recording labels
on each disk pack. These labels ensure
that the correct pack is used for input and
that no current information is destroyed on
output.

If the Model 20 Disk Programming System
is used, standard disk labels are required
on all disk packs.

The standard label set includes one IBM
volume label for each pack and one or more
file labels for each logical file on the
pack.

Standard IBM Volume Lahel

The standard IBM volume label identifies
and protects the entire volume (pack). It
is always the first record on cylinder
zero, track one, It is fixed in length and
format.

The standard IBM volume label contains a
volume serial number. This numbexr is
assigned to the disk pack when it is pre-
pared for use in the system. The number is
normally not changed.

The only fields in the standard volume
label that are used by the Model 20 Disk
Programming System are the volume serial
number field and the fielda with the address
of the area containing the file labels.

The standard IBM volume label for disk
has the same length and format as that for

tape (see Appendix Q).

Creation of Volume Labels

The standard volume label is written by an
IBM-supplied Utility program (Initialize
Disk) at the time a disk pack is prepared
for use. The Initialize Disk program is
described in the SRL publication IBM
System/360 Model 20, Disk Programming Sys-—

The number and format of labels required
for a file depend on the file organization
and the number of separate areas of the
pack (extents) used by the file.

Volume Table of Contents (VTOC)

All standard file labels are grouped
together and stored in a specific area of
the pack. Because each file label contains
file limits, the group of labels on a pack
is essentially a directory to all data
records on the pack (or volume). There-
fore, it is called the Volume Table of
Contents (VTOC). The VTIOC itself is a file
of records (one or more standard label
records per logical file in the volume) and
is defined by a file label. The label of
the VTOC is the first record in the VTOC.
This label identifies the file as the VTOC
and gives the file limits of the VTOC.

The location and length of the VTOC are
determined by control statements submitted
to the INTDSK Utility program when the disk
pack was initialized.

The VTOC may be placed anywhere on the
disk pack, with the following restrictions:

1. It cannot be located within the alter-
nate track area.

2. If it is on the pack used for system
residence, it must be outside the resi-
dence area.

3. It must occupy at least one full track.

4. It may be only ten tracks in length but
is not restricted to cylinder boundar-
ies.

The Initialize Disk program prepares the
VTOC by (1) writing the volume label with a
pointer to the VTOC, (2) writing the VTOC
file label at the beginning of the VTOC
area and (3) writing an EOF sector behind
the VTOC file label.

Standard File Label Formats

tem, Disk Utility Programs, Form C26-3810.

Standard IBM Disk File Labels

A standard file label or a set of standard
file labels (1) identifies a particular
logical file, (2) gives its location (s) on
the disk pack, and (3) contains information
to prevent the premature destruction of the
file.
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All standard disk file labels used with the
IBM 2311 are 135 bytes long. Normally, two
file labels are written into one disk sec-
tor. However, a Format 1 label must always
start at the beginning of a sector. This
may cause some sectors to contain only one
label.

More than one file label may be required
to describe a file. If this is the case,



all file labels for this file form an inte-
gral area within the VTOC.

There are four different formats for
standard disk file labels.

Format 1. This format is used for all
logical files. It is always the first of a
series of labels when a disk file requires
more than one label.

The Format 1 label identifies the logi-
cal file (by a file identification assigned
by the user and included in the label) and
contains file and data-xrecord specifi-

cations. It also provides the addresses of
three separate disk areas (extents) for the
file. If the file i1s contained in more

than three separate areas on the pack, a
Format 3 label must immediately follow the
Format 1 or Format 2 label.

If a logical file is recorded on more
than one disk pack, the Format 1 label must
be the first label for the file in the VTOC
of each pack.

The Format 1 label is described in
Appendix E.

Format 2, This format is required for any
file that is organized according to the
Indexed Sequential File Management System.
The remaining area contains specifications
unique to this type of file organization.

If an indexed sequential file is record-
ed on two or more packs, the Format 2 label
is used on the first pack only. It is not
repeated on the second pack (as the Format
1 label is).

The Format 2 label is described in
Appendix F.

Format 3. If a logical file uses more than
three extents on any one pack, this format
is used to specify the addresses of the
additional extents. The Format 3 label is
used only for extent information. As many
as 12 additional extents can be specified
in one label. If a file uses more than 12
additional extents on a pack, more than one
Format 3 label is required for that pack.

The Format 3 label follows the Format 1
label for the logical file, or a preceding
Format 3 label or a Format 2 label. Format
3 labels are written on the pack on which
the extents they define are located.

The Format 3 label is described in
Appendix G.

Format 4. This format is used to define
the VTOC itself. The Format 4 label is
always the first label in the VIOC. 1In
addition to defining the VTOC, the label is

used to specify the location and number of
available tracks in the alternate track
area.

The Format U4 label is described in
Appendix H.

Disk Lahel Pracessing

All disk label processing is performed by
the label processing routines. These rou-
tines use the information supplied in the
control statements (VOL, DLAB, and XTENT)
that was stored by the Job Control program
in the label information area of the disk
pack mounted on SYSRES. Therefore, the
execution of all programs processing disk
files must be preceded by a Job Control
run. VOL and DLAB statements must be sup-
plied for each logical file, and an XTENT
statement must be supplied for each extent
occupied by the file.

The label processing routines for
sequential files process the labels of an
input or output file one pack at a time.
When the end of the last extent on a pack
is reached and the file is not yet complet
ed, the next pack for the file is automat-
ically opened.

The label processing routines for
direct-access or indexed sequential files
require that all packs for a file be on
line for initial opening.

The following cases require special
consideration.

Inquiry Programs. Inquiry programs, which
are initiated by pressing the Request key
on the printer-keyboard, do not begin with
a Job Control run. Therefore all disk
label information required by the inquiry
program must be provided by an earlier Job
Control run. Normally, the label informa-
tion for ingquiry programs consists of per-
manent labels. Should the label informa-
tion consist only of temporary labels, it
must be provided in the last Job Control
run since any intervening Job Control run
would overwrite them (see Permanent and
Temporary Disk Label Information) .

Multi-Volume Files =~ Two~Drive System.
When processing multi-volume files in a
system with two disk drives, the pack
mounted on SYSRES must remain on line
throughout processing, while the volumes
containing the file (or the remainder of
the file if the first portion is stored on
the pack mounted on SYSRES) should be
mounted successively on the other disk
drive.

Multi-Volume Files -- Single-Drive System.
The processing of multi-volume files on a
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single-drive system requires additional
preparation. Since the label information
must be on line throughout processing, it
must be written on each pack used for the
file before processing can begin. This is
done by means of separate card-resident Job
Control runs for each pack, during which
SYSRES must be assigned to the disk drive.
Multi-volume files thus prepared can be
processed under control of the card-
resident system. If the disk-resident
system is to be used, the file must either
start on the system disk pack, or the
problem program must begin with a pro-
grammed halt to permit the operator to
remove the system disk pack and mount the
first pack of the file.

Single-Volume Files -- Single-Drive System.
Single-volume files can be processed in a
system with only one disk drive without a
previous separate Job Control run if either
the card resident control system is used
and the file is mounted on SYSRES, or the
disk-resident control system is used and
the file is stored on the system disk pack.
If the disk resident control system is used
and the file is stored on a pack other than
the system disk pack, the label information
must be written on the pack containing the
file by means of a separate card-resident
Job Control run, and the problem program
must begin with a programmed halt to permit
the operator to remove the system disk pack
and mount the pack containing the file.

Once the label information has been
written into the VTOC, it remains valid for
an indefinite number of program executions.

Label processing consists of the checks
described below.

Disk Input Files

e The volume serial number in the volume
label is compared to the volume serial
numbers in the XTENT statements.
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Fields 1-3 of the Format 1 label are
compared to the corresponding fields in
the DLAB statement. Fields 4-6 are then
compared ‘with their EBCDIC equivalents
in the DLAB continuation sStatement.

The extent definitions in the Format 1
and Format 3 labels are compared with
the corresponding limit fields in the
XTENT statements.

In an inquiry program, the second half
of the file type field generated by the
Assembler in the DTF block is compared
with Field 10 of the format-1 label to
determine whether the file is protected.

Disk OQutput Files

The volume serial number in the volume
label is compared with the volume serial
numbers in the XTENT statemnents.

All extent definitions in the labels
contained in the VTOC are checked to
determine whether there is any overlap
with the extents defined in the XTENT
statements. If an overlap exists, the
expiration date of the label concerned
is checked against the date in the
communication region. If the expiration
date has passed, the VTOC is compressed,
overwriting the entire set of labels for
the file concerned. If the expiration
date has not passed, a programmed halt
occurs.

In an inquiry program, the second half
of the file type field generated by the
Assembler in the DTF block is compared
with Field 10 of the format-1 label to
determine whether the file is protected.

The labels of the output file are writ-
ten in the VTOC behind the labels
already present.



A tape file processed by IBM-supplied pro-
grams must conform to certain standards
regarding labels and the placement of tape
marks.

Tape files with standard labels, with
non-standard labels, or without labels can
be processed., If a reel of tape contains
more than one file (multi-file reel), all
labels for these files must be of the same
type (standard, nonstandard, or none).

Standard IBM Tape Labels

Two basic label types are provided to iden-
tify and protect tape files: volume labels
and file labels. Each of the standard
volume and file labels is 80 characters
long. A volume label identifies a reel of
magnetic tape, which may contain one file,
more than one file, or part of a file.

Each tape file, in turn, is identified and
protected by at least two file labels: a
header file label and a trailer file label.

The standard set of tape labels consists
of:

e one standard IBM volume label per reel

e up to seven additional volume labels per
reel

* two standard IBM tape file labels (one
header label and one trailer label) for
each file on the reel

e up to seven additional header labels and
up to seven additional trailer labels
for each file on the reel

e up to eight user header labels and up to
eight user trailer labels for each file
on the reel.

If standard labels are specified for a
file, a standard IBM volume label, a stand-
ard IBM header label, and a standard IBM
trailer label must be provided. Additional
volume labels as well as additional and
user file labels are optional.

STANDARD IBM VOLUME LABEL

If standard labeling is used, the standard
IBM volume label is always the first record
on the reel. It is fixed in length and
format. The label identifier (character
positions 1-4) is VOL1.

Appendix B. Tape Labeling Conventions

The standard IBM volume label contains a
volume serial number. This number is
assigned to the reel when it is prepared
for use. The number is never changed. It
is repeated in the standard IBM file labels
for all files on the reel.

The format of the standard IBM volume
label is given in Appendix C.

Standard IBM volume labels are checked
by IBM~supplied programs {(e.g., IOCS, Util-
ity programs, Sort/Merge) .

ADDITIONAL VOLUME LABELS

The standard IBM volume label can be fol-
lowed by up to seven additional volume
labels. These labels are fixed in length
(80 characters). The character positions
1-4 must contain one of the identifiers
VOL2-VOL8, according to the relative posi-
tion of the label within the group of vol-
ume labels. The remaining 76 character
positions can contain whatever information
the user requires.

Additional volume labels are bypassed by
IBM-supplied programs.

CREATION OF VOLUME LABELS

All standard volume labels (the IBM label
and any additional labels) are written by
an IBM-supplied Utility program (Initialize
Tape) when a reel is prepared for use. The
Initialize Tape program is described in the
SRL publication IBM System/360 Model 20,
Disk and Tape Programming Systems, Tape
Utility Programs, Form C26-3808.

STANDARD IBM TAPE FILE LABEL

If standard labels are specified for a
file, the file must be preceded by a stand-
ard IBM header label and followed by a
standard IBM trailer label. These labels
are fixed in length and format.

The label identifier
tions 1-4) is:

(character posi-

e HDR1 for a header label (preceding the
data file),
e EOF1 for an end-of-file trailer label

(following a data file),
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e EOV1 for an end~of-volume trailer label
(at the end of a tape reel to indi-
cate that file is continued on

another reel).

The format of the standard IBM tape file
label is shown in Appendix D.

Standard IBM tape file labels are proc-
essed by IBM-supplied programs.

ADDITIONAL TAPE FILE LABELS

Each standard IBM tape file label may be
followed by up to seven additional tape
file labels. These labels are fixed in
length (80 characters). The character
positions 1-3 must contain a label iden-
tifier equal to that in the preceding IBM
file label (HDR, EOF, or EOV). Character
position 4 must contain a number from 2 to
8 to indicate the relative position of the
label within the group of file labels. The
remaining 76 character positions can con-
tain whatever information you require.

Additional tape file labels are not
read, processed or written by the IBM-
supplied Model 20 programs. They are
included only for reasons of compatibility
with the programming systems for other
System/360 models.

USER TAPE FILE LABELS

You may include 1 to 8 user header labels
and 1 to 8 user trailer labels to further

define your file. These labels have a
fixed length of 80 characters. The charac-
ter positions 1-4 must contain the label
identifiers UHL1 to UHL8 for header labels,
and UTL1 to UTL8 for trailer labels. The
remaining 76 positions of each label may
contain any information that you require.

User header and trailer labels are read
and written, but not processed by the IBM-
supplied Model 20 programs.

Tape Organization with Standard Tape Labels

Figure 41 illustrates the tape organization

for files that use the standard label set.

The sequence of items on the tape is:

1. Standard IBM volume label (required)

2. Additional volume labels
optional)

(up to seven,

3. Header label set:
Standard IBM file header label
(required)
Additional file header labels
seven, optional)
User header labels
optional) .

(up to

(up to eight,

4. Tapemark between header label set and
first data record.

5. Physical records of the file.

6. Tapemark between last data record and
trailer label set.

Load
Point )
Standard Standard File A Standard Standard File B Standard
IBM Volume | IBM Header IBM Trailer IBM Header IBM Trailer
Label Label for Label for Label for Label for
File A File A File B File B
™ ™ ™ ™ ™ TM|TM
Load
Point
Standard Standard Additional File A Standard Additional
IBM Volume | 1BM Header | and/or User IBM Trailer | and/or User
Label Label for Header Label for Trailer
File A Labels for File A Labels for
File A File A
™ ™ TM|TM
T™ =Tape Mark
Figure 41. Tape Organization with Standard Labels
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7. Trailer label set:
Standard IBM file trailer label
(required at end of file and end of
volume)
Additional file trailer labels
seven, optional)
User trailler labels
optional) .

(up to

(up to eight,

8. Tapemark after trailer label set.

9. If the file is on a multi-file reel but
is not the last file on the reel (EOF
label) the next standard IBM file
header label is written in this posi-
tion. If the file is on a single-file
reel (EOF label) or is the last file on
a multi-file reel, another tapemark is
written in this position. If the file
is a multi-reel file (EOV label) a
tapemark is written in this position.

Standard IBM Tape Lahel Processing

Standard IBM Tape Label Processing is per-
formed by the label-processing routines of
the Model 20 Tape and Disk Programming
Systems. These routines use the informa-
tion supplied in the VOL and TPLAB state-
ments that was stored by the Job Control
program at the end of main storage. Only
one VOL and one TPLAB statement need be
supplied for each logical file, regardless
of the number of reels on which the file is
recorded.

While a program using the IOCS is being
loaded, the tape label data is moved to the
label-processing routines, making the upper
area of main storage available to the user.
(The upper area of main storage may be
overwritten when an inquiry program is
initiated, therefore tape labels cannot be
processed by an inquiry program.)

Label processing routines normally con-
sist of two main parts: one to read, check,
and write header labels, the other to read,
check, and write trailer labels.

The operations performed by the label-
processing routines are described below.

Tape Input Files

e TIf the reel is positioned at the load
point, the standard IBM volume label is
read from the first or only reel used
for the file, and the volume serial
number in this label is compared to the
file serial number in the TPLAB
statement. If the numbers are not iden-
tical, the program halts and displays an
error code. In case of a multi-reel
file, the volume labels of all further

reels used for the file are bypassed.
If the reel is not positioned at the
load point, the volume label is not
checked.

¢ The standard IBM file header label is
read from the first reel, and the con-
tents of the TPLAB statement are com-
pared to the corresponding fields in
that label. If a multi-reel file is
being processed, the standard IBM file
header labels on the subsequent reels
are also read and compared to the con-
tents of the TPLAB statement after the
preceding reel has been processed. The
volume sequence number read from the
TPLAB statement is increased by one for
each additional reel.

e If a reel of tape contains more than one
file (multi-file reel), the label proc-
essing routines use the file sequence
number to position the file correctly.
The file sequence numbers in the stand-
ard IBM file header labels are checked
against the file sequence number in the
TPLAB statement, and the corresponding
files are bypassed until a match is
found or the end of the tape is reached.
If the tape is positioned beyond the
desired file when the search is started,
the program halts and displays an error
code.

e If user header labels are specified,
they are read into main storage and thus
made available for processing by the
user's label routines. To provide the
necessary linkage, an exit address must
be supplied by the user. User header
labels are read one at a time, until all
have been processed. If no exit address
is specified the labels are bypassed.

e When a standard IBM file trailer label
is read, the block count in this label
is compared to a count accumulated by
the IOCS during program execution,

. f user trailer labels are specified,
they are treated in the same way as user
header labels.

Note: If an input tape contains standard
labels but the user does not want these
labels to be checked, the entry FILABL=NSTD
should be used in the corresponding file
definition statement. This causes the
standard label set to be bypassed by the
label processing routines.

Tape Output Files

e If the reel is positioned at the load
point, the standard IBM volume label is
read from the first or only reel used
for the file, and the volume serial
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number in this label is compared to the
file serial number in the TPLAB state-
ment. If the numbers are not identical,
the program halts and displays an error
code. The volume labels of all further
reels used for the file are bypassed.

If the reel is not positioned at the
load point, the volume label is not
checked.

If a standard IBM file header label is
present on the tape onto which the out-
put file is tc¢ be written, this label is
read, and its expiration date is com-
pared to the date in the communication
region. If the expiration date has
passed, the reel is backspaced to write
the new standard IBM file header label.
If the expiration date has not yet
passed, the program halts and displays
an error code. This check is performed
for each reel of a multi-reel output
file. If no file label is present
(tapemark after volume label) the tape
is considered expired.

The new standard IBM file header label
is written with the information supplied
in the TPLAB statement. For a multi-
reel file, the volume sequence number is
increased by one for each successive
reel. The creation date of the output
file is taken from the TPLAB statement
before the label is written. If the
output file is to be written on a multi-
file reel and is not the first file on
the reel (i.e., if the output tape is
not initially positioned at load point),
the label processing routines of the
IOCS will search for an IBM trailer
label by reading backward from the point
at which.the tape is positioned. When
the label is found, its file serial
number and volume sequence number are
compared to the corresponding
information in the TPLAB statement. If
the numbers are not equal, the program
halts. If the numbers are equal, the
file sequence number of the trailer
label, increased by one, replaces the
file sequence number read from the TPLAB
statement. The IBM header label is then
written immediately after the tapemark
that follows the trailer label (s). DMNote
that the label processing routines do
not check whether the header labels
destroy a file that started after the
trailer label. The user must position
the tape correctly before opening the
output file.

If user header labels are specified, the
user's label routine is entered to fur-

nish the labels as each file is opened.

As many as eight user header labels can

be written.

¢ If an end-of-reel condition is sensed
before completion of the file, a stand-
ard EOV trailer label i1s written with
the information supplied in the TPLAB
statement and the block count accumulat-
ed during processing.

e When the end of file is reached, a
standard EOF label is written with the
same information as indicated for the
EOV label above.

e If user traller labels are specified,
the user's label routine is entered each
time an EOV or EOF trailer label has
been written. As many as eight user
trailer labels can be written.

Note: Standard labels on a 7-track tape are
written in the same density as the data on
that tape (all information on a tape reel
must be written in the same density). The
standard labels are written with even pari-—
ty in the translation mode.

Nonstandard Tape Lahels

Tape labels not conforming to the standard
label specifications are considered non-
standard. Nonstandard tape lakels must be
followed by a tape mark. The Model 20 Tape
and Disk Programming Systems do not read,
check, or write nonstandard lakels. Non-
standard tape labels are bypassed and proc-
essing begins at the first record following
the tape mark.

Unlabeled Tape Files

Unlabeled tape files must conform to cer-
tain rules if they are to be processed by
the Model 20 Tape and Disk Programming
Systems. The first record may be a tape-
mark, the last record must be a tapemark.
The end of a volume must: be indicated by
two tapemarks. All other records are data
records.

If the first record of an unlabeled
input tape file is not a tapemark, the
record is assumed to be a data record.

When an unlabeled output tape file is
specified, the label processing routines
assume that the mounted output tape is
unlabeled. No label checking is performed,
and any labels present on the output tape
are destroyed. A tapemark is written as
the first record on the output file unless
the entry TPMARK=NO is used in the
appropriate file definition statement.



Appendix C. Standard IBM Volume Label, Tape or Disk

The volume label format for tape or disk is as follows:

Field Bytes Name and Length
1 0-2 label identifier
3 bytes, EBCDIC
2 3 volume label number
1 byte, EBCDIC
3 4-9 volume serial number
6 bytes, EBCDIC
4 10 volume security
1 byte, EBCDIC
5 11-20 data file directory
10 bytes
discontinuous binary
6 21-30 reserved - 10 bytes
7 31-40 reserved - 10 bytes
8 41-50 owner name and
address code
10 bytes
9 51 volume protection -
1 byte
10 52-53 address of last
permanent label -
2 bytes
11 54-55 number of permanent
labels - 2 bytes
12 56-58 reserved - 23 bytes
13 79 length indicator -
1 byte
Note:

Description

must contain VOL to indicate that the label is a
volume label.

indicates the relative position (in this case 1)
of a volume label within a group of volume
labels,

a unique identification code which is assigned

to a volume when it enters an installation. This
code may also appear on the external surface of
the volume for visual identification. It is
normally a numeric field 000001 to 9299999, howev-
er, any or all of the 6 bytes may be alphabetic.

not supported by the Model 20 Disk
Programming System.

for disk only. The first 5 bytes contain the
starting address (cchhr) of the VTOC.

The last 5 bytes are blank. For tape reels, this
field is not used and should be recorded as
blanks.

reserved for manufacturers.

reserved for American Standards Association.
indicates a specific customer, installation
and/or system to which the volume belongs.
This field may be a standardized code, name,

address, etc.

hexadecimal OF prevents volume from being
accessed by inquiry program

disk address (hr) of last permanent label in
label information area.

total number of permanent labels in the label
information area (hexadecimal notation) .

reserved for future use.

indicates whether the label information area
(LIA) is one or two tracks in length.

All reserved fields should contain blanks to facilitate their use in the future.
Any information appearing in these fields at the present time will be ignored by the
Model 20 Disk Programming System.
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Appendix D. Standard IBM Tape File Label

The standard IBM tape file label format and contents are as follows:

Field Bytes Name and Length

1 0-2 label identifier
3 bytes, EBCDIC

2 3 file label number
1 byte, EBCDIC

3 4-20 file identifier
17 bytes, EBCDIC

4 21-26 file serial number
6 bytes, EBCDIC

5 27-30 volume Seguence number
4 bytes, EBCDIC

6 31-34 file sequence number
4 bytes, EBCDIC

7 35-38 generation number
4 bytes, EBCDIC

8 39-40 version number of
generation
2 bytes, EBCDIC

9 41-46 creation date
6 bytes, EBCDIC

10 47-52 expiration date
6 bytes, EBCDIC

11 53 file security

92

1 byte, EBCDIC

Description
identifies the type of label

HDR = Header =-- beginning of a data file
EOF = End of File -- end of a data file
EOV = End of Volume -- end of the physical reel

indicates the relative position (in this case 1)
of a file label within a group of file labels.

uniquely identifies the entire file; may contain
only printable characters.

uniquely identifies a file/volume relationship.
This field is identical to the Volume Serial
Number in the volume label of the first or only
volume of a multi-volume file or a multi-file

set. This field will normally be numeric (000001
to 999999) but may contain any six alphameric
characters.

indicates the order of a volume in a given file
or multi-file set. The first must be numbered
0001 and subsequent numbers must be in proper
numeric sequence.

assigns numeric sequence to a file within a
multi-file set. The first must be numbered 0001.
uniquely identifies the various editions of the
file. May be from 0001 to 9999 in proper numeric

seqguence.

indicates the version of a generation of a file.

indicates the year and the day of the year
that the file was created;

Position Code Meaning
1 blank none
2-3 00-99 year
L-6 001-366 day of year
(e.g., January 31, 1969 would be entered
as 69031)

indicates the year and the day of the year when
the file may become a scratch tape. The format
of this field is identical to that of Field 9.

On a multi-file reel, processed sequentially, all
files are considered to expire on the same day.

not supported by the Model 20 Disk
Programming System.



12 54-59 block count indicates the number of data blocks written on
6 bytes, EBCDIC the file from the last header label to the first
i trailer label exclusive of tape marks. Count
does not include checkpoint records. This field
is used in Trailer Labels.

13 60-72 system code not supported by the Model 20 Disk
13 bytes Programming System.
14 73-79 reserved - 7 bytes reserved for American Standards Association.
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Appendix E. Standard Disk File Label, Format 1

The Tormat 1 disk file label is common to all data files on disk.

Field

Bytes

Name and Length

The following fields

1

0-43%*

file identifier
44 bytes, EBCDIC

(2-33)

Field Bytes Name and Length
2 L format identifier
1 byte, EBCDIC
3 45-50 file serial number
6 bytes, EBCDIC
1) 51-52 volume sequence number
2 bytes, binary
5 53-55 creation date
3 bytes
discontinuous binary
6 56-58 expiration date
3 bytes
discontinuous binary
7A 59 extent count
1 byte, binary
7B 60 bytes used in last
block of directory
1 byte, binary
e 61 reserved - 1 byte
8 62-74 system_code
13 bytes
9 75-81 reserved - 7 bytes
10 82-83 file type
2 bytes

94

Description

this field serves as identifier of the file.

Each file must have a unique file identifier.
Duplication of identification will cause retrie-
val errors. The Model 20 Disk Programming System
compares the entire file identifier field against
the identification given in the DLAB statement.
The file identifier for the system disk pack
(bytes 0-21 contain 'SYSTEM 360 MOD20 DPS and
bytes 22-43 contain blanks) must never be used
for other files.

comprise the DATA portion of the file label:

Description

1 = Format 1

uniquely identifies a file/volume relationship.
It is identical to the Volume Serial Number of
the first or only volume of a file.

indicates the order of a volume relative to the
first volume on which the data file resides.

indicates the year and the day of the year the
file was created. It is of the form ydd, where

y signifies the year (0-99) and dd the day of the
year (1-366).

indicates the year and the day of the year the
file may be deleted. The form of this field
is identical to that of Field 5.

contains a count of the number of extents
for this file on this volume.

not supported by the Model 20 Disk

Programming System.

reserved for future use.

uniquely identifies the programming system.

The character codes that can be used in this
field are limited to 0-9, A-Z, or blanks. This
field is optional for Model 20 DPS.

this field is reserved for future use.

the contents of this field uniquely identify the
type of data file:

Hex 4000 = Sequential organization
Hex 2000 = Direct-access organization
Hex 8000 = Indexed-sequential organization

The second and fourth half-bytes of this field
contain codes used for file protection.



|11**

12

13
14
15
16
17
18
19

20

21

84

85
86-87
88-89

90
91-92

93
94-97

98-102
103-104
105

record format
1 byte

option codes
1 byte

block length
2 bytes, binary

record length
2 bytes, binary

key length
1 byte, binary

key location
2 bytes, binary

data set indicators
1 byte

secondary allocation
4 bytes, binary

last record pointer
5 bytes
discontinuous binary

reserved - 2 bytes

extent type indicatoxr

1 byte

the contents of this field indicates the type of
records contained in the file:

Bit
Position Contents Meaning

0 and 1 01 variable length records

10 fixed length records
11 undefined format
2 0 no track overflow
1 file is organized using track
overflow (Operating System/360
only)
3 0 unblocked records
1 blocked records
4 0 no truncated records
1 truncated records in file
5 and 6 01 control character ASA code
10 control character machine code
00 control character not stated
7 0 records have no keys

1 records are written with keys.
bits within this field are used to indicate
various options used in building the file.

Bit
0 If on, indicates data file was created using
Write Validity Check.

1-7 unused.

indicates the block length for fixed-length
records.

indicates the record length for fixed-length
records.

indicates the length of the key portion of the
data records in the file.

indicates the high-order position of the key
portion.

not supported by the lModel 20 Disk
Programming System.

not supported by the Model 20 Disk
Programming System.

not supported by the Model 20 Disk
Programming System.

reserved for future use.

indicates the type of extent with which the
following fields are assoclated:

Hex Code

00 next three fields do not indicate any extent.

01 prime area (indexed sequential) or consecutive
area, etc. (i.e., the extent containing the
user's data records.)

02 overflow area of an indexed sequential file

04 cylinder index or master index area of an
indexed sequential file
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25

29

22 106

23 107-110
24 111-114

-28 115-124

-32 125-134

extent sequence number

1 byte, binary

lower limit
Il bytes
discontinuous binary

upper limit
4 bytes
discontinuous binary

additional extent
10 bytes

additional extent
10 bytes

indicates the extent sequence in a multi-extent
file.

the cylinder and the track address specifying the
starting point (lower limit) of this extent
component. This f£ield has the format cchh.

the cylinder and the track address sgecifying
the ending point ({(upper limit) of this extent
component. This field has the format cchh.

these fields have the same format as the fields
21-24 above.

these fields have the same format as fields
21-24 above.

*The end of the active VTOC is indicated by a label that contains /* and blank in the
first three bytes and a binary zero in byte 44.

I **These fields are not supported by the Model 20 Disk Programming System.
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The Format 2 disk file label is used only with indexed sequential data files.

Appendix F. Standard Disk File Label, Format 2

It is

preceded either by a Format 1 label or by a Format 3 label.

Field

Bytes

Name and Length

K1

K2%*

K3x*

R *

K5%*

K6

D1

D2

D3*

Du

D5

D6

D7%*

D8

0

13-19

20-24

25-43

4y

45

46

47-49

50-51

52

53

54

key identification
1 byte

address of 2nd level
master index

7 bytes
discontinuous binary

last 2nd level master
index entry address

5 bytes

discontinuous binary

address of 3rd level
naster index

7 bytes
discontinuous binary

last 3rd level master
index entry address

S bytes

discontinuous binary

reserved - 19 bytes

format identifier
1 byte, EBCDIC

number of index levels
1 byte, binary

high level index
development indicatoxr
1 byte, binary

first data record

in cylinder

3 bytes
discontinuous binary

last data track

in cylinder
2 bytes, binary

numbexr of tracks for

- ¢cylinder overflow

1 byte binary

highest "r" on
high-level index track
1 byte, binary

highest "r" on

prime track
1 byte, binary

Description

this byte contains the Hex Code 02 in order to
avoid conflict with file name.

this field contains the address of the first
track of the second level of the master index,
in the form mbbcchh.

this field contains the address of the last
index entry in the second level of the master
index, in the forw cchhr.

this field contains the address of the first
track of the third level of the master index,
in the form mbbcchh.

this field contains the address of the last
entry in the third level of the master index,
in the form cchhr.

resexrved for future use.

2 = Format 2

the contents of this field indicate how many
levels of index are present with an indexed
sequential file.

this field contains the number of tracks

determining development of master index.

this field contains the address of the first
data record on each cylinder in the form hhr.

this field contains the address of the last
data track on each cylinder, in the form hh.

this field contains the number of tracks in
cylinder overflow area.

this field contains the highest possible r on
track containing high-level index entries.

this field contains the highest possible r on
prime data tracks for form F records.
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D9 55 highest "r" on this field contains the highest possible r on
cverflow track overflow data tracks for form F records.
1 byte, binary

© D10* 56 "r" of last data record this field contains the r of the last data

cn shared track record on a shared track.
1 byte, binary

D11 57-58 spare - 2 bytes reserved for future use.

D12 59~60 tag deletion count this field contains the number of records that
2 bytes, binary have been tagged for deletion.

D13%* 61-63 non-first overflow this field contains a count of the number of

reference count (RORG3) random references to a non-first overflow record.
3 bytes, packed decimal

D14* 6L-65 number of bytes for the contents of this field indicate how many
highest level index bytes are needed to hold the highest-level index
2 bytes, binary in main storage.

D15%* 66 number of tracks for this field contains a count of the number of
highest-level index tracks occupied by the highest-level index.
1 byte, packed decimal

D16 67-70 prime record count this field contains a count of the number of
4 bytes, binary records in the prime data area.

D17%* 71 status indicator the eight bits of this byte are used for the
1 byte following indications:

bit description

0 last block full
1 last track full
2=-1 must remain off
D18 72-78 address of cylinder this field contains the address of the first
index track of the cylinder index, in the form
7 bytes mbbcchh.

discontinuous binary

D19* 79-85 address of lowest-level this field contains the address of the first
master index track of the lowest-level index of the high
7 bytes level indexes, in the form mbbcchh.
discontinuous binary

D20#* 86-92 address of highest- this field contains the address of the first
level index track of the highest-level master index, in the
7 bytes form mbbcchh.
discontinuous binary

D21 93-100 last prime data this field contains the address of the last data
record address record in the prime data area, in the form
3 bytes mbbcchhr.

discontinuous binary

D22 101-105 Last track index entry this field contains the address of the last
address normal entry in the track index on the last
5 bytes cylinder in the form cchhr.
discontinuous binary

D23 106-110 last cylinder index this field contains the address of the last index
entry address entry in the cylinder index in the form cchhr.
5 bytes

discontinuous binary
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D24* 111-115

b25 116-123

D26% 124-125

D27 126-127

D28 128-129

D29* 130-131

D30 132-134

last master index

entry address

5 bytes

discontinuous binary

last independent

overflow record address

8 bytes

discontinuous binary

bytes remaining on

overflow track

2 bytes, binary

number of independent

overflow tracks (RORG2)

2 pbytes, binary

overflow record count

2 bytes, binary

cylinder overflow area

count (RORG1)

2 bytes, binary

reserved -

3 bytes

this field contains the address of the last index

entry in the master index in the form cchhr.

this field contains the address of the last
record written in the current independent
overflow area, in the form mbbcchhr.

this field contains the number of bytes remaining

on current independent overflow track.

this field contains the number of tracks
remaining in independent overflow area.

this field contains a count of the number of
records in the overflow area.

this field contains the number of full cylinder
overflow areas.

this field is reserved for future use.

* These fields are not supported. by the rModel 20 Disk Programming System.
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Appendix G. Standard Disk File Label, Format 3

The Format 3 disk file label is used to describe extra extent segments on the volume if
these cannot be described in the Format 1 (and Format 2 if it exists) file label. This
file label is preceded by a Format 1 or another Format 3 file label.

Field Bytes

Name and Length

1 0-3

18 4y

19-51 15-124

52 125-134

100

key identification
4 bytes

extents
40 bytes

format identifier
1 byte, EBCDIC

additional extents
80 bytes

reserved
10 bytes

Description

each byte of this field contains the Hex Code
03 in order to avoid conflict with a data
file name.

four groups of fields icdentical in format to
fields 21-24 in the Format 1 label.

3 = Format 3
eight groups of fields identical in format to
fields 21-24 in the Format 1 label.

reserved for future use.



The Format 4 disk file label is used to
always the first file label in the VTOC.
4 file labels per volume.

Field

Bytes Name and Length

1 0-43 key field

44 bytes

ug format identifier

1 byte, EBCDIC

last active format 1
5 bytes
discontinuous binary

45-49

50-51 available file label
records :
2 bytes, binary

highest alternate track
4 bytes

discontinuous binary

52-55

56-57 number of alternate
tracks

2 bytes,

binary

58 VTOC indicators

1 byte

8A extent count

1 byte
8B

60-61 reserved - 2 bytes

9IA 62-63 last cylinder
initialized

2 bytes

9B 64-70 resexrved

5 bytes

9C 71

ERASE option
1 byte

9D 72=-104 reserved

35 bytes

10-13 105-114 VTOC extent

10 bytes
14 115-124 LIA extent
10 bytes
15 125-134 reserved - 10 bytes

Appendix H. Standard Disk File Label, Format 4.

describe the Volume Table of Contents and is
There must be one and only one of these Format

Description

each byte of this field contains the Hex Code

04 in order to provide a unique key.

4 Format 4

Not supported by the Model 20 Disk
Programming System.

Not supported by the Model 20 Disk
Programming System.

contains the address (in the form cchh) of the
next available track of a block of tracks set
aside as alternates for bad tracks.

contains the number of alternate tracks
available.

Not supported by the Model 20 Disk
Programming System,
in

contains a count of the number of extents

the Format U4 label.
reserved for future use.
contains the binary eqguivalent

of the decimal values 102 or 202,
appropriate.

as

reserved for future use.

Bit 4, if on, indicates ERASE option
used; when not on indicates ERASE
option not used.

reserved for future use.

these fields describe the extent of the VTOC,
and are identical in format to fields 21-24 of
the Format 1 file label. Extent type is 01
(prime data area).

these fields describe the extent of the label
information area (LIA), and are identical in
format with fields 21-24 of the Format 1 file
label. Extent type is 01.

to be left blank.
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Appendix I. Model 20 DPS Program and Phase Names

The table in Figure 42 lists the phase names of the Model 20 DPS programs. The names
given must not be used as phase names for user programs.

e 1
|PHASE NAME |

s
[$$$$3A, $$$CMA |

|ASSEMK, ASSEML, ASSEMM, ASSEMN, ASSEMO, ASSEMP, ASSEMQ, ASSEMR, ASSEMS, ASSEMT, ASSEMU,

|
|AORGZ, AORGZ1, ASSEMB, ASSEMC, ASSEMD, ASSEME, ASSEMF, ASSEMG, ASSEMH, ASSEMI, ASSEMJ, |
I
|ASSEMV, ASSEMW, ATASGN I

|
|BACKUP, BACKUR, BACKUS, BACKUT, BACKUU, BACKU1, BACKU2, BACKU3, BACKU4, BACXU5, BACKU6 |

|
|CARDSK, CARDO1, CARDOZ2, CARDO3, CARTAP, CARTO1, CART02, CART03, CARTO4, CART05, CLRDSK, |
|CMAINT, CMAIN1, CMAIN2, CMAIN3, CMAIN4, COPSYS, CSERV, CSERV1, CSERV2, CSERV3, CSERVY4 |

R B S - -

I
|DDUMP, DSERV, DSKCAR, DSKCO1, DSKC02, DSKDSK, DSKDO1, DSKD02, DSKD03, DSKPRT, DSKPO1, |
|DSKP02, DSKTAP, DSKTO01, DSKT02, DSKT03 |

T T T T 1
|IAE, INITTP, INTDSK |
T T |
|LDSYS, LNKEDT, LNKED2, LNKED3, LNKED4, LNKEDS I
e e ——-- oo y

I
|MMAINA, MMAINB, MMAINC, MMAINT, MMAIN1, MMAIN2, MMAIN3, MMAIN4, MMAINS5, MMAIN6, MMAIN7, |
|MMAINS, MMAINS, MSERV, MSERV1, MSERV2, MSERV3, MSERV4, MSERV5 |

= e 1

|
|PL1, PSERV, PUNCH |
b o e 1

| |
|RESTOR, RPG, RPG#AD, RPG#AE, RPG#AF, RPG#AG, RPG#AK, RPG#AM, RPG#AZ, RPG#BA, RPG#BD, |
|RPG#BG, RPG#BK, RPG#CA, RPG#CC, RPG#CD, RPG#CE, RPG#CF, RPG#CI, RPG#CM, RPG#CN, RPG#CP, |
|RPG#CR, RPG#CS, RPG#CT, RPG#CU, RPG#CX, RPG#DB, RPG#DC, RPG#DE, RPG#DG, RPG#DI, RPG#DS, |
|RPG#EB, RPG#EE, RPG#EH, RPG#EL, RPG#EP, RPG#ES, RPG#EW, RPG#EY, RPG#FB, RPG#FE, RPG#FH, |
|RPG#FL, RPG#FP, RPG#FS, RPG#FW, RPG#FY, RPG#GB, RPG#GE, RPG#GR, RPG#HF, RPG#HG, RPG#HP, |
|[RPG#HR, RPG#IB, RPG#IC, RPG#IF, RPG#IG, RPG#IH, RPG#II, RPG#IK, RPG#IL, RPG#IN, RPG#IO, |
|RPG#IP, RPG#IR, RPG#IU, RPG#IW, RPG#KF, RPG#KK, RPG#KP, RPG#KU, RPG#LB, RPG#LF, RPG#ILK, |
|RPG#LP, RPG#LU, RPG#ME, RPG#MI, RPG#MO, RPG#NA, RPG#WB, RPG#WC, RPG#WD, RPG#WE, RPGHWF, |
|RPG#WG, RPG#WH, RPG#WI, RPG#WK, RPG#WL, RPG#WM, RPG#WN, RPG#ZA, RPG#ZB I
fem e e e e e - - -——

[ |
| SORT, SORT02, SORTO4, SORT06, SORT08, SORT10, SORT12, SORT14, SORT16, SORT18, SORT20, |
| SORT22, SORT24, SORT26, SORT28, SORT30, SORT32, SORT34, SORT36, SORT38, SORTLO, SORTU2, |
| SORTUL, SYSEND, SYSEOJ I
T e 1

| |
|TAPCAR, TAPCO1, TAPCO02, TAPCO03, TAPCO4, TAPC0S, TAPDSK, TAPDO1, TAPD02, TAPDO3, TAPDO4, |
|TAPD0S, TAPPRT, TAPPO1, TAPPO2, TAPP03, TAPPO4, TAPP0S, TAPP06, TAPSRT, TAPS01, TAPS02, |
|TAPS03, TAPSO4, TAPS05, TAPS06, TAPS07, TAPS08, TAPS09, TAPS10, TAPS11, TAPS12, TAPS13, |

| TAPTAP, TAPTO01, TAPT02, TAPT03, TAPTO4, TAPTO5 I
e e e e e e e e e e e e e e e e e e e e e o e e e e e e e e e . 2 o e e o . e e e e S e o . o e e 0 e o e s e J

Figure U42. Model 20 DPS Program Names
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Appendix J. Methods of Using the Disk Programming System

Assembler

source
program

assemble-and-execute: assemble only : compile only:

RPG

compile-and-execute

// JOB ASSEMB, program // JOB ASSEMB // JOB RPG
// EXEC // EXEC // EXEC
ASSEMBLER RPG

|

Relocat-
object object :""
program program rea

for multiphase progruml:
// JOB LNKEDT  // JOB LNKEDT
// EXEC // EXFC R
LINKAGE
EDITOR
1
// JOB program card-tesident : card-resident : // JOB program
// EXEC LOADER,R // JOB program // JOB program // EXEC LOADER,R
// EXEC // EXEC
disk-resident : disk-resident :
// JOB program // JOB program
// EXEC LOADER // EXEC LOADER
TEMPORARY
CATALOGING IN THE CATALOGING IN THE CORE-IMAGE LIBRARY
CORE-IMAGE LIBRARY
] l l '
// JOB CMAINT // JOB CMAINT // JOB CMAINT // JOB CMAINT
// EXEC R // EXEC // EXEC // EXEC R
CMAINT

execution of // JOB program
program // EXEC

// JOB RPG, program
// EXEC

TEMPORARY
CATALOGING IN THE
CORE-IMAGE LIBRARY

CMAINT
used
intemally

execution of
program
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Index

/& control statement eeceeececccracsaass
/& NAME control statement eeeeececescesas

ACTION CAXA ceescssescscascssnnnsnsnocse D0,
Allocating Airectories .c.eeseescessse 50,
Allocating librariesS eceeececcecesces . 50,
Allocating relocatable area ceessee.. 50,

AORGZ
job

PYXOGTYAIN eeeeoecconascesnsososacaensnoes
control statenentsS eceececccocnsee

program control statements ceececescseee
Assemble-and-exXeCcuUte .ceseessssaens 25,37,103

ASSGN
for
for
for
for
for
for
for
for
for
for
for
for
for
for
for

control statement,

AORGZ PYXOJYaNM sessscecssannsscescaes

BACKUP function ceceecsececencneceas

CMAINT DPXrOGXaM easscecssecssecsscas

COPSYS pPYOGXaM eeeessscessscnscscas

CSERV LYOQYEM eeeeeosesascsvaconsas

DSERV PrOGY&aM eeeesecsasssssonseas

INTDSK function eccesceccaccenceess

Job CONtrol PrOGYaMNi eecesscoenccees

LDSYS PYrOGTYAIl eaeeenssssnsennse 65,
LNKEDT PYOGYaM eceesomcsesasscacaesns

MMAINT PrOJYXall cessocsssscssensases

MSERV LYXOJIall ecescscocsssescccanses

PSERV PXOQIXaAM eeeeeesceccecanss D1,
PUNCH function eeeccecececscencsoas

RESTOR function eccececececenccaes

Backup and Restore program (BACKUP) ....
BACKUP function ec.ceveeccecnccsosaees

job

control statementsS eceeecesescesnss

program control statementsS ceecececces-
INTDSK fuUnNCtion e.eecececcencescocneans

job

control statements ce.ccecenescans

program control statements ceecececees-
PUNCH funcCtion eseecesscacecoccsenncess

job

control statementsS ceeececcencecsns

program control statements .ceceecececns
RESTOR fUNCtion eeeecesescceccscscacas

job

control statementS ceoescessceancses

program control statements cecescsssss
BACKUP fuUncCtion .sceecescccscecssnscasnns
BACKUP DIXOQTAIl e esesssosenessencscacsnsos
BSCA communications error statistics 26,
Building the SyStem sececeecececencnenan

CARDFILE OPtiON seeccecsseacccsacssaasces
Card Initial Program Loader (IPL) ceeeas
Carxd IPL eeececoccsosascnoacscsconsscnssaes
Card-resident IPL cccecevecsonscaccacans
Card-resident Job CoONtrOl siceosacvoceases
Card-resident MONitoOY cceesccacccanaceas

CATAL

CAYA eeeeenenosssessnccenoasssnenass

Cataloging IPL PIrOGLaAM .eeecsesssscssees
Cataloging macro definitions .ceeeeeceess
Cataloging MoOnitor ProOgram «ceeceeecscecsss
Cataloging phaSeS ceecacencscccoscocncnss

CATAL
for
for

104

control statement,
CMAINT DrOGYaNM cesesscosaassscssnss
MMAINT PYOQJYaM eecsvecsossassnssseas

72
72

59
65
65
65
50
50
50

50
70
us5
69
4o
39
73
29
66
53
ue
43
52
76
T4

72
35
35
35
22
14
59

16

46
b4e

46
ug

CHMAINT LYOQYAIL evsesnceccesasesncnasnassss

job control stateirents ....

program control statements
Communication regicCn seeacess
Compile-and-eXecCuUte eevaecesss
CONFG control statement,

for Job Control Erogram ...

for LDSYS ProOgral eeeeeeses

for PSERV LYOGLAl eeceesssss

Control statement conventions

Control system,
card-resident .c.eeeecsscecee
disk-resident eceecececssvecnss
COPSYS LYrOGYXAll eesesenanesens
job control statements ....
program control statenents

45
45
45

ees 25,37,103

ee e s 0 s
s v e s e s
¢ e o a v

" e e s e 0000w

ceene.. 10,

veseeens 8
ceeeseeaan
seceseanes

se v e ee oo

COPY control statement eceeceasceccecessas
Copy System Disk prograr (COPSYS) «esee.
job control statements J.ceccaeccacacen

program control statements

*m o0 aeewoace

Core-Image JiTXECLtOry sacseacesnssncansaae
Core-Image libDYary eaeecececesnassencssacns
Core-Image Service program (CSZRV) .....
job control sStatements ceeceesmcesceess
output OnN SYSOPT ceeieecccccccncscnans

program control statements

Core-Image Maintenance rrogramn

Saen e e e anea

(CMAINT)

job control statements cececceccceccns

program control statements
Creating a backup tapre .c...e..
Creating a disk volume label
CSERV PXOJXaM sesocesacasascse
job control statements ....
program control statements

-

teeeee. 15,
s e v oedeesoe

s e w e e e anes

DATE control statement .ceeeecescecenccans
Date f£ield (communication region) ......

DELET control statement,

for CMAINT PYOGYAM eaessecacacssnsnsces

for Job Control prograll ...

for MMAINT pXOQYaml eeeessss
Deleting IPL LrOgram eaeseeesa
Deleting macro deiinitions ..
Deleting MHonitor program «...
Deleting permanent labels ...
Deleting rhaSeS cecevceacncos

ss s ec e s

T e 0 e e ec e

s00esvesae

ew0seeeeen

sav e e e

e 0 e e e s e

s e 0 e e o

Directory Service program (DSIRV) <e....
job control statements ceeececcsoncens

program control statements

-

Disk Initial Program Loader (IPL) eeevas.
DiSKk IPL cueecececssnsosscoccsncacsonsascssss

Disk lakel information,
PEYMANENt cssnenesoscsconsce
LeMpPOrary ceeeescccessasson

Disk label processing .cece..e

Disk labels,
format 1 ecececeecocacacaaa
fOrmat 2 eceeccccsscncancoca
FOrmat 3 ivoeeencccecncncacs
format U ceoeseecssccoscacsns
VOIUME +teeoesenccnccsaanana

Disk-resident IPL eecesccsasse

-



Disk-resident Job CONtrol ceeemevacessas
Disk-resident Monitor

Displaying
Displaying
Displaying
Displaying
Displaying
Displaying
Displaying
Disolaying
Displaying

tables

e sc e emeencnsss e

card backup fileS ecceeevees
core-image library .

directories

disk IPL

disk Monitor

o ®0 68 wew

e s 0eee v onn

es o deece

s eeanvene

es e e

s s es 0o

macYO libra¥y ecceeecveecceass

Monitor features
prermanent labels

"o ®emaco0e e

oo sewnoesae

rhysical and logical unit

©Ce o wesessseEeCee e O enROesaNU e

Distribution package sceesceccocscnesea

DLAB control statement
DSERV PXOGYaI eesmseocsoeésco

job control statements ..
control statements
control statement
control statement ecuseececene
CSERV PXOQraM eenecescsescesoco
DSERV program eeee.eoco
Job Control program .
MSERV Program seeseos
PSERV pPrOgram evessoo
PUNCH function

prograiu
DSPCH
DSPLY
for
for
for
for
for
for

END card

s om0

s e® e eo0en

s e e a0 ene

e eo00n

s® c coewcevoe

@asecssno

*enoecne

sswvos e

e eveoeann

"o o oew e s me e o0

S es s eV acssesscONeBDEReRDO L

.o

END control statement (all programs) .

ENDTR control statement

ENTRY card

ER--external reference

ESD card

e A eawo oo oo

" e s es s eI En e NN EDeReR e

ESID number (external symbol

identification)
EXEC control statement
Execute-loader function

T e0owesenoenn e e

L I I I B N I I B NN A AR N S W)

" s ebsecnecap0enses o

@« p® 0000 emssoe e

ew e c s e vssse0r e

External symbol identification number

Fetch routine
FILES control statement

@ s sec e macseD o s e ns

»00ewnoo

Fixed=job SYStem seeesscconsces

Format
Format
Format
Format
Format

Generative Monitor concept
GlOSSAYY eacvesssconsecscas

IDENT control
IMT CAYA eeecencsnsancanscnn
INCLD control statement

statement

of control statements ..
1 disk label ceeeieceacns
2 disk label
3 disk label
4 disk label

LR N N )
sdeveeveosco

ewvevneoeco

se 6o

e s o

ew o

e newn

Re> o e em e

Initial Program Loader (IPL),
for card-resident system ...
for disk-resident system ....

Inquiry Attention routine cea...

Inquiry Initiator routine «.....

Inquiry routines
INTDSK function
INTERN control statement .

ee 0o s e e

*» s 0es

IPL control statement,
for CMAINT PrOgrall eseesoceses

for CSERV pProgram «ce..e
for LDSYS program eee.se

IPL program

»

-

cen

o0

LAY

a s e0eesnvoneso

.. 39
«. 39
.. 76
.. 34
.. 41
.. 39
.. 34
.. 43
.. 52
«s 16

57,59

«e 10
.. 30

.. 94
.. 97

.. 81
ee 12
.. U9
.. L8
.. 35
«s 35
.. 18
.. 19
.. 18
.. 13
.. 43
.. 46
.. 41

card-resident seccesscccecsssssssnsscss 35
disk-resident .ccecesescionssscsacensans 35

ecoeses 17

I/0 device assignient eceeeesos
changing through PSERV ceevevcacsaocss
Job Closing roUutinesS eeeeesecocs
Job Control progran,
card-resident
disk-resident
JOB control statement .eeceeace
Job Control statements,
ASSGN
CONFG eeeenevcenansceccnsasnseasonsaacanss
DATE ceceeccenss
DELET eceenocces
DLAB s
DSPLY ..
EXEC eaeeecsoans
FILES
format Of ceveevensacesacncnccanannsns
JOB
LOG
NOLOG
OPTN ceeeene
order Of InpuUt ceceoeeccenaoca
PAUSE esccevescscssccasscsscns
SUMMATXY Of ceeecncccacencens
TPLAB
UPsSI
VOL
XTENT ecesvecesescncs

Job information processing ...

e®nsac e e
" P e s eceses e o8 ses0wm e o
eesoev s s evescse

se e enees

Bon eveo oo
L R R A A I I I R N R R R

sscso0es s s seens conwemens e
weenesereesneecoesen e
DI e I I T I I N I
D I I I N I I R

©s s o e e s es o reUsese s

% e e eV e E0 e B NEN e EOELEN N SO RC O e

L R R I R R R I R R
e 0 e esUe B eT e en e s esn e es e
®eesteecesescess e sseseasenee e
w0 ssecsemsenveesenmceesno =
eeveneseee
cesveccesw s
secescaco e
Secensssesscusanae

s ewnw meceanewee

® 9 008U eEBEL00CED®sES0CEseO B0 EREn

CvTeveen e e e s reN R Be s IeENCNON SO ea e

s s s es0 s eemc0ecee e

Label information,
PEYRANENT v eeeccecnnsascsnns
TEMLOYAYY oceescscencnsacnacs
Label information area
Label information processing .
Labels for disk files
Labels for tape files ceeeeas.
LD--label definition
LDSYS PrOgXall eeseceecveceascssns
job control statements .....
probram control statements .
T
Libraries
Library Allocation Organization program
(AORGZ)
job control statements ce.eoceeccaccsans
program control statements
LIMIT control statement,
fOor AORGZ PIXOQGTAIN veesessonsescnsnocess
for LDSYS PrOgram eeceessenescsossesecss
Linkage LEditor program (LNKEDT) eeescee-
functions
input cards
job control statements .
output on SYSOPT
USEe Of LYOGTYAIM eeeeccccsscnnsncscasnsss
Linking assembled phasSes cececeecsnascas
Listing card kackup fileS .eeeicecaciass
Listing core-image libDrary eeesecesssses
Listing directories
Listing disk IPL
Listing disk MONitor seeseeaces
Listing job control statementsS ecoecoees-
Listing macro library ecesceesescssceses
Listing permanent labels
Listing physical and logical unit

tADlEeS sececensosscomncsnasuansascassesse

ces o eevenes
ceeveonae
e@scsevssvosece
eecesemvsen
ceeseensecsecsmemooe
es 0 sece e
s e e cssaveanocwceeses
ev v cacesee
D N I I IR
cevesec e
@s e s et evesse st s ev0vess e oo

D I I R A I A R N R R R A A I

e ec e eas e

® e e es s sev O s GRLNG e eV0esameae
R A A I I R R L I A A R

sewv s es e esemea e

" e s e OO ees 00w e we

@Se e ceses 0 s v

" e e0seeveesn e cv0ac e

evo0ceocees e e

Index

12,

23

25
31
32
21



LNKEDT DXOgXall seeecccecessesn
functions .eeeicececcass
input cards sesieceecseso
job control statements .
output on SYSOPT .eeesee
use Of DYOJGYEM eoeesecsan

Load System Disk program (LDSYS

e e e

job control statements coeess
program control statements ..
Loading conventions .eesceceocss
Loading IPL Program escesccesess
Loading Monitor 2rogram sosscos
Loading the SYyStem svccseuvosoass
LOG control statement ececececse
Logging BSCA communications error
STAtiStiCS ceemveencecccncosnse
Logging job control statements
Logging permanent labels ......
Logging tape error statistics .
Logical unit block sceeeeieaneaans
Logical unit table ..ieeieeecnn

LUB cceearaccenstsecessceancencas

Machine requirements se.ecoeess
Macro directory ..eeceoesennease
MACYO 1iDrary ceieusescocceccesse
Macro Service program ([MSZRV) .
job control statements cu.eee
output in internal format ...
output in source format eceeeos
output on SYSOPT .eeescccesse
program control statements ..
Macro Maintenance program (MMAINT) ...
IMT CAXd eeeeassacescscscneconsscacsse
job control statenents cseececeevoensea
IIND CArd ceevevecacsscssanenccononnesne
MOD CBYXd eseeenseasnsnencnasenscaesse

program control statements

)

.
.

Maintaining the core-image library ...
Maintaining the macro 1ibrary eecseeess
MMAINT PXrOQGrall e secessscsocasacccsansss
IMT CAYA ceeeencensancssccscsncaccnsnse
job control statements ecassececcuvseo
MND CAXQ cececnncoeccosnessasnscscancns
IMOD CAXA eeeeesecancescancossmcassnsss

program control statements

scemrenoee

MND CAYd eeeceenncacsoncasocannansscans
MOD CAXd vseeevessconcsecsconcnsnneuvnsn
Monitor area (communication region) ..
Monitor end address (communication
Yegion) seeesccnsncssccascsnas
Monitor generation ceceseesesse

MONitor I/0 Ared ceseecesss
Monitor layout ..eeececease
Monitor program,
card-resident seeesecsne
disk-resident weieceecees
Monitor storage map ecoesse
MONTR control statement,
for CMAINT Program ecea..
for CSERV program eeeeso
for LDSYS program «e.e...
MSERV DPrOQLAM eeosesesense

.

job control statements «.....

output in internal format

.o

output in source format .....
output on SYSOPT ceeecenccccn

106

escacae

LR RN )

evsecso

sonaesao

evsvoea

ss v e

s s eoeow

eesoc e s

-

program control statements
Multiphase Programs eeeescesas

NOBOOT OPtiOnN eceevecasssaccas
NOINC Option ceceerenceecasnae
NOLOG control statement .....
Nonstandard tape labels ...e0

OPTN control statement,
for BACKUP function ...cece
for Job Control progran ...
for RLSTOR function ..esceo

-

cewecoee e

LR N A N )

PAUSE control statement ceamsosses

Fermanent disk lakel informaticn

Permanent I/0 device assignment .
Phase names, summary Of c.ceveens
PIASE CAYA ceeesscssnccscsacussas

Physical and Logical Unit Tables

Service program (PSERV) ceewacos
job control statements cecaceese

program control statements

e ®o0a

Physical device addreSS eeocescesoccs
Physical disk I/0 routineS cessuonses

Physical IOCS for printer-keykoard

Physical tape I/0 routines ceeecoss
Physical unit bloCK eeeececascacvans
Physical unit taple cevevesenscvocs

Printer-keyboard ghysical I0CS

Printing card backup files .ce.aess
Printing core-image libDrXary <esceooe
Printing directorieS c.eeceeecasssss
Printing CGisk IPL ceoesennccceassnss
Printing disk MONitOY .seneceveccoss
Printing job control statements ...
Printing macro l1ibrary eeeescessces
Printing permanent labels csvesocnes

Printing physical and logical unit

tADleS cieeaceteracnataccnncrnaens
Programmer's CONMENTS ecaeesccosecvsea

Program name field (communication

TEGL10N) cacnsecsoccsnnsnnacncnacanos

Program names, summary of ...
Program switches, user ......
PSERV DProgram ..cecscecenesen
job control statements ....
program control statements
PUD ceeaesosocscsnssnsssncans
PUNCH control statement,
for CSERV pProgram cecasssase
£for MSERV PrXrOgram ceeesesss
PUNCH function eeeeeceacecsenn
Punching bootstrar card .....
Punching card backup files ..
Punching core-image library .
Punching disk IPL cceeecsacacas

-

sewe

e s e s a

e® oo o

Punching disk Monitor ceeeecoeees
Punching distribution package ...
Punching macro library «ceceececas

Reallocating directOri€s saaceceo
Reallocating librariesS .eeesssess

Reallocating relocatable area

©

Relocatahle @r€a sceoccesncannccan

Relocating assembled programs

REP CAYA sneececcocencnsessanencnosnse
RESTOR function e..eveecvecaceanaas
Restoring a card backup file ......



Restoring a disk backup file ...
Rewinding a tape reel ..covesccsacas
RLD card
Rollin routine
Rollout routine
RPT control statement,

INTDSK function

RESTOR function
Rules for subphases

e @9 ev ee s eceecs 00N PrB e

e s s 0 esemsee0 et b es e
s e es v esseenrconsunoe
"m0 e e ete0o0seneeecen
e s e s 0o s as

ewoensee

weo0cee0esenrveesoa

SD--section definition
Single-drive system considerations .
Single-phase Programs eecceecescsssce
Skipping tapemarksS eceeececceasccasss
SOURCE control statement
Standard disk file label formats ...
Standard disk file label
Standard tape file label
Standard disk volume label
Standard tape volume label
START control statement
Storage capacity byte (communication
YEJIiON) eceecieeccnnnccccasancsscsans
Subphases, rules for .
Symbolic device addreSS seceeseccacs
System directory eeecececcnceconasecs
System disk pack,

creation of

organization Of ceesecccococnncccna

Ceosesasnsan

© o eseevessane
¢ U e euonesecs
s eecneane
sevoneccs

evs v e vemesossoce

eecscvescenasras

e s s eesss s eseancsncessancse

Tape error recovery,
non-transient
transient

Tape error statistics printout .....

Tape labels,
additional file seceeseaccscnscnna
additional volume
nonstandard ecececececsccss
standard IBM file
standard IBM volume
unlabeled .iciiiecoenccosncssnccans
user

Tape label information area ..ceeees

Tape label Processing eeeccasececescs

@ev e e v evcssvessenescene

R A N L I BRI SR I IR )

mowesocmsessceecue

socevevesnue

e essocnssecscsos

# e ec0ecesneaeve

D A A I I N A A N R I NI A AP S RPN Y

. 87,

Temporary disk label information ...
Temporary I/0 device assignment ....

TES opti
TPLAB co
Transien
Transien
Fetch
Rollin
Rollou

Tape Error Recovery routine

TXT card

Unlabele

O weeescereccncencocsc

ntrol statement
t QXEA cesncoccssccsac
t routines
routine

routine
t routine

e s e esewecvossecn

se 0o e

ean oo

cea0 s anm

" 2P0 ves L esseT ARt ee0 S YTRAULSOSE

d tape files

" seceensascsmeaance

UPSI byte (communication region) ...

UPSI con
for BA

trol statement,
CKUP function

e e mevoco0e aamane

for Job Control LrOQYan eececaeasss
User area I (communication region) .

User are

a II

(communication region)

User program switch indicators .....

User tap

Variable
VERIFY o
VOL cont
Volume 1

additi

standa

standa
Volume t
VOL1l con
VTOC ...
Writing
Writing
Writing
Writing
Writing
Writing
Writing

XFR card
XTENT co

e file lakels cewaese
~job systell cee.s
PEioNn ceieecacieaccas
rol statement c.eecea
abel,

onal f£Or tage eeveeces
rd IEZM disk wcaceesecs
rd IBM tAL€ eeeeess
able of contents
trol statement

@a® e ecese s escenncenecawo0

backup file on tape .
core-image library ..
disk backup file ....
disk 1PL
disk Monitoxr
mMacro library eeeceec--o
the sSystem cceecoceen

s eemes0ees o

" s ee s ssesewascevoooau

ntrol statement ..

-

sae0eev

200 000

(VIOC) ....

Index

o

ee. 33
17,28
ve. 26
L.l 31
ve. 20
ee. 21
ce. 19
ce. 21
ee. 20
ee. 21
52,5
ee. 90
eee 17
ve. 71
ee. 25
ce. 17
e 17
we. 25
... 88
ee. 79
eee 75
ee. 31
ee. 87
e, 91
87,91
12,34
ee. 75
12,84
ees 70
e, 41
ee. 74
e.e. 01
ve. 41
ve. 43
eee 69
vee 59
vee 32

107



C24-9006-4

TIBIM

®

International Business Machines Corporation
Data Processing Division

112 East Post Road, White Plains, N.Y. 10601
[USA Only]

IBM World Trade Corporation
821 United Nations Plaza, New York, New York 10017
[International]

¥=9006-¥Z2D VSN Ul pajunyg 09g/waishs wg|



ssesscsee

seseessnnsese

Ty

READER’'S COMMENT FORM

IBM System/360 Model 20 Form C24-9006-4
Disk Programming System
Control and Service Programs

® How did you use this publication?

As a reference source ... .. |
As a classroom text ... ... O
As a self-study text ... 0

¢ Based on your own experience, rate this publication . .

As a reference source: RS

As a text:

® What is your 0CCUPRHONDP .. ...

¢ We would appreciate your other comments; please give specific page and line references
where appropriate. If you wish a reply, be sure to include your name and address.

e Thank you for your cooperation. No postage necessary if mailed in the U.S.A.



C24-9006-4

cscesenn

ceean s

YOUR COMMENTS, PLEASE . ..

This SRL manual is part of a library that serves as a reference source for systems analysts,
programmers and operators of IBM systems. Your answers to the questions on the back of this
form, together with your comments, will help us produce better publications for your use. Each
reply will be carefully reviewed by the persons responsible for writing and publishing this
material. All comments and suggestions become the property of IBM.

Please note: Requests for copies of publications and for assistance in utilizing your IBM sys-
tem should be directed to your IBM representative or to the 1BM sales office serving your
locality.

«+ 3NIT SIHL ONOTV LND -~

FIRST CLASS
PERMIT NO. 1359
WHITE PLAINS, N. V.

BUSINESS REPLY MAIL

NO POSTAGE STAMP NECESSARY IF MAILED IN THE UNITED STATES

POSTAGE WILL BE PAID BY . ..

IBM Corporation
112 East Post Road

White Plains, N. Y. 10601

€5 0400 88000000000 0E0000000000e0c00000000cc000Rs0s0ssalRORORIES O

Attention: Department 813 BP

...... D R R R R R I R R R R R R A R R R R I I I A AT S A AP S

Fold Fold

TIBIM,

International Business Machines Corporation
Data Processing Division

112 East Post Road, White Plains, N.Y. 10601
{USA Only]

esseascrecssecssesas st sesesersnens e

IBM World Trade Corporation
821 United Nations Plaza, New York, New York 10017
[International]

¥-9006-¥ZD *V°S'N Yl PAIUlg 09g/waisAs wg|



	001
	002
	003
	004
	005
	006
	007
	008
	009
	010
	011
	012
	013
	014
	015
	016
	017
	018
	019
	020
	021
	022
	023
	024
	025
	026
	027
	028
	029
	030
	031
	032
	033
	034
	035
	036
	037
	038
	039
	040
	041
	042
	043
	044
	045
	046
	047
	048
	049
	050
	051
	052
	053
	054
	055
	056
	057
	058
	059
	060
	061
	062
	063
	064
	065
	066
	067
	068
	069
	070
	071
	072
	073
	074
	075
	076
	077
	078
	079
	080
	081
	082
	083
	084
	085
	086
	087
	088
	089
	090
	091
	092
	093
	094
	095
	096
	097
	098
	099
	100
	101
	102
	103
	104
	105
	106
	107
	108
	109
	110

