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PREFACE

This publication is composed of four parts. Part 1
is a description of each of the components of the
monitor system. Sections of Part 1 are devoted to:

System Communication areas
System Loader

Cold Start Programs
Resident Monitor
Supervisor

Core Image Loader

Core Load Builder

Disk Utility Program (DUP)
Assembler Program
FORTRAN Compiler
System Library
Stand-alone Utilities

Each description includes a discussion of the logical
structure and functional operation of the component,
table formats, and core storage layouts.

Part 2 is a description of the techniques and pro-
cedures for use by personnel involved in system
maintenance andﬁ)r modification during error diag-
nosis and program analysis.

Part 3 is the flowcharts for the monitor system
components described in Part 1.

Part 4 is the appendices provided to support
Parts 1 through 3.

RESTRICTED DISTRIBUTION: This publication is intended for use
by IBM personnel only and may not be made available to others
without the approval of local IBM management.

First Edition (November 1967)

Specifications contained herein are subject to change from time to
time, Amny such change will be reported in subsequent revisions or
Technical Newsletters.

Requests for copies of IBM publications should be made to your IBM
representative or the IBM branch office serving your locality.

A form is provided at the back of this publication for reader's com-
ments., If the form has been removed, comments may be addressed
to IBM Corporation, Programming Publications, Department 232,
San Jose, California 95114,

© International Business Machines Corporation, 1967

CONVENTIONS OBSERVED

The following conventions have been observed in this
publication:

1. Numberswritten in the form /XXXX are hexa-
decimal mimbers; numbers written without a
preceding slash (/) are decimal numbers.

2. The diagrims showing the layouts of core storage
are intended to illustrate the contents of core
storage and their relative locations; no exact
representation of size or proportion is intended.

PREREQUISITE PUBLICATIONS

Effective use o this publication requires that the
reader be familiar with the following publications:

IBM 1130 Functional Characteristics (Form A26-5881)

IBM 1130 Input/OQutput Units (Form A26-5890)

IBM 1130 Assembler Language (Form C26-5927)

IBM 1130 Subroutine Library (Form C26-5929)

IBM 1130 Disk Monitor System, Version 2, Program-
ming and Operator's Guide (Form C26-3717)
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The 1130 Disk Monitor System, Version 2, consists
of the following components:

Communication Areas

This component consists of the in-core communica-
tion area (COMMA) and the disk-resident communica-
tion area (DCOM).

Generally speaking, COMMA contains only those
parameters required by the monitor system to fetch
a program stored on disk in disk core image format
(DCI).

DCOM contains all the parameters required by
the monitor system that are not found in COMMA.

System Loader
This component provides the means for loading all,
or reloading a part of, the monitor system onto disk.

In other words, the System Loader generates the
monitor system on disk.

Cold Start Programs

This component consists of the Cold Start Loader and
the Cold Start Program.

The Cold Start Loader is the bootstrap loader used
in the IPL procedure to initiate the operation of the
Cold Start Program.

The Cold Start Program reads the monitor system,
i.e., the Resident Monitor, into core storage and
transfers control to it.

Resident Monitor

This component consists of three intermixed parts:
(1) COMMA, (2) the Skeleton Supervisor, and (3)
one of the three disk I/O subroutines -- DISKZ,
DISK1, or DISKN.

COMMA is defined above, under Communication
Areas.

The Skeleton Supervisor consists of the core-
resident coding necessary to process CALL DUMP,
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CALL LINK, and CALL EXIT statements, and
various I/O traps.

One of the three disk I/0 subroutines is present
in the Resident Monitor at all times. The disk I/O
subroutine in the Resident Monitor is the only such
subroutine in core storage at any one time. Any of
the three disk I/O subroutines can be used by the
user. The DISKZ subroutine is used by the
monitor system programs; DISKZ is initially loaded
when a cold start is performed.

Supervisor

This component consists of the Monitor Control
Record Analyzer (MCRA), the Supervisor Control
Record Analyzer, the Auxiliary Supervisor, and
the System Core Dump program,

The MCRA is the program that reads and analyzes
the monitor control records, initiating the actions
indicated on those control records.

The Supervisor Control Record Analyzer is the
program that reads and analyzes the Supervisor
control records, passing the information on these
control records to the Core Load Builder.

The Auxiliary Supervisor is the program called
to perform specialized supervisory functions for the
monitor system.

The System Core Dump program is the program
used to print all or selected portions of the contents
of core storage on the principal print device. The
dump can be dynamic (execution of the calling core
load is resumed after the completion of the dump) or
terminal (a CALL EXIT is executed after the com-
pletion of the dump).

Core Image Loader

This component consists of two parts, the first being
an intermediate supervisor for the monitor system,
the second being a loader for user and system pro-
grams in core image format.

Phase 1 of the Core Image Loader is fetched into
core storage as the result of an entry to the
Skeleton Supervisor. Phase 1 is the program that
determines the type of entry made and the program(s)
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to be fetched as a result.

Phase 2 of the Core Image Loader is the program
that fetches into core storage and, if indicated,
transfers control to the program(s) indicated by
phase 1.

Core Load Builder

This component is the program that converts a main-
line program from disk system format (DSF) to a core
load, a program in disk core image format (DCI);
that is, the Core Load Builder relocates the mainline
program and all the subroutines required and con-
structs the other necessary parts of the core load,
e.g., the transfer vector, LOCALs, and SOCALs.

Disk Utility Program (DUP)

This component provides the means for performing
the following functions, largely through the use of
control records only:

1. Make available the contents of disk storage in
punched or printed format -- DUMP,
DUMPDATA.,

2. Print a map of the contents of the variable por-
tions of disk storage -~ DUMPLET,
DUMPFLET.

3. Store information on the disk in disk system
format (DSF), disk data format (DDF), or disk
core image format (DCI) -- STORE,
STOREDATA, STOREDATACI, STORECI,
STOREMOD.

4. Remove information from the User/Fixed Area --
DELETE.

5. Alter the allocation of the Fixed Area on the disk
or delete the Assembler Program and/or the
FORTRAN Compiler from the monitor system --
DE FINE.

6. Initialize the Working Storage area on disk -~
DWADR.

7. Provide file protection for the contents of disk
storage.

Assembler Program

This component is the program that translates the
statements of a source program written in the IBM
1130 Assembler Language into a program in disk
system format (DSF).

FORTRAN Compiler

This component is the program that translates the
statements of a source program written in the IBM
1130 Basic FORTRAN IV Language into a program in
disk system format (DSF).

System Library

This component consists of (1) a complete library

of input/output (except disk I/0), data conversion,
arithmetic, and function subroutines, (2) selective
dump subroutines, and (3) special programs for disk
maintenance.

System Device Subroutines

This component consists of a library of special
subroutines, one for each device (except the disk)
used by the monitor system programs. These sub-
routines and DISKZ are the only device subroutines
used by the monitor system programs.

Utilities

This component consists of the following stand-alone,
self-loading utility programs:

1. The 2501/1442 Card Loader
2. The Disk Cartridge Initialization Program (DCIP)
3. The Core-Dump-to-Printer Program

In general the organization of and flow of control
through the 1130 Disk Monitor System, Version 2,
is shown in Flowchart DMS01.



THE IN-CORE COMMUNICATIONS AREA (COMMA)

COMMA includes, for the most part, only those
system parameters that are required to link from one
core load to another that is stored on disk in disk
core image format (DCI). The exceptions are those
parameters that would create awkward communica-
tion between monitor system programs if they
resided in DCOM.,

COMMA is not a single block of locations in the
Resident Monitor; the system parameters that con-
stitute COMMA are intermixed with the various parts
of the Skeleton Supervisor,

Table 1 is a description of COMMA by parameter.
The entries are arranged in alphabetic sequence for
easy reference. See the listing of the Resident
Monitor in Appendix B. Listings for the absolute
addresses associated with the parameters in this
table.

THE DISK-RESIDENT COMMUNICATIONS AREA
(DCOM)

DCOM contains those parameters that must be passed
from one monitor system program to another but are
not found in COMMA.,

Table 2 is a description of DCOM by parameter.
The entries are arranged in alphabetic sequence for
easy reference. See the listing of DCOM in Appendix
B. Listings for the relative addresses associated
with the parameters in this table.
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DRIVE- AND CARTRIDGE-DEPENDENT

PARAMETERS

Whenever a parameter that is associated with a disk
cartridge is required for system use during a job,

a table of five such parameters (a quintuple), one for
each of the five possible drives, is reserved in
COMMA or DCOM. The first of the five parameters
is assigned a label. Such a parameter is said to be
a drive- or cartridge-dependent parameter, which-
ever term is applicable.

The position in the quintuple indicates the logical
drive number of the drive on which the associated
cartridge is mounted. Thus, the first parameter in
a quintuple is associated with logical drive zero, the
second with logical drive one, etc. The assignment
of logical drive numbers is done during JOB process-
ing; that is, the logical drive numbers are assigned
in the sequence specified on the JOB monitor control
record. Thus, the first cartridge specified is
assigned to logical drive zero, the second to logical
drive one, ete. If no cartridges at all are specified,
then the current logical drive zero is defined as
logical drive zero for the job being defined. The
drive- and cartridge-dependent parameters for all
unspecified cartridges are cleared to zero, except
for logical drive zero as noted above.

JOB processing includes the reading of DCOM and
the ID sector from each specified cartridge and the
setting up of the drive- and cartridge-dependent
quintuples in DCOM on the master cartridge.

Initialization of the quintuples is done during cold
start processing, which defines logical drive zero
(and all associated drive- and cartridge-dependent
parameters for logical drive zero) as the physical
drive selected in the Console Entry switches (see
Section 4. Cold Start Programs). All other values

in the drive- and cartridge-dependent quintuples are
cleared to zero.
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Table 1. The Contents of COMMA

LABEL

DESCRIPTION

$ACDE
through
$ACDE+4

$ACEX
and
$ACEX+1

$CCAD

$CH12
$CIBA

$CIBA-1

$CLSW

$COMN

$CORE

$CPIR

$CTSW

$ACDE contains the device code for the physical disk
drive assigned as logical disk drive 0. $ACDE+1 through
$ACDE+4 contain the device codes for logical disk drives
1, 2, 3, and 4, respectively. The device code is
contained in bits 11-15.

$ACEX and $ACEX+1 are the locations in which the
contents of the accumulator and extension, respec-
tively, are saved by the Supervisor when entered at
the $DUMP entry point.

$CCAD contalns the address of .the lowest-addressed
word of COMMON to be saved on the Core Image
Buffer (CIB) by the Core Image Loader.

$CH12 contains the address of $CPTR, $1132, or $1403
depending upon the device defined as the principal
print device--the Console Printer, 1132 Printer, or
1403 Printer, respectively.

$CIBA contains the sector address of the first sector of
the Core Image Buffer (CIB) in use by the monitor
system programs durlng the current job. The logical
disk drive number is contained in bits 0-3.

$CIBA-1 contalns 4095 minus the location of $CIBA.
This value is used as the word count (In conjunction
with $CIBA, which contains the sector address of the
CIB) in saving the first 4K of core storage following
an entry at $DUMP.

$CILA contains the address of the end of the disk 1/O
subroutine currently in core storage, minus 4. $CILA
always points to the word count (followed by the
sector address) of phase 1 of the Core Image Loader.

$CLSW is a switch Indicating to phase 2 of the Core
Image Loader the function it Is to perform. The switch
settings are as follows:

Setting Meaning

Positive Locd the indicated disk I/0
subroutine

Zero or Load the indicated core load

Negative and Its required disk 1/O
subroutine., Zero indicates
that the core load has just
been built by the Core Load
Builder; negative Indicates
that the core load is stored
in the User or Fixed Area in
core Image format.

$COMN contains the number of words of COMMON
defined for the core load currently in execution.

$CORE contalns a code indlcating the number of words
of core storage within which the monitor system pro-
grams are to operate. The codes are as follows:

Code Size of Core Storage

/1000 4096 words
/2000 8192 words
/4000 16384 words
/8000 32768 words

$CPTR is a dummy channel 12 indicator for the
Console Printer,

$CTSW is a switch indicating that a monitor control
record has been detected by a monitor system program
other than the Supervisor. The switch settings are s
follows:

Setting Meaning
Positive Monitor control record detected
Zero Monitor control record not detected

LABEL

DESCRIPTION

$CWCT

$CWCT+1

$CXR1

$SCYLN
through
$CYLN+4

$DABL

$DADR

$DBSY

$DCDE

$DCYL
through
$DCYL+14

$DDSW

$DMPF

$DREQ

$DZIN

$CWCT contains the number of words of CCMMON
to be saved on the Core Image Buffer (CIB) by the
Core Image Loader.

$CWCT+1 contains the sector address of the first sector
of the Core Image Buffer (CIB) to be used for the saving
of COMMON by the Core Image Loader. The logical

disk drive number Is contained in bits 0-3.

$CXR1 is the location in which the content: of index
register 1 are saved by the Skeleton Supervisor.

$CYLN contains the sector address of sector 0 on the
cylinder over which the access arm on logical disk
drive O is currently positioned. $CYLN+1 through
$CYLN+4 contain analogous sector addresses for logi-
cal disk drives 1, 2, 3, and 4, respectively.

$DABL contains the second word of the IOCC used

to reset the Synchronous Communications Adapter.
$DABL is, therefore, aligned on an odd wo-d boundary .
$DABL contains /5540, the bit configuraticn of an
Initiate Write with modifier bit 9 on.

$DADR contains the disk block address of the first
sector of the program or core load to be fetzhed into
core storage and executed.

$DBSY is a switch indicating whether or no” a disk
1/O operation is in progress. The switch settings are
as follows:

Setting Meaning

zero Disk I/O not in progress
non=-zero Disk 1/O in progress

$DBSY is simultaneously used as a retry counter by
DISKZ and DISK1.

$DCDE contains the number of the logical cisk drive on
which the program to be fetched by the Core Image
Loader is to be found. The drive number is contained
in bits 0-3.

$DCYL through $DCYL+2 contain the defective cyl-
inder addresses (the contents of words 1, 2, and 3

of sector 0, cylinder 0) for the cartridge mounted

on logical disK drive 0. $DCYL+3 through $DCYL+14
contain anologous addresses for the cartridges on
logical disk drives 1, 2, 3, and 4, respectively.

$DDSW contains the device status word (DSW) sensed
during the last disk 1/O operation performed.

$DMPF contains the contents of the word following
the branch to the $DUMP entry point, i.e., the
dump format code.

$DREQ is a switch indicating the disk 1/O subroutine
that has been requested. The switch settings are as
follows:

Setting Meaning

positive DISKN
zero DISK1
negative DISKZ

$DZIN is a switch indicating the disk 1/O subroutine
presently in core storage. The switch settings are as
follows:

Setting Meaning

negative DISKZ is in core
zero DISK1 is in core
positive DISKN is in core




Table 1. The Contents of COMMA (Continued)

LABEL

DESCRIPTION

$FPAD
through
$FPAD+4

$HASH
through
$SHASH + 11

$IBSY

$I1BT2

$IBT4

$loCT

$IREQ

$KCSW

$SLAST

$LKNM
and
SLKNM +1

$FPAD contains the seetor address of the first sector of
Working Storage on the cartridge mounted on logical
disk drive 0. The logical disk drive number is con-
tained in bits 0-3, fFPAD'H through $FPAD+4 contain
analogous sector addresses for the cartridges on logical
disk drives 1, 2, 3, and 4, respectively.

$FPAD through $FPAD+4 are effectively the file-
protection addresses for the cartridges in use. These
addresses are adjusted in non-temporary mode only.

$HASH through $HASH + 11 are a work area used vari-
ously by the monitor system programs.

$IBSY is a switch indicating whether or not an 1/O
operation involving the principal 1/0Q device is in
progress. The switch settings are as follows:

Setting Meaning
zero Principal 1/O device not busy
non-zero Principal 1/0 device busy

$IBT2 contains the address of the interrupt branch
table (IBT) for interrupt level 2. Since the disk is the
only device on interrupt level 2, $IBT2 contains the
address of the interrupt entry point in the disk 1/O
subroutine currently in core storage.

$IBT4 contains the address of the interrupt branch table
(IBT) for interrupt level 4 used by the program currently
in control.

$1OCT is the 10CS counter for 1/O operations. $IOCT
is incremented by 1 for each 1/O operation initiated.
$1OCT is decremented by 1 for each 1/O operation
completed or terminated. $IOCT equals zero when

all 1/O operations have been completed.

$IREQ contains the address of the subroutine servicing
the INTERRUPT REQUEST key on the Keyboard (interrupt
level 4), This address is supplied by the user core load
using the INTERRUPT REQUEST key. Unless an address
is supplied $IREQ contains the address of the $DUMP
entry point.

$KCSW is a switch indicating whether or not (1) the
Keyboard has been defined as the principal input device
and/or (2) the Console Printer has been defined as the
principal print device. The switch settings are as
follows:

Settings Meaning

negative Either the Console Printer is the princi--
pal print device or the Keyboard is
the principal input device, but not
both

zero Neither is the Console Printer the

principal print device nor is the
Keyboard the principal input device

positive The Console Printer is the principal
print device and the Keyboard is
the principal input device

Depending on the setting on $KCSW, the system device
subroutine for the Keyboard/Console Printer either
permits or inhiblts the overlapping of input and output.

$LAST is a switch indicating whether or not the last

card has been read by the system device subroutine serv~
icing the card input device. The switch settings are as
follows:

Settings Meaning
zero Last card has not been read
non-zero Last card has been read

$LKNM and $LKNM +1 contain the name, in name
code, of the program or core load to be executed next.
$LKNM is aligned on an even word boundary .

LABEL DESCRIPTION

$LSAD $LSAD contains the absolute sector address of the first
sector of the first LOCAL (or SOCAL if there are no
LOCALs) for the core load currently in core. The
logical disk drive number is contained in bits 0-3.

$NDUP $NDUP is a switch indicating whether or not DUP
operations may be performed. The switch settings are
as follows:

Setting Meaning
zero Permit DUP operations
non-zero Inhibit DUP operations

$NEND $NEND is eq]uivalenf to the address of th= end of
DISKN plus 1.,

SNXEQ $NXEQ is a switch indicating whether or not exe-
cution of a user core load may be performed. The
switch settings are as follows:

Setting Meaning
zero Permit core load execution
non-zero Inhibit core load execution

$PAUS $PAUS is a switch set by every ISS that does not set
$1OCT when initiating an 1/O operation, e.g., SCATI.
The switch settings are as follows:

Setting Meaning

zero Exit from the PAUS subroutine

non-zero Branch back to the WAIT in the
PAUS subroutine

$PGCT $PBSY is a switch indicating whether or not an 1/0O
operation involving the principal print device is in
progress. The switch settings are as follows:

Setting Meaning
zero Principal print device not busy
non-zero Principal print device busy

$PGCT $PGCT contains the number, in binary, of the page of
the job listing currently being printed.

$PHSE $PHSE contains the SLET {D number (in bits 8-15) of the
phase of the monitor system program currently in con-
trol, excepting the Cold Start Program and the Skeleton
Supervisor. $PHSE always contains zero when a user
core load is in control. Bits 0-7 of $PHSE sometimes
contain a subphase 1D number.

$RMSW $RMSW is a switch indicating the entry point at which
the Skeleton Supervisor was entered and, hence, the
type of CALL causing the Skeleton Supervisor to be
entered. The switch settings are as follows:

Setting Meaning
positive Entry at $DUMP
zero Entry af $LINK
negative Entry at $EXIT

SRWCZ $RWCZ is a switch indicating the type of operation last
performed by the CARDZ subroutine. The switch settings
are as follows:

Setting Meaning
zero Lost operation a Read
non-zero Last operation a Punch

$SCAN $SCAN through $SCAN+7 are an area used by the 1132

through Printer when printing o line. This area is also used as

$SCAN+7 a work area by the monitor system programs.
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Table 1. The Contents of COMMA (Concluded)

LABEL

DESCRIPTION

Table 2. The Contents of DCOM

$SNLT

$SYSC

$UFDR

$UFIO

SULET
through
SULET+4

$WRD1

$WSDR

$ZEND

$1END

$1132

$1403

$SNLT is the location used for sense light simulation
by FORTRAN programs. The bits are used as follows:

Bit Sense Light
14 1
13 2
12 3
n 4

$SYSC contains the version and modification level
numbers identifying the 1130 Disk Monitor System,
Bits 0~7 contain the version number; bits 8-15 con-
tain the modification level number,

$UFDR contains the number of the logical disk drive
on which the unformatted |/O area in use by the
monitor system programs during the current job is to
be found. The drive number is contained in bits 0-3.

$UFIO contains the displacement, in sectors, from the
start of the unformatted /O area to the sector at
which the writing or reading of the next logical

record to or from the unformatted 1/O area is to begin.

$ULET contains the sector address of the first sector
of LET on the cartridge mounted on logical disk drive
0. The logical disk drive number is contained in
bits 0-3. $ULET+1 through $ULET+4 contain ana-
logous sector addresses for the cartridges on logical
disk drives 1, 2, 3, and 4, respectively.

$WRD1 contains the address at which the first word of
the core image header of the core load to be/being
executed will/does reside.

$WSDR contains the number of the logical disk drive
on which the Working Storage in use by the monitor
system programs during the current job is to be found.
The drive number is contained in bits 0-3.

$ZEND is equivalent to the address of the end of
DISKZ plus 1.

$1END is equivalent to the address of the end of
DISK1 plus 1.

$1132 is a switch indicating whether or not channel
12 has been detected on the 1132 Printer. The
switch settings are as follows:

Setting Meaning

zero Channel 12 not detected or a skip
to channel 1 executed

non-zero Channel 12 detected

$1403 is a switch indicating whether or not channel
12 has been detected on the 1403 Printer. The
switch settings are as follows:

Setting Meaning

zero Channel 12 not detected or a skip
to channel 1 executed

non-zero Channel 12 detected

LABEL

DESCRIPTION

#ANDU
through
#ANDU+4

#BNDU
through
#BNDU+4

#CBSW

#CIAD

#CIBA
through
#CIBA+4

#CIDN
through
#CIDN+4

#CSHN
through
#CSHN+4

#DBCT

#DCSW

#ENTY

#ANDU contains the displacement, in disk blocks,
from word 0, sector 0, cylinder 0 on the cartridge
mounted-on logical disk drive 0 to the last disk block
of the User Area on that cartridge, plus 1 disk block.
# ANDU+1 through #ANDU+4 contain analogous dis=
placements for the cartridges on logical disk drives 1,
2, 3, and 4, respectively.

#ANDU through *ANDU* are effectively the ad-
justed addresses of the ends of the User Arecs on the
cartridges in use. These addresses are adjusted in~
stead of #BNDU through ¥BNDU+4 durin temporary
mode, in parallel with #BNDU through fBNDU+4
during non-temporary mode.

#BNDU contains the displacement, in disk blocks,
from word 0, sector 0, cylinder O on the cartridge
mounted on logical disk drive O to the last disk
block of the User Area on that cartridge, plus 1 disk
block. #BNDU+I through #BNDU+4 contain ana-
logous displacements for the cartridges on lagical
disk drives 1, 2, 3, and 4, respectively.

#BNDU through #BNDU+4 are effectively the base
addresses of the ends of the User Areas on the
cartridges in use. These addresses are adjusted only
during non-temporary mode, in parallel with #ANDU
through fANDU+4.

#CBSW is a switch indicating to the Core Load Builder
the type of exit to be made. The switch settings are
as follows:

Setting Meaning
zero Return to Core Image Loader
non-zero Return to DUP

#CIAD contains the relative location in sector
@IDAD (within DISKZ) where the address of the
Core Image Loader is to be found.

#CIBA contains the sector address of the Core Image
Buffer (CIB) on the cartridge mounted on logical disk
drive 0. The logical disk drive number is contained
in bits 0-3. #CIBA+1 through #CIBA+4 contain
analogous sector addresses for the cartridges on logical
disk drives 1, 2, 3, and 4, respectively.

#CIDN contains the ID (the contents of word 4,
sector 0, cylinder 0) of the cartridge moyntad on
logical disk drive 0. #CIDN+1 through #CIDN+4
contain the IDs of the cartridges on logical disk
drives 1, 2, 3, and 4, respectively.

#CSHN contains the number of sectors available for
expansion of the monitor system programs or: the
system cartridge mounted on logical disk drive 0.

CSHN+1 through #CSHN+4 contain analogous num-
bers for any system cartridges mounted on lcgical
disk drives 1, 2, 3, and 4, respectively.

#DBCT contains the number of disk blocks occupied
by the program, core load, or data file named on a
DUP control record.

#DCSW is a switch indicating to the ADRWS program
the type of exit to be made. The switch seitings are
as follows:

Setting Meaning

zero Branch to $EXIT in Skeleton
Supervisor

non-zero Return to DUP

#ENTY contains the address of entry point 1 in the
program placed into system Working Storage by the
Assembler or FORTRAN Compiler. This addlress is

the address to be placed into word 12 of the DSF pro-
gram header by DUP or the address from which word 1
of the core image header is generated by the Core
Load Builder.




Table 2. The Contents of DCOM (Continued)

LABEL

DESCRIPTION

LABEL

DESCRIPTION

#ECNT

#FHOL

#ELET
through
FFLET+4

#EMAT
through
FFMAT+4

#EPAD
through
#FPAD+4

#FRDR

#FSZE

# JBSW

#LCNT

#MDF 1

#MDF2

#FCNT contains the number of files defined for the
core load being built or the execution to be init-
ated.

#FHOL contalns the displacement, in disk blocks,
from word 0, sector 0, cylinder O to the first disk
block of the largest unused (1DUMY) area in the
Fixed Area on the cartridge to which a STORE oper-
ation is to be made.

#ELET contains the sector address of the first sector
of FLET on the cartridge mounted on logical disk
drive 0, The logical disk drive number is contained
in bits 0-3. #FLET+1 through #FLET+4 contain
analogous sector addresses for the cartridges on
logical disk drives 1, 2, 3, and 4, respectively.

#EMAT is a switch indicating the format of the con-
tents, if any, of Working Storage on the cartridge
mounted on logical disk drive 0. #FMAT+1 through
#EMAT+4 are analogous switches for Working Stor-

age on logical disk drives 1, 2, 3 and 4, respectively.

The switch settings are as follows:

Setting Meaning

negative disk core image format (DCI)
zero disk sglstem format (DSF)
positive disk data format (DDF)

#FPAD contains the sector address of the first sector
of Working Storage on the cartridge mounted on
logical disk drive 0. The Jogical disk drive number
is contained in bits 0-3. FFPAD+1 through
#EPAD+4 contain analogous sector addresses for the
cartridges on logical disk drives 1, 2, 3, and 4,
respectively.

#EPAD through fFPAD+4 are effectively the file-
protection addresses for the cartridges in use. These
addresses are adjusted in non-temporary mode only.

#FRDR contains the number of the logical disk drive
on which the cartridge specified by the "FROM"
cartridge ID (in columns 31-34 of the DUP control
record) is mounted. The drive number is contained
in bits 12-15. A negative number indicates that no
1D was specified.

#ESZE contalns the number of disk blocks contained
in the largest unused (IDUMY) area In the Fixed Area
on the cartridge to which a STORE operation is to be
made .

# JBSW is a switch indicating the mode of operation
established by the.last JOB monitor control record.
The switch settings are as follows:

Setting Meaning

zero temporary mode
non-zero non-temporary mode.

#LCNT contalns the number of LOCALs specified for
Lhe'axecution to be initiated or the core load being
uilt.

#MDF1 contains, in bits 8-15, the number of DUP
control records to be processed by DUP when called
by the MODIF program. #MDF 1 also contains, in
bits 0=7, the number of errors detected by DUP during
the processing of the DUP control records for the
MODIF program.

#MDF2 is a switch indicating to DUP that control
must be returned to the MODIF program. The switch
setting are as follows:

Setting Meaning

zero Do not return to MODIF
non-zero Return to MODIF

#MPSW

#NAME
and
#NAME+1

#NCNT

#pCID
through
#PCID+4

#PIOD

#PPTR

#RP&7

#SCRA
through
#SCRA+4

#3YsC

#TODR

#MPSW Is a switch indicating to the Core Load Bulilder
whether or not a core map is to be printed for each core
load built during the current execution. The switch
settings are as follows:

Setting Meaning

zero Do not print a core.map
non-zero Print a core map

#NAME and # NAME+1 contain the name, in name
code, of the program, core load, or data file currently
being processed by the Supervisor, DUP, Core Load
Builder, or Core Image Loader. The name is obtained
from a control record or from a LET/FLET search.
#NAME is aligned on an even word boundary.

#NCNT contains the number of NOCALs specified for
the execution to be initiated or the core load being
built.

#PCID contains the 1D (the contents of word 4, sector
0, cylinder 0) of the cartridge mounted on physical
disk drive 0, if that drive is "ready". #PCID+1
through #PCID+4 contain the IDs of the cartridges on
physical disk drives 1, 2, 3, and 4, respectively, if
the corresponding drives are "ready". The entries
for "not ready" drives contain zeroes.

#P1OD is a switch indicating the device defined s the
principal 1/O device for the system. The switch
settings are as follows:

Setting Principal 1/O Device

positive 2501 with 1442, any model
zero 1442, Model 6 or 7
negative 1134 with 1055

#PPTR is a switch indicating the device defined as the
principal print device for the system. The switch
settings are as follows:

Setting Principal Print Device

positive 1403 Printer
zero 1132 Printer
negative Console Printer

#RP67 is a switch indicating the type of card /O
device present on the system. The switch settings
are as follows:

Setting Card |/O Device

zero 2501 with 1442, Model 5
positive 1442, Model 6 or 7

#SCRA contains the sector address of the first sector

of the Supervisor Control Record Area (SCRA) on the
cartridge mounted on logical disk drive 0. The logical
disk drive number is contained in bits 0-3. #SCRAt1
through #SCRA+4 contain analogous sector addresses
for any system cartridges on logical disk drives 1, 2,
3, and 4, respectively.

#SYSC, on a system cartridge, contains the version
and modification level numbers for the currently resi=-
dent 1130 Disk Monitor System. Bits 0~7 contain the
version number; bits 8~15 contain the modification
level number.

#SYSC on a non-system cartridge contains zeroes.

#TODR contains the number of the logical disk drive
on which the cartridge specified by the "TO" cartridge
ID (in columns 36-40 of the DUP control record) is
mounted. The drive number is contained in bits 12-15.
A negative number indicates that no ID was specified.

Section 2. Communications Areas




Table 2. The Contents of DCOM (Concluded)

LABEL

DESCRIPTION

#UHOL

FULET
through
FULET+4

#UsSzE

#WSCT
through
#AWSCT+4

#UHOL contains the displacement, in disk blocks,
from word 0, sector 0, cylinder O to the first disk
block of the largest unused (IDUMY) area in the User
Area on the cartridge to which a STORE operation is
to be made.

#ULET contains the sector address of the first sector of
LET on the cartridge mounted on logical disk drive 0.
The logical.disk drive number is contained in bits 0-3.
FULET+1 through *ULET+4 contain analogous sector
addresses for the cartridges on logical disk drives 1,
2, 3, and 4, respectively.

#USZE contains the number of disk blocks contained
in the largest unused (IDUMY) area in the User Area
on the cartridge to which a STORE operation is to be
made.

#WSCT contains the number of disk blocks occupied
by a program, core load, or data file placed into
Working Storage on the cartridge mounted on logical
disk drive 0. #WSCT+1 through #WSCT+4 contain
analogous disk block counts for the contents of Work-
ing Storage on logical disk drives 1, 2, 3, and 4,
respectively.




FLOWCHARTS
General: SYLO1 P!gé
Phase 1: SYL02 p!??’

Phase 2: SYL03 - SYL05

PW:S’K'WLO

PHASE 1
FUNCTIONS

Phase 1 determines which card I/O subroutine is to
be used, i.e., 2501 or 1442, If 2501, a naturally
relocatable 2501 subroutine overlays the 1442 sub-
routine that is part of this phase.

Phase 1 also reads the Console Entry switches to
get the physical drive number (0-4) for the cartridge
to be loaded. It sets up the PROGRAM STOP key
interrupt trap. The Keyboard INTERRUPT REQUEST
key is made non-effective until the monitor system
programs have been loaded,

Phase 1 reads the Resident Monitor and DISKZ
object decks into core storage and initializes them
preparatory to loading phase 2 of the System Loader
to disk.

Phase 1 picks up defective track data from sector
@IDAD on the cartridge to be used to initialize the
disk 1/0 subroutine.

Phase 1 loads phase 2 to cylinders 198 and 199
(sectors /0630 through /063F) on disk. (These
sector addresses are absolute; they are assembled
as part of the phase 2 deck.) If an initial load is
being performed, subphase 1 is loaded to sector
/0634, overlaying a part of the reload processing
subroutine. Subphases 2 and 3 are loaded to sectors
/063B and /063C.

If an initial load is being performed, phase 1
stores the Resident Image on sector @RIAD, (DISKZ
is stored on disk by phase 2.)

Phase 1 processes the System Configuration
records, saving the data obtained in the phase 1
communications area for use by phase 2. At the
end of the Configuration records processing, the
accumulated data is checked for errors and consoli-
dated for phase 2. If a CORE control record is
present, its contents are processed and replace the
calculated core size.

SECTION 3. SYSTEM LOADER

Phase 1 processes the PHID control record,
checks it for errors, and saves the data obtained
from it for use by phase 2. The version and modifica-
tion level number is taken from the PHID control
record and saved.

Phase 1 fetches phase 2 from disk into core
storage and transfers control to it at MAING.

BUFFERS AND I/O AREAS

Card Input

A: an 80-word buffer that contains card images in
left-justified 12 bit/word format, as read by the 1442
or 2501 card I/0O subroutine.

B: a 60-word buffer that contains the 12-bit/word

data from buffer A after it has been compressed to
16 bits/word,

Paper Tape Input

B: a 60-wo? '-uffer into which binary data from
buffer BIGGB\s compressed.

Disk Input and Output

BUFF1: a 320-word buffer used in all disk I/0O
operations.

COMMUNICATION FROM PHASE 1 TO PHASE 2
The card I/O subroutine (2501 or 1442) that was
selected by phase 1 for use during System Loader

operation is written onto sector /0638 to be used by
phase 2 also.

Section 3. System Loader 9



Information acquired by phase 1 is accumulated
in the area in core storage bounded by EDIT and
EDIT+/0140. This 320-word area, which also con~
tains a number of error messages, is written to
sector /0632 before phase 2 is entered.

PHASE 2

FUNCTIONS, INITIAL LOAD AND RELOAD

Phase 2 checks the phase ID number sequence for
ascending order during initial loads only.

Phase 2 performs a checksum test on all type A
(data) records.

Phase 2 builds the Reload Table in core storage as
the monitor system program phases are loaded.
Each 3-word entry in the table consists of the ID
number of a phase requesting SLET data, the relative
location within the requesting phase where the SLET
data is to be stored, and the number of SLET items
to be supplied by the System Loader. On an initial
load, this Reload Table is written to disk in sector
@RTBL.

If so indicated by the Load Mode control record,
phase 2 bypasses the FORTRAN Compiler and/or the
Assembler Program.

Phase 2 updates the version and modification level
numbers in the parameter #SYSC in sector @DCOM
of the cartridge. These numbers are taken directly
from the PHID control record. No comparison with
previous version and modification level numbers is
made.

Phase 2 determines from the data obtained from
the System Configuration records which devices are
the principal 1/0 and principal print devices. Phase
2 builds five special sets of SLET entries for the
specified devices as well as for the principal I/0 and
print device convers ion subroutines.

Phase 2 steps through the Reload Table and
searches out every phase requesting SLET data. It
then searches out the SLET data that is requested,
places it in the requesting phase, and writes that
phase back to disk. This continues until the end of
the Reload Table (/FFFF) is reached.

Phase 2 substitutes zeros for the SLET data
requested by a phase if that phase requested a
FORTRAN Compiler and/or Assembler Program
SLET entry and the FORTRAN Compiler and/or the
Assembler Program were bypassed or never loaded.

Phase 2 displays appropriate error messages, as
necessary, using the WRTYO0 subroutine in core
storage.

10

FUNCTIONS, INITIAL LOAD ONLY

Phase 2 clears to zero the sectors that will become
the SLET table. The SLET entries are filled in as
each monitor system program is stored.

Phase 2 checks for missing phases. All phases
specified in the PHID control record must be present,
except when the FORTRAN Compiler and/or the
Assembler Program are bypassed.

Phase 2 keeps a record of the highest sector
loaded so that the sector addresses for the Supervisor
Control Record Area (SCRA), Core Image Buffer
(CIB), Location Equivalence Table (LET), and User
Area (UA) on disk may be correctly established.

Phase 2 checks the data obtained from the Load
Mode control record and, if the FORTRAN Compiler
and/or the Assembler Program are to be bypassed,

a gap is forced in SLET and filled with zeros. These
zero entries in SLET occupy as much space as the
bypassed program(s) would ordinarily require.

FUNCTIONS, RELOAD ONLY

Phase 2 verifies that the file-protection address is
not greater than /062F. (Otherwise, phase 2 cannot
be temporarily stored on disk.)

Phase 2 updates the SLET entries for each phase
as that phase is reloaded.

Phase 2 provides for expansion of the system into
the Cushion Area when required. If a phase grows
by more than one sector, it is expanded accordingly.
All subsequent SLET entries are updated each time
an expansion occurs. A check is made to see that
the Supervisor Control Record Area (SCRA) is not
overlaid.

Phase 2 constructs an in-core Reload Table. At
the end of the monitor system program reload, the
data that was accumulated as one or more phases
were reloaded is first compared with the existing
Reload Table on disk. Entries are replaced or added
to the Reload Table as necessary. Then the updated
Reload Table is processed as described above.

BUFFERS AND I/O AREAS

Card Input

A: an 80-word buffer that contains card images in
left-justified 12 bit/word format, as read by the
1442 or 2501 card I/0 subroutine.



A2; an 80-word buffer used in conjunction with
buffer A for double buffering capability. This buffer
is used only by the 2501 card I/O subroutine.

B: a 60-word buffer into which 12 bits/word data is
compressed from buffer A when a 1442 is used as
the input device, or from buffers A and A2 when a
2501 is used.

Paper Tape Input

B: a 60-word buffer into which binary data from
buffer BIGCB is compressed.

C: a l-word buffer used for the Delete character
test when reading binary paper tape records.

BIGCB: a 108-word buffer for binary paper tape
records, 108 frames, left-justified.

Disk Input and Output

BUFF1: a 320-word buffer used in disk I/O opera-
tions.

FSLET: a 320-word buffer used for reading or
writing a SLET sector. During a reload operation
that requires expansion into the Cushion Area of the
cartridge, a sector of SLET from FSLET is saved
by writing it on the first sector of the CIB. The CIB
is not cleared afterward.

RTBFR: a buffer that is used to gather the data that

will become the Reload Table. Its length is variable,
up to 320 words. The word count (never over /0140)

may be found in location RTBFR.

SUBPHASES

Subphase 1

Subphase 1 contains the subroutines that are used
only during an initial load. If an initial load is being
performed, subphase 1 overlays a portion of phase 2
that contains only reload subroutines. Phase 1
determines from the Load Mode control record the
type of load being performed, and either overlays

the described area or bypasses the subphase 1 portion

of the phase 2 deck.

Most of the functions of this subphase involve the
checking of the ID number of each phase as it is
encountered. An error message (error 12, 14, or
15) is displayed whenever a phase ID is encountered
that is out of sequence or was not specified on the
PHID control record.

Subphase 2

Subphage 2 contains the procedures for system
initialization prior to the loading of the System
Library. After the type 81 (end-of-system) record
has been read, phase 2 fetches this subphase and
overlays the area in core storage bounded by /0682
through /07C1.

Subphase 2 modifies the coding for the processing
of those types of records that are no longer expected,
so that if one of these records is encountered, an
error message is printed.

Subphase 2 looks up DISKZ in SLET and saves the
word count and sector address so that DISKZ may be
fetched during processing in subphase 3.

Subphase 2 reads DCOM into the buffer FSLET.
During an initial load DCOM is cleared to zeros,
after which the following entries are initialized:

Location Value Inserted

#SYSC version and modification level from
PHID control record

#RP67 a positive value if a 1442, Model 6 or
T is present

#PIOD the value indicating the principal I/O
device, as determined from REQ control
records

#PPTR the value indicating the principal print
device, as determined from REQ control
records

#CIAD relative location in sector @IDAD where
CIL word count and sector address is
maintained

#ANDU file-protection disk block address

#BNDU file-protection disk block address

#FPAD file-protection or Working Storage

address
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#CIDN cartridge ID from word 4 of sector

@IDAD

#CIBA sector address of CIB

#SCRA sector address of Supervisor Control
Record Area

#ULET sector address of LET

#CSHN number of unused sectors between last

system program and Supervisor Control
Record Area.,

During a reload operation, only the following are
updated: #SYSC, #RP67, #PIOD, #PPTR, #CIAD,
and #CSHN, as described above.

Subphase 2 reads the Resident Image from disk in-
to the buffer FSLET. During an initial load the
Resident Image is initialized as follows:

Location Value Inserted

$CH12 address of channel 12 indicator for
the principal print device, as deter-
mined from REQ control records

$CORE core size (may be actual, or set by
CORE control record)

$DREQ a negative value indicating DISKZ

$HASH and word count and sector address of

$HASH+1 CIB

$IREQ address of $DUMP entry point

$ULET sector address of LET for logical
drive 0

$CILA address of the end of DISKZ minus 1
(location in DISKZ where the word
count and sector address of the Core
Image Loader is to be placed)

$DZIN a negative value indicating DISKZ

$FPAD file~protection sector address for
logical drive 0

$DCYL table of defective cylinders (from
sector @IDAD)

$IBT2 address of level 2 interrupt branch

table
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During a reload operation, only the following are
updated: $CH12, $CORE, $IREQ, $CILA, and
$IBT2, as described above.

The first sector of LET is established and initial-
ized with a 1IDUMY entry, Working Storage disk block
address, User Area sector address, and the number
of unused words in the first sector of LET. All
other words in LET are set to zero until the System
Library is loaded.

Subphase 2, on an initial load, goes to the Reload
Table processing subroutine, and upon return,
fetches and transfers control to subphase 3.

Subphase 3

Subphase 3 clears the sign bits from all sector
addresses in SLET and resets them according to the
data obtained from the System Configuration records.
(The sign bits are used to indicate which, if any, 1/0O
devices are not present on the system.)

Subphase 3, on a reload operation, compares all
entries in the Reload Table built in core storage with
the Reload Table on disk. Phase ID numbers in the
Reload Table on disk that match phase ID numbers in
the Reload Table in core storage are replaced by
those from the table in core storage. Any additional
phase ID numbers from the table in core storage
that are not present in the table on disk are added to
the table on disk. At the conclusion of this update
of the Reload Table on disk, it is completely re-
processed by the W200 subroutine in phase 2.

Subphase 3 places the word count and sector
address of the Core Image Loader, obtained from
SLET, into DISKZ in core storage and into DISKZ
on cylinder 0. If a reload operation is being per-
formed, subphase 3 displays "END RELOAD'" and
halts.

On an initial load, subphase 3 branches to the
Auxiliary Supervisor with a parameter of minus 5,
causing a dummy DUP monitor control record to be
placed in the Supervisor buffer and the Monitor
Control Record Analyzer to be called via the $EXIT
entry point in the Skeleton Supervisor. The Monitor
Control Record Analyzer then calls DUP to load the
System Library.

CORE LAYOUT

Figure 1 shows the layout of the contents of core
storage during System Loader operation.
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Figure 1. Core Layout During System Loader Operation

CARTRIDGE IDENTIFICATION SECTOR

On an initial load, the System Loader uses the con-
tents of the cartridge ID sector (sector @IDAD) as
follows:

The first three words of the sector (the defective
cylinder table for the cartridge, initialized by the
DCIP program) are placed into its disk I/O subroutine

prior to performing any disk operations, and into
locations $DCYL through $DCYL+2 in the Resident
Image.

The fourth word of the sector (the cartridge
identification word, initialized by the DCIP or DISC
program) is placed into location #CIDN in DCOM.

SYSTEM LOCATION EQUIVALENCE TABLE (SLET)

SLET occupies two adjacent sectors on the system
cartridge. Its functions are:

e To provide a convenient means for locating each
monitor system program that has been stored on
the system cartridge.

e To indicate which are the principal I/O devices
for the system.

e To indicate which devices, if any, are not present
on the system.

When the System Loader initially stores a phase
of a monitor system program on the disk, it makes
a 4-word entry in SLET for that program consisting
of:

1. The phase identification (phase ID) number.

2. The core loading address of the phase. This is
the address in which the word count is to be
stored prior to fetching the phase from the disk.

3. The word count of the phase, not including the
two words occupied by the word count and sector
address used in fetching the phase from disk,

4, The sector address of the phase.

During an initial load, the SLET sectors are
cleared to zero. The 4-word entries describing
each phase are built into the table, phase by phase,
as the monitor system programs are loaded. When
a program, such as the Assembler Program, is to
be bypassed, the words in SLET that it would nor-
mally need (the number of phases in the program
times 4) are left at zero and are bypassed. The
SLET entry for the next program phase that is loaded
follows this gap. (A program or phase not included
during an initial load cannot later be included in a
reload operation; a new initial load must be per-
formed.)

All phase ID numbers in SLET are in ascending
order. No duplications exist. The only jumps in
sequence are between programs, not between phases
within a program.
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The five 4-word entries describing the principal
I/0 devices and the corresponding conversion sub-
routines are built by the System Loader and do not
come directly from program decks. These special
entries, as well as all I/O phases, are located on
the second of the two SLET sectors,

The contents of SLET can be obtained at any time
by an execution of the DSLET program (see the
description of DSLET under Mainline Programs
in Section 12, System Library).

RELOAD TABLE

requesting phase. Word 3 of each entry contains the
number of 4~-word SLET entries to be inserted into
the requesting phase. The phase ID number of the
requesting phase itself is in 2's complement form
to indicate to the System Loader that SLET data is
requested by that phase.

When completed at the end of an initial load or
reload operation, the Reload Table consists of a

string of 3-word entries, as described above, except
that the phase ID numbers have been recomplemented

by the System Loader. At the end of the string is
/FFFF. It may be at an odd or an even address,
depending upon the length of the string. At the end
of an initial load, the phase ID numbers are in
ascending order. After one or more reload opera-
tions the phase ID numbers may or may not be in

The Reload Table occupies one sector on the system
cartridge. It contains a 3-word entry for each phase
that requests SLET information. Word 1 of each
entry contains the phase ID number of the requesting
phase. Word 2 of each entry contains the number of
the location, relative to the beginning of the phase,
where the SLET entries are to be inserted into the

ascending order.

When a DEFINE VOID ASSEMBLER or DEFINE
VOID FORTRAN operation is performed by DUP,
all phase ID numbers belonging to the voided pro-
gram(s) are removed from the Reload Table. The
remaining 3-word entries in the Reload Table are
packed together and terminated with /FFFF,
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FLOWCHARTS

Cold Start Loader: CSTO1
Cold Start Program: CST02

COLD START LOADER

The Cold Start Loader is the one-card bootstrap used
to initiate the operation of the Cold Start Program,
which in turn initiates the operation of the monitor
system.

Since it is loaded by the IPL procedure, all
instructions in the Cold Start Loader are in Load
Mode format. Hence, the program must construct
all IOCCs as well as any long instructions required
by it.

The first word set up after entering the program
is the second word of the IOCC for reading the Con-
sole Entry switches. After this is done, the number
of the physical drive to be assigned as logical drive
0 is obtained from the Console Entry switches, The
program then checks to see if the number obtained
is valid (0-4, inclusive). If it is not, the program
comes to a WAIT from which the user may restart
by entering a valid number and pressing the START
key. Once a valid number hag been obtained, the
device code for the drive specified is constructed
and saved (for use by the Cold Start Program as well
as the Cold Start Loader).

After setting up the second word of the IOCC for
sensing the disk (with reset), the program senses the
disk. All bits except the not-ready bit (bit 2) are
masked out. If the drive is not ready, the program
comes to the same WAIT mentioned above.

Four long instructions are built, and the final
steps in the setting up of the IOCC for seeking are
performed. The word count of the Cold Start Pro-
gram plus the word count of DISKZ plus 27 is stored
in DZ000-29, the 27 being the number of words
reserved in sector @IDAD for parameters,

After setting up the second word of the IOCC
for reading the disk, the program initiates a
seek toward the home position, one cylinder at a
time., When the seek is complete, sector zero on
the cylinder currently under the read/write heads
is read from the disk, If no disk error occurs

SECTION 4. COLD START PROGRAMS

during this read and if the sector address is that of
sector @IDAD, then a branch is made to $ZEND,
which is the address of the first word of the Cold
Start Program.

If the sector address is not that of the Cold Start
Program, another seek toward the home position is
initiated. This seek-and-read process is repeated
until the proper sector address is found. (There-
fore,a cartridge with invalid sector addresses causes
the program to function improperly.) Any disk
error results in the program coming to a WAIT with
a /3028 in the storage address register.

COLD START PROGRAM

The Cold Start Program is fetched from the disk by
and receives control from the Cold Start Loader.
Using the same device code that was set up
by the Cold Start Loader for the physical drive
assigned aslogical drive 0, the Cold Start Program
reads the Resident Image into its normal location in
core storage. Once this operation is performed,
location zero is initialized with an MDX to $DUMP+1
and the Auxiliary Supervisor is entered with a
parameter of minus 1, causing it to place a dummy
JOB monitor control record into the Supervisor
buffer and execute a CALL EXIT.

CORE LAYOUT

Figure 2, panel 1, shows the layout of the contents
of core storage after the Cold Start Loader has been
loaded and, in turn, has fetched sector @IDAD from
logical drive 0 into core storage. This sector is
read into core such that the DISKZ subroutine
resides at DZ000, followed by the Cold Start Pro-
gram.

Figure 2, panel 2, shows the layout of the contents
of core storage after the Cold Start Program has
fetched the Resident Image from sector @RIAD
from logical drive 0 into core storage. The
Resident Image, like DISKZ, is fetched so that all
locations occupy their permanent positions in core
storage.
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FLOWCHARTS

CALL LINK, CALL EXIT, CALL DUMP Processor:
SUPO1

The Resident Monitor congists of COMMA, the
Skeleton Supervisor, and a disk I/0O subroutine,
COMMA

For a description of COMMA and its contents, see
Section 2. Communications Areas.

SKE LETON SUPERVISOR

The Skeleton Supervisor is composed of: the CALL
LINK, CALL DUMP, CALL EXIT processor; error
traps for interrupt levels 1, 2, 3, and 4, the PRO-
GRAM STOP key, and preoperative errors; and the
ILSs for interrupt levels 2 and 4.

CALL LINK, CALL DUMP, CALL EXIT PROCESSOR

This portion of the Skeleton Supervisor indicates the
type of entry made to it ~- LINK, DUMP, or EXIT --
then fetches and transfers control to phase 1 of the
Core Image Loader.

On any entry at $DUMP locations $CIBA+1 through
4095 are saved on the Core Image Buffer before they
are overlaid by the monitor system programs re-
quired for the core dump.

On all entries to the Skeleton Supervisor, the
two words following the branch instruction are saved
to prevent their being overlaid and lost. They are
needed only if the entry was at $LINK, at which time
these two words contain the name of the link to be
executed next.

SECTION 5. RESIDENT MONITOR

ERROR TRAPS

There are six error traps in the Skeleton Super-
visor: the preoperative error trap, the PROGRAM
STOP key trap, and one postoperative error trap
each for interrupt levels 1, 2, 3, and 4.

Each error trap except for the PROGRAM STOP
key trap consists of a link word, a WAIT instruc-
tion, and a BSC indirect to the link word. The
PROGRAM STOP key trap employs a BOSC indirect
instead of a BSC indirect.

ILSs

The Skeleton Supervisor contains the ILSs for
interrupt level 2 (ILS02) and interrupt level 4 (ILS04).
These are used in all cases by all monitor system
programs and by user programs in lieu of user-
written ILS02 and/or ILS04 subroutines.

DISK I/0 SUBROUTINE

The Resident Monitor contains one of the three disk
I/O subroutines at all times, The disk I/O sub-
routine in the Resident Monitor is the disk I/O sub-
routine currently in use.

For a description of the DISKZ subroutine, see
Section 13, System Device Subroutines. A listing
of the DISKZ subroutine is contained in Appendix B.
Listings.

For descriptions of the DISK1 and DISKN sub-
routines, see Section 12, System Library.
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FLOWCHARTS

Monitor Control Record Analyzer: SUP02 - SUP05
Supervisor Control Record Analyzer: SUP06-SUP(8
Auxiliary Supervisor: SUP10

System Core Dump Program: SUP09

MONITOR CONTROL RECORD ANALYZER -
PHASE 1

The Monitor Control Record Analyzer is the program
that decodes monitor control records and takes the
specified action.

The Monitor Control Record Analyzer is entered
via the $EXIT entry point in the Skeleton Supervisor.
This entry causes the Core Image Loader to fetch
the Monitor Control Record Analyzer and transfer
control to it.

The Monitor Control Record Analyzer utilizes the
system I/0 device subroutines. Three of these sub-
routines (an input, an output, and the appropriate
conversion subroutine) are fetched into core storage
by the Monitor Control Record Analyzer itself,
using SLET information provided by the System
Loader.

The Monitor Control Record Analyzer reads
monitor control records from the principal input
device into the Supervisor buffer, which occupies
locations @SBFR through @SBFR+79 and contains a
monitor control record in unpacked, right-justified
EBCDIC format.

The principal conversion subroutine checks for
monitor control records. If the principal conversion
subroutine detects a monitor control record during
the execution of a monitor system program other
than the Monitor Control Record Analyzer, $CTSW
in COMMA is set to a positive non-zero value, the
monitor control record is converted to unpacked,
right-justified EBCDIC format, and the record is
passed to the Monitor Control Record Analyzer in
the locations assigned as the Supervisor buffer.

SECTION 6. SUPERVISOR

JOB CONTROL RECORD PROCESSING

Upon detecting a JOB control record, the Monitor
Control Record Analyzer initializes the SLET in-
formation for the principal input device, COMMA,
DCOM, and LET.

The entire heading sector (sector @HDNG) is
cleared, "PAGEbbb1" is stored in words 0-3, and
the contents of columns 51-58 of the JOB control
record are stored in words 6-9.

The SLET information for the device other than
the Keyboard normally assigned as the principal
input device replaces the SLET information for the
current principal input device and its conversion
subroutine,

The following parameters in COMMA are
initialized to zero:

$COMN, $LAST, $PST1,
$CTSW, $LINK, $PST2,
$DADR, $NDUP, $PST3,
$DUMP, bo3F $NXEQ, $PST4,
$IBSY, $PBSY, $SNLT,
$I0CT, $PRET, $STOP,

$WRD1

In addition, $PGCT and $UFIO are set to one, and
the address of $DUMP is stored in $IREQ.

The cartridge IDs specified on the JOB control
record are unpacked to one EBCDIC character per
word, converted to binary, and stored in a five-
word ID table to be used by the System Update
program to update the cartridge-dependent tables
in COMMA and DCOM (see System Update, below).

$CIBA in COMMA is set by comparing the ID of
the cartridge on which the CIB for the current job
is to be found, as specified on the JOB control
record, to the list of specified IDs and selecting the
entry in #CIBA that corresponds to the matching ID.
Similarly, $WSDR is set equivalent to the logical
drive number of the ID that matches the Working
Storage cartridge ID, and $UFDR is set equivalent
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to the drive number that matches the unformatted
I/0 cartridge ID.

The address of the adjusted end of the User Area
(#ANDU) is compared to the address of the base end
of the User Area (#BNDU) for each cartridge. If
the two items are unequal for any cartridge, the
temporary items in LET on that cartridge are
deleted. A sector of LET is read and the disk block
counts are accumulated until the sum is equivalent
to #BNDU. The sector address of that sector and
any following LET sectors are stored in a table
(JB936) until a continuation of the disk block
accumulation equals #ANDU. The next entry consists
of a dummy name (IDUMY) and the size of Working
Storage. The size of Working Storage is saved
(JB934) and the entry is cleared. The preceding
disk block counts are added one at a time to JB934,
subtracted from #ANDU, and deleted until # ANDU
equals #BNDU. If an entire sector is deleted before
#ANDU equals #BNDU, it is necessary to fetch the
sector address of the preceding LET sector from
the table JB936 and read in that sector so the
deletion process may be continued. When all the
temporary entries have been deleted (#ANDU equals
#BNDU) 1DUMY is stored as the name, and the disk
block count of the last entry is stored as the size of
Working Storage.

The following parameters in DCOM are set to
Zero:

#CBSW, #FRDR, #MPSW,
#DBCT, #FRMT, #NAME,
#DCSW, #FSZE, #NCNT,
#ENTY, #LCNT, #TODR,
#FCNT, #MDF1, #UHOL,
#FHOL, #MDF2, #USZE,
#WSCT

#JBSW is set to zero unless a '"T' appears in
column 8 of the JOB control record, in which case
#JBSW is set to a positive, non-zero value.

SYSTEM UPDATE PROGRAM

The purpose of the System Update program is to
update the drive- and cartridge-dependent tables of
the system cartridge DCOM to reflect the logical
definition and contents of the cartridge in use during
the current job, as specified by the JOB control
record.
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The specified cartridge IDs are communicated to
the System Update program in logical order and in
tabular form from core storage or from disk. This
table is referred to as ID LIST,

A table of available cartridge IDs in physical
order is formed by the System Update program by
executing a command to read one word from each
drive successively. If the drive is available and
ready, the DSW, when immediately tested, shows
a busy condition, DISKZ is then called to fetch the
cartridge ID and defective cylinder addresses from
sector @IDAD and the ID is stored in CART LIST.

If a drive is not available or not ready, the
appropriate position of CART LIST is set to zero.

CART LIST is searched for each ID in ID LIST.
When matching IDs are found, DCOM is fetched from
the physical drive represented by the matching ID
from CART LIST. The ID being processed is
located in the #CIDN parameter in the DCOM just
fetched. The entries from the drive- and cartridge-
dependent parameters in DCOM in the position where
the ID is found are moved to the corresponding drive-
and cartridge-dependent parameters in the master
DCOM in the position specified by the logical drive
assignment for that ID. The entries for unspecified
cartridges are set to zero.

At the same time, the device code ($ACDE) and
defective cylinder addresses ($DCYL) in COMMA
are set. $ACDE is the only link between the logical
and physical definition of a drive. The position of
an entry in the $ACDE parameter defines the logical
drive, and the device code defines the physical drive.
The defective cylinder addresses are those fetched
from words 0-2 of sector @IDAD of the cartridge.
These addresses and cartridge IDs were set by the
DCIP program. $FPAD and $ULET in COMMA are
updated from the newly updated DCOM on the
master cartridge.

OTHER CONTROL RECORD PROCESSING

Upon detecting an XEQ monitor control record, the
Monitor Control Record Analyzer tests $NXEQ, the
non-execute switch, in COMMA. If $NXEQ is zero,
the Monitor Control Record Analyzer fetches and
transfers control to the XEQ Control Record
Processor (see below). Otherwise, the Monitor
Control Record Analyzer prints an error message
and reads the next control record for processing.
Upon detecting an ASM or FOR monitor control



record the Monitor Control Record Analyzer fetches
the first phase of the specified program using SLET
information provided by the System Loader, and
transfers control to it.

Upon detecting a DUP monitor control record,
the Monitor Control Record Analyzer tests $NDUP,
the non-DUP switch, in COMMA. If $NDUP is zero,
the Monitor Control Record Analyzer fetches and
transfers control to the first phase of DUP. Other-
wise, an error message is printed and the next
control record is read for processing.

Upon detecting a PAUS monitor control record,
the Monitor Control Record Analyzer comes to a
WAIT at the PROGRAM STOP key trap in the
Resident Monitor. When the PROGRAM START key
is pressed, the Monitor Control Record Analyzer
reads and processes the next control record.

Upon detecting a TYP monitor control record,
the Monitor Control Record Analyzer replaces the
SLET information used to fetch the principal input
device subroutine and its associated conversion
subroutine with the SLET information for the Key-
board input subroutine and its associated conversion
subroutine. These subroutines are then fetched and
used for the reading and converting of subsequent
input records from the Keyboard.

Upon detecting a TEND monitor control record,
the Monitor Control Record Analyzer replaces the
SLET information used to fetch the principal input
device (the Keyboard) subroutine and its associated
conversion subroutine with the SLET information
for the device subroutine and conversion subroutine
used with the device normally agsigned as the
principal input device, i.e., not the Keyboard.
These subroutines are then fetched and used for the
reading and converting of subsequent input records.

Upon detecting a CPRNT monitor control record,
the Monitor Control Record Analyzer replaces the
SLET information used to fetch the principal print
device subroutine with the SLET information for the
Console Printer output subroutine. (This replace-
ment is permanent and can be changed only by a
new initial load of the system,) This subroutine
is then fetched and used for the printing of sub-
sequent output records on the Console Printer.

Upon detecting an EJECT monitor control record,
the Monitor Control Record Analyzer ejects the page
on the principal print device, prints the current
page heading, and reads and processes the next
monitor control record.

XEQ CONTROL RECORD PROCESSOR - PHASE 2

The XEQ Control Record Processor processes the
XEQ monitor control record and the Supervisor
control records - LOCAL, NOCAL, and FILES.

XEQ CONTROL RECORD PROCESSING

The presence of Supervisor control records follow-
ing the XEQ control record is indicated by the con-
tents of columns 16 and 17. If the number in these
columng is not zero or blank, the Supervisor
Control Record Analyzer, the subroutine that
processes LOCAL, NOCAL, and FILES control
records, is called.

#MPSW in DCOM is set non-zero if an 'L' appears
in column 14; otherwise, #MPSW is set to zero.

$DREQ in COMMA is set according to the disk
1/0 subroutine indicated in column 19. If column 19
is blank, $DREQ is set to indicate DISKZ.

If a name appears in columng 8 through 12 of the
XEQ control record, the name is converted to name
code and the Core Image Loader is called via the
$LINK entry point in the Skeleton Supervisor. (The
2-word name of the program to be linked to follows
the branch to $LINK,)

If no name appears in the XEQ control record,
phase 0/1 of the Core Load Builder is fetched into
core storage and control is transferred to phase 0.
The cartridge ID in columns 21-24 is located in
#CIDN to determine the drive on which the program
is to be found. This drive number is stored in
$DCDE in COMMA,
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SUPERVISOR CONTROL RECORD PROCESSING

LOCAL/NOCAL Control Record Processing
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The mainline program name(s) and subroutine
name(s) found on the LOCAL/NOCAL control
records are converted to name code and stored on
the Supervisor Control Record Area (SCRA), If
a mainline program name is not specified, two words
of blanks replace it in the SCRA.

LOCAL control record information is stored in
sectors 0 and 1 of the SCRA. NOCAL control record
information is stored in sectors 2 and 3.

FILES Control Record Processing

Each file number is converted to binary and stored
in the SCRA. Following each file number in the
SCRA is the file name in name code. If no name was
specified, two words of zeros replace the name.
Following each file name in the SCRA is the cartridge
ID converted to binary. If no cartridge ID was
specified for a file, one word of zeros replaces the
cartridge ID. Both the file name and cartridge ID
may not be unspecified.

FILES control record information is stored in
sectors 4 and 5 of the SCRA.

SUPERVISOR CONTROL RECORD AREA (SCRA)

Sectors 0 and 1 of the SCRA are occupied by the
LOCAL information for the core load or execution
currently in progress (see diagram, below). The
first word of sector 0 contains the word count of the
information stored in the two LOCAL sectors.
Sectors 2 and 3 of the SCRA are occupied by the
NOCAL information for the core load or execution
currently in progress (see diagram, below). The
first word of sector 2 contains the word count of
the information stored in the two NOCAL sectors.
Sectors 4 and 5 of the SCRA are occupied by the
FILES information for the core load or execution
currently in progress (see diagram, below). The
first word of sector 4 contains the word count of the
information stored in the two FILES sectors.
Sectors 6 and 7 of the SCRA are not used.
The format of information in the LOCAL/NOCAL
sectors is as follows:

Word Count, one word specifying the number of words in
the two LOCAL/NOCAL sectors occufied
by LOCAL/NOCAL information, including
the word count .
Mainline name, two words in name code format (blanks
if no mainline name is specified)
Subroutine Name, two words in name ccde for-
mat specifying a LOCAL/
NOCAL subroutine assoc-
iated with the preceding
mainline
Subroutine Name

Subroutine Name Mainline

l Name
Mainline and Subroutine Names l
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Subroutine Name
Mainline Name
Subroutine Name
Subroutine Name
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The format of information in the FILES sectors
is as follows:

Word Count, one word specifying the number of words in the two
FILES sectors occupied by FILES information, including the
word count,

File Number, one word specifying in binary the number
assigned to the file in a FORTRAN DEFINE FILE
statement and by which the file is referenced

File Name, two words in name code format specifying the

name of the file as it appears in LET/FLET (zeros
if no file name is specified) .

Cartridge ID, one word specifying in binary the 1D
of the cartridge containing the preceding
nomed file (zero if no cartridge 1D is
specified) .

File Number
File Name
Cartridge ID

File Number

y L L L File Numbers and Names
Yv o and Cartridge 1Ds

R
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File Name
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SYSTEM CORE DUMP PROGRAM

If an entry was made to the Skeleton Supervisor at
the $DUMP ‘entry point, the Skeleton Supervisor saves
the contents of location $CIBA+1 through 4095 on the
CIB, then fetches and transfers control to the Core
Image Loader. If $DMPF (the dump format indica-
tor) is zero or positive, the Core Image Loader
fetches into core storage and transfers control to
the System Core Dump program.

The Dump program requires the principal print
device subroutine. This subroutine is fetched into
core storage by the Dump program itself utilizing
SLET information provided by the System Loader.

If dump limits are specified, three checks are
made:

1. If both limits are zero, the lower limit is left
zero and the upper limit is set to core size.

2. If a limit is larger than core size, the limit is
subtracted from the core size and the difference
is used as the limit.

3. If the lower limit is greater than the upper limit,
a wrap-around dump is given. That is, core
storage between the lower limit and the end of
core storage is dumped, then core storage
between location 0 and the upper limit is dumped.

The lower dump limit is checked to determine
which, if any, sections of the CIB must be read into
the dump buffer. If any or all of the contents of the
CIB are to be dumped, the CIB is read into core
storage in sections; sectors 0-3 constituting section
1, sectors 4-7 constituting section 2, and sectors
8-12 constituting section 3. Since the first six words
of core storage were not stored to the CIB, the
contents of the dump buffer are off-set by six words.
These six words are filled in from words 0-5 in the
case of section 1 and are saved from the end of the
previous section in the cases of sections 2 and 3.
Locations greater than 4095 were not stored to the
CIB and are dumped from their original locations.

If the $DUMP entry point containg no return
address (i.e., is zero), the Dump program calls the
Monitor Control Record Analyzer via the $EXIT
entry point in the Skeleton Supervisor.

If the $DUMP entry point contains a return address
(i.e., is non-zero), the Dump program restores the
contents of core storage in three stages. First, the
locations between $CIBA+1 and the beginning of the
disk I/0O subroutine are restored from the CIB.

Second, the locations between the beginning of the
disk I/O subroutine and the beginning of the principal
print device subroutine are restored. Third, the
locations between the beginning of the principal print
device subroutine and location 4095 are restored
from the CIB using the disk read subroutine in
COMMA. Control is then returned to the restored
core load at the location following the dump param-
eters.

AUXILIARY SUPERVISOR

If an entry was made to the Skeleton Supervisor at
the $DUMP entry point and $DMPF (the dump format
indicator) is negative, the Core Image Loader fetches
into core storage and transfers control to the
Auxiliary Supervisor.

The Auxiliary Supervisor has three functions:

1. It stores dummy monitor control records to the
Supervisor buffer for processing by the Monitor
Control Record Analyzer.

2. It prints error messages for errors detected by
the Core Image Loader,

3. It aborts a JOB.

The Cold Start Program calls the Auxiliary
Supervisor with a parameter of minus one (-1). This
parameter causes the Auxiliary Supervisor to place
a dummy JOB monitor control record in the Super-
visor buffer, convert from binary to EBCDIC the
cartridge ID of the cartridge from which the cold
start was made and store it in the Supervisor
Buffer, set $CTSW non-zero, and call the Monitor
Control Record Analyzer via the $EXIT entry point
in the Skeleton Supervisor.

The ILS04 subroutine calls the Auxiliary Super-
visor with a parameter of minus two (-2) if an
interrupt occurs from the Keyboard INTERRUPT
REQUEST key and the user has not provided a servic-
ing subroutine for that interrupt. This parameter
causes the Auxiliary Supervisor to set $I0CT, $IBSY
and $PBSY in COMMA to zero, set $FLSH in
COMMA non-zero, and call the Monitor Control
Record Analyzer via the $EXIT entry point in the
Skeleton Supervisor.

The Core Image Loader calls the Auxiliary
Supervisor with a parameter of minus three (-3) or
minus four (-4). If a program name cannot be
found in LET/FLET, the parameter used is minus
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three. If a name specified as the program or core
load for execution is found to be a data file in LET/
FLET, the parameter used is minus four. In either
case, the Auxiliary Supervisor prints an error
message, sets $NXEQ in COMMA non-zero, and
calls the Monitor Control Record Analyzer via the
$EXIT entry point in the Skeleton Supervisor.

The System Loader calls the Auxiliary Supervisor
with a parameter of minus five (-5). This parameter
causes the Auxiliary Supervisor to place a dummy
DUP monitor control record in the Supervisor buffer
and call the Monitor Control Record Analyzer via
the $EXIT entry point in the Skeleton Supervisor.

A negative parameter other than minus 1 through
minus 5 causes the Auxiliary Supervisor to print an
appropriate error message and call the Monitor
Control Record Analyzer via the $EXIT entry point
in the Skeleton Supervisor.

CORE LAYOUT

Figure 3, panel 1 shows the layout of the contents

of core storage at the time the Skeleton Supervisor
is entered at the $LINK, $EXIT, or $DUMP entry
point.

Figure 3, panel 2 shows the layout of the contents
of core storage after phase 1 of the Core Image
Loader has been fetched into core storage by the
Skeleton Supervisor. If the Skeleton Supervisor was
entered at the $DUMP entry point, the contents of
locations $CIBA-1 through 4095 are saved on the
CIB prior to the fetching of the Core Image Loader.

Figure 3, panel 3 shows the layout of the con-
tents of core storage after phase 1 of the Core Image
Loader, using whichever disk I/O subroutine is in
the Resident Monitor, has fetched phase 2 of the Core
Image Loader into core storage.
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Figure 3, panel 4 shows the layout of the con~
tents of core storage after the Core Image Loader,
as the result of an entry to the Skeleton Supervisor
at the $EXIT entry point, has fetched the DISKZ disk
1/0 subroutine into the Resident Monitor for use by
the Monitor Control Record Analyzer and has fetched
into core storage and transferred control to the
Monitor Control Record Analyzer. The principal
print device and principal input device subroutines
have been fetched into core storage by the Monitor
Control Record Analyzer. The areas for disk 1I/O
and control record buffers have been allocated by
the Monitor Control Record Analyzer. If & monitor
control record had been detected by a monitor
system program other than the Monitor Control
Record Analyzer, the record would have been passed
to the Monitor Control Record Analyzer in that area
to be allocated by the Monitor Control Record
Analyzer as the Supervisor buffer,

Figure 3, panel 5 shows the layout of the con-
tents of core storage after the Monitor Control
Record Analyzer has fetched the XEQ Control Record
Processor into core storage.

Figure 3, panel 6 shows the layout of the con-
tents of core storage after the Core Image Loader,
as the result of an entry to the Skeleton Supervisor
at the $DUMP entry point with a non-negative param-
eter, has fetched into core storage and transferred
control to the System Core Dump program, The
Dump program, using whichever disk I/O subroutine
is in the Resident Monitor, has fetched the principal
print device subroutine into core storage. The
areas for disk I/O and print buffers have been
allocated by the Dump program,

Figure 3, panel 7 shows the layout of the con-
tents of core storage after the Core Image Loader,
as the result of an entry to the Skeleton Supervisor
at the $DUMP entry point with a negative param-
eter, has fetched the DISKZ disk I/O subroutine
into core storage and has fetched and transferred
control to the Auxiliary Supervisor. The Auxiliary
Supervisor has fetched the principal print device
subroutine into core storage.
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Figure 3. Core Layout During Supervisor Operation
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FLOWCHARTS
Phase 1: CILO1

Phage 2: CILO02

PHASE 1

Phase 1 of the Core Image Loader handles the three
entries to the Skeleton Supervisor - LINK, DUMP,
and EXIT, The Core Image Loader is assigned this
task in order to minimize transfer time (via CALL
LINK) from one link to another,

Phase 1 of the Core Image Loader is naturally
relocatable. It is read into core storage by the
Skeleton Supervisor immediately following whichever
disk I/0 subroutine is currently in the Resident
Monitor. (This can be done by the Skeleton Super-
visor with minimal core requirement because the
word count and sector address of this phase per-
manently reside at the end of each disk I/0 sub-
routine,)

If the Skeleton Supervisor was entered at the
$DUMP entry point (JRMSW is positive), phase 1
tests $DMPF, the dump format code indicator.

If $DMPF is negative, phase 1 fetches and transfers
control to the Auxiliary Supervisor. If $DMPF is
not negative, phase 1 fetches and transfers control
to the System Core Dump program,

If the Skeleton Supervisor was entered at the
$EXIT entry point (JRMSW is negative), phase 1
tests $DZ1IN to determine whether DISKZ is in the
Resident Monitor. If DISKZ is in the Resident
Monitor, phase 1 fetches and transfers control to
the Monitor Control Record Analyzer. If DISKZ is
not in the Resident Monitor, phase 1 fetches phase 2
of the Core Image Loader. Using phase 2 as a sub-
routine, phase 1 overlays DISK1 or DISKN with
DISKZ. Phase 1 then fetches and transfers control
to the Monitor Control Record Analyzer.

If the Skeleton Supervisor was entered at the
$LINK entry point (JRMSW is zero), phase 1 tests
$COMN in COMMA to determine if COMMON was
defined by the core load just terminated. If $COMN
is non-zero, phase 1 saves Low COMMON on the
CIB. (Low COMMON is the lowest 320 words that
could have been defined as COMMON by the core
load just terminated.) Depending on the disk I/0
subroutine currently in the Resident Monitor, Low
COMMON is defined as follows:

SECTION 7, CORE IMAGE LOADER

Low COMMON

Disk I/0 Subroutine Decimal Hexadecimal
DISKZ 896 - 1215 /0380 - /04BF
DISK1 1216 - 1535 /04C0 - /O5FF
DISKN 1536 - 1855 /0600 - /073 F

The area occupied by Low COMMON is used by
phase 1 as a disk I/0O buffer during the LET/FLET
search and/or as the area into which phase 2 is
fetched when phase 2 is to be used to fetch DISKZ,

Once Low COMMON has been saved, or if no
COMMON was defined by the core load just ter-
minated, phase 1 searches LET/FLET for the name
of the program or core load to be executed next.
The name of the link has been saved in $LKNM by the
Skeleton Supervisor.

If the link is in disk system format (DSF), phase
1 saves any COMMON defined below 4096 on the
CIB. It then fetches phase 2, uses phase 2 as a
subroutine to overlay DISK1 or DISKN with DISKZ,
fetches phase 0/1 of the Core Load Builder, and
transfers control to phase 1 of the Core Load
Builder.

If the link is in disk core image format (DCI),
phase 1 fetches and transfers control to phase 2 to
fetch the link and the required disk I/O subroutine,
if necessary, and to transfer control to that link.

Special Techniques. Phase 1 of the Core Image
Loader places a disk call subroutine in COMMA at
$HASH+8 through $HASH+19. Using this disk call
subroutine, phase 1 is able to overlay itself when
fetching phase 2, the Monitor Control Record
Analyzer, etc.

PHASE 2

Phase 2 of the Core Image Loader is naturally
relocatable. It is read into core storage (by phase
1) immediately following the end of phase 1 if it is
to be used by phase 1 to fetch DISKZ, or (by either
phase 1 or the Core Load Builder) following the end
of the disk I/O subroutine currently in the Resident
Monitor if it is to fetch and transfer control to a
core load. Phase 2 provides two functions: (1)

to overlay the disk I/0 subroutine currently in the
Resident Monitor with the requested disk I/O sub-
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routine and (2) to fetch a core load. It may be used
for either or both of these functions on any single
entry.

If called to fetch and transfer control to a core
load, phase 2 first fetches and processes the core
image header and then the disk I/O subroutine
required by the core load to be fetched if it is not
currently present in the Resident Monitor. The last
thing it does is to fetch and transfer control to the
core load itself,

Special Techniques. Upon entry, phase 2 requires
the disk call subroutine placed at $HASH+8 through
$HASH+19 by phase 1. Using this disk call sub-
routine, phase 2 is able to overlay itself when fetch-
ing a core load. Included in this subroutine, at
$HASH-+13 through $HASH+19, is the coding that
moves the transfer vector from its position at the
end of the core load (as it exists on disk) to the end
of COMMON in core storage. Once the transfer
vector has been moved, control passes to the core
load being fetched.

CORE LAYOUT

Figure 4 shows the layout of the contents of core
storage following an entry to the Skeleton Supervisor
at $EXIT when DISKZ is present in the Resident
Monitor. In panel 1, phase 1 of the Core Image
Loader has been fetched by the Skeleton Supervisor.
In panel 2, the Monitor Control Record Analyzer has
been fetched by phase 1.

Figure 5 shows the layout of the contents of core
storage following an entry to the Skeleton Supervisor
at $EXIT when DISKZ is not present in the Resident
Monitor. In panel 1, phase 1 of the Core Image
Loader has been fetched by the Skeleton Supervisor.
In panel 2, phase 2 of the Core Image Loader has
been fetched by phase 1. In panel 3, DISKZ has been
fetched by phase 2. In panel 4, the Monitor Control
Record Analyzer has been fetched by phase 1.

Figure 6 shows the layout of the contents of core
storage following an entry to the Skeleton Supervisor
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Figure 4. Core Layout on Supervisor Entry at $EXIT (DISKZ in Core)

at $DUMP., In panel 1, locations $CIBA+I1 through
4095 have been saved on the CIB and phase 1 of the
Core Image Loader has been fetched by the Skeleton
Supervisor. In panel 2, the System Core Dump
program has been fetched by phase 1 as the result
of a non-negative parameter following the branch to
$DUMP. In panel 3, the Auxiliary Supervisor has
been fetched by phase 1 as the result of a negative
parameter following the branch to $DUMP.,
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Figure 7 shows the layout of the contents of core
storage following an entry to the Skeleton Supervisor
at $LINK when the program being linked to is in disk
system format (DSF). In this case DISK1 or DISKN
is currently present in the Resident Monitor. In
panel 1, phase 1 of the Core Image Loader has been
fetched by the Skeleton Supervisor, Low COMMON
has been saved by phase 1, and the LET/FLET
search buffer has been allocated. In panel 2,
COMMON defined by the previous core load below
location 4096 (if any) has been saved on the CIB by
phase 1, In panel 3, phase 2 of the Core Image
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Figure 6. Core Layout on Supervisor Entry at $DUMP

Loader has been fetched by phase 1; DISKZ has been
fetched by phase 2. If DISKZ is currently present in
the Resident Monitor, phase 2 is not called as shown
in panel 3, In panel 4, phase 0/1 of the Core Load
Builder has been fetched by phase 1 of the Core
Image Loader.

Figure 8 shows the layout of the contents of core
storage following an entry to the Skeleton Supervisor
at $LINK when the program being linked to is in disk
core image format (DCI). In this case DISKZ is
currently present in the Resident Monitor. In panel
1, phase 1 of the Core Image Loader has been
fetched by the Skeleton Supervisor, Low COMMON

Section 7., Core Image Loader 29



©)

@

®

®

COMMA, COMMA, COMMA, COMMA,
Skeleton Skeleton Skeleton Skeleton
Supervisor Supervisor Supervisor Supervisor
DISK1 DISK1 DISKZ DISKZ
or or
DISKN DISKN 7////2 Core Load
Builder,
Core Image Core Image Core Image Plz)cx/s;a
Loader, Loader, Loader,
Phase 1 Phase 1 Phase 1
LET/FLET LET/FLET
Buffer Buffer Core Image
Loader,
Low Low Phase 2
COMMON COMMON

E
T

COMMON
Below
4096,
Saved

s\\\\

A\

has been saved by phase 1, and the LET/FLET
search buffer has been allocated. In panel 2, phase
2 of the Core Tmage Loader has been fetched by
phase 1; the core image header buffer has heen
allocated by phase 2. In panel 3, the disk /O sub-
routine required by the program being linked to has
been fetched into the Resident Monitor. In panel 4,
the program being linked to has been fetched by
phase 2. In panel 5, COMMON defined by the
previous core load below location 4096, previously
saved on the CIB by phase 1 of the Core Image
Loader, as well as the program being linked to, has
been fetched by phase 2. In panel 6, the portion of
the program being linked to that is contained in the
CIB (the portion below location 4096, placed in the
CIB by the Core Load Builder) has been fetched by
phase 2,

DEBUGGING/ANALYSIS AIDS

COMMON
Above
4096,
Not
Saved

Figure 7. Core Layout on Supervisor at $LINK (Link in Disk System
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Format)

To facilitate the finding of errors in and associated
with the Core Image Loader, NOP instructions have
been placed at critical locations in the Core Image
Loader; they are: CMO000+1, CM118-5, CM180,
LD000+1, GETCL, and LD100+8. These NOPs can
be replaced by WAIT instructions so that core dumps
can be taken at various stages during Core Image
Loader execution. An analysis of the core dump(s)
may provide enough information to locate the problem,
Bear in mind that the Core Image Loader is
naturally relocatable. Thus, all modifications
made to it must be executable irrespective of core
location,
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FLOWCHARTS
Phase 1 (IN): CLBO01

Phase 2 (MC): TLB02

The Core Load Builder builds a specified mainline
program into an executable core load. The main-
line program, with its required subroutines (LOCALs
and SOCALs included), is converted from disk
system format (DSF) to a format suitable for execu-
tion, During the conversion, the Core Load Builder
also builds the core image header record and the
transfer vector. The resulting core load is suitable
for immediate execution or for storing on the disk in
disk core image format (DCI) for future execution.

GENERAL COMMENTS

Each phase of the Core Load Builder has been
broken up into a series of relatively small, self-
contained subroutines, After initialization (phase 1)
control remains in the Master Control subroutine,
which is a part of phase 2. (The labels in this sub-
routine all start with "MC'".) In other words, the
basic control logic is found in the Master Control
subroutine,

The labels assigned to constants and work areas
within subroutines are in the range 900-999. When-
ever noted, even-numbered labels are on even
boundaries, and odd-numbered labels are on odd
boundaries. Constants and work areas in RCOM
(phase 0) are mnemonic and are arranged in four
groups, each ordered alphabetically. Double-word
cells are in one group, indexed cells are in a second;
constants are in a third; and switches and work areas
are in a fourth., The labels of switches are of the
form "LSWx', where 'x" is a number. The labels
of constants are of the form "Kx'', where '"x'" is
either the number, in decimal, defined in the con-
stant or the four hexadecimal digits defined in the
constant,

Patch areas are usually found at the end of a phase.
Each one is defined by a BSS followed by a DC,

SECTION 8. CORE LOAD BUILDER

OVERLAY SCHEME AND CORE LAYOUT

The overlays (phases) of the Core Load Builder have
been organized to allow maximum core storage for
the Load Table while minimizing the flip-flopping of
phases. ""Minimizing" here means that, during a
one-pass building process (no LOCALs or SOCALs),
the phases are executed serially from 1 through 6
(excluding 5). During a two-pass building process
(LOCALs and/or SOCALs required), there is some
flip-flopping of phases 3 and 5,

Phase 0 is never overlaid. It contains the sub-
routines that must never be overlaid, as well as
work areas and constants required by more than one
subroutine.

Phase 1 is fetched along with phase 0. The only
difference is that phase 2 overlays phase 1 but not,
of course, phase 0. Phases 3, 4, 5, 6, and 12 over-
lay the last part of phase 2.

Phases 7-10 contain messages. They all require
that the principal print subroutine be in the data
buffer; these phases themselves are executed from
the LET/FLET search buffer.

Phase 11 prints the file map and phase 12 the core
map. Both of these phases require that the principal
print device subroutine be in the LET/FLET search
buffer. Phase 11 is executed from the data buffer,

Figure 9, panel 1 shows the layout of the contents
of core storage after phases 0 and 1 of the Core Load
Builder have been fetched into core storage by phase
1 of the Core Image Loader or the STORE function
of DUP,

Figure 9, panel 2 shows the layout of the contents
of core storage after phase 1 has fetched phase 2,
overlaying itself. Phase 2 has allocated the areas for
the Load Table and the disk I/O buffers.

Figure 9, panel 3 shows the layout of the contents
of core storage after any one of the overlay phases
has been fetched by phase 2.

Phase 1 includes the subroutines called by the in-
itialization subroutine. In this way, phase 2 can over-
lay phase 1 completely, Phase 2 includes the sub-
routines called by the relocation subroutine, RL. The
order of the subroutines in this phase is important.
Those that are required only during the relocation of
the mainline (MV, ML, CK, DC, DF, and FM) come
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last so that they may be overlaid by phase 3. Phase 3
includes the subroutines required to choose a sub-
routine (as opposed to a mainline) from the Load
Table and relocate it. Phases 4 and 6 round out the
one-pass core load building process. Phase 4
determines whether or not SOCALs are required,
and, if so, whether or not they can be employed to
make the core load fit into core storage. It also
processes ILSs. Phase 6 performs the miscellaneous
jobs, such as creating the transfer vector, that can
be done only at the end of the process of building a
core load. Phase 5 is executed only during pass 2

in a two-pass building process. It organizes the
LOCALs and SOCALSs for relocation, including their
special linkages.

w
=

DISK BUFFERS

There are three buffers used by the Core Load
Builder. Each is 320 words long, not counting the
word count and sector address, and each has a
primary use, although it may be used temporarily
for something else. For example, the LET search
buffer is used primarily to hold a sector of LET/
FLET when searching that table. However, it con~
tains one of the message phases (phases 7-10)
whenever a message is printed.

The data buffer is a buffer for the User Area.
The program currently being incorporated into the
core load is read into this buffer, one sector at a
time. For example, after a sector of the mainline
is read into this buffer from the User Area or
Working Storage, the relocation of the mainline can
begin, When this sector of the mainline has been
relocated, another sector (if any) is fetched, and
so on until the entire mainline is relocated.

The main use of the CIB buffer is to contain the
CIB, one sector at a time. For example, if a core
load is to occupy locations 1000 -~ 1639, then the first
sector of the CIB contains the part of the core load
that is to occupy 1000 - 1319 and the second sector
1320 - 1639. As the core load is built, the Location
Agsignment Counter (LAC) reflects the ultimate core
address of the data word currently being relocated.
In this example, the LAC would start at 1000, thus
causing sector 1 of the CIB to be read into the CIB
buffer. This first word of the core load would be
placed in the first word of the CIB buffer and the
LAC advanced by 1. Assuming no data breaks, the
LAC will eventually be incremented to 1320. Then
the contents of the CIB buffer will be written out
on sector 1 of the CIB, and sector 2 will replace
sector 1 in the CIB buffer. In short, each word of
a core load is always transferred to the CIB via the
CIB buffer.

The data and CIB buffers are combined into a
single 640-word buffer for the purpose of fetching
the LOCAL, NOCAL, and FILES information from
the SCRA.

CORE IMAGE BUFFER (CIB)

The Core Image Buffer is used by the Core Load
Builder, the Core Image Loader, and the Skeleton
Supervisor. The Core Load Builder uses it to store
any part of the core load that is to reside (when the



core load is executed) below location 4096. The
first word of the mainline is stored in the first word
of the CIB, and subsequent words follow similarly.
Thus, the mainline must be relocated first, and a
subsequent ORG that would set the Location Assign-
ment Counter below its first value is not allowed.

LOAD TABLE

The Load Table is used by the Core Load Builder
primarily to tell what subprograms to include in the
core load as well as at what time during the process
of core load building to include a given subprogram.
Other uses of the table are discussed below., It
exists only during the building of a core load.

There is an entry in the Load Table for (1) every
LOCAL/NOCAL entry point specified for a given
mainline and (2) for each subprogram entry point
referenced in a core load, via CALL or LIBF, For
example, even though subprogram A is called five
times, there is only one entry in the Load Table for
A. On the other hand, if A and B are different
entry points to the same subprogram and both are
referenced, then there will be an entry for A and
another for B.

Each of the Load Table entries is four words in
length. The first entry occupies locations 4086 -
4089, the second 4082 - 4085, etc. The first two
words of each entry contain the name (in name code)
of the subprogram that caused the entry to be made.
Bit zero of the first word is set if the entry is that of
a LOCAL, bit one is set if the entry is that of a
CALL. Mainlines and interrupt level subroutines
never appear in the Load Table. :

Words three and four of each entry are zero when
the entry is first made. As the relocation of a given
subprogram begins, word three is set with the entry
point, i.e., the absolute, address. In this way, the
Core Load Builder can tell by looking at its Load
Table entry whether or not a subprogram has been
relocated and where it has been relocated to.

Word four is put to several uses, most of which
involve LOCAL processing. The use of this word at
a given time is dependent upon the pass (1 or 2) and/
or whether the subprogram associated with the Load
Table entry is a LOCAL that was specified in the
LOCAL information in the SCRA, For example,

A and B are entry points to the same subprogram,
and A (but not B) appears in the LOCAL information
in the SCRA. Both A and B can be called in the core
load; in such a case A is said to be specified and B
unspecified.

The values stored in word four at various times
are: (1) the class code (for a non-LOCAL), (2) the
address of the Flipper Table entry, (2) /0008 for
every subroutine called by a LOCAL, (4) the word
count of a LOCAL, (5) the address of the Load Table
entry for the specified entry point for the LOCAL
currently being relocated, and (6) the address of the
LIBF TV that corresponds to the entry in the Load
Table.

LOCAL, NOCAL, AND FILES INFORMATION

LOCAL, NOCAL, and FILES information is obtained
from the Supervisor Control Record Area (SCRA).
This information is supplied by the Supervisor Con-
trol Record Analyzer (see Section 6: Supervisor) or
the STORECI function of DUP (see Section 9: Disk
Utility Program). For the format of LOCAL,
NOCAL, and FILES information in the SCRA, see
Section 6: Supervisor or Section 9. Disk Utility

Program,
ISS TABLE

The ISS Table is used by the Core Load Builder as it
constructs Interrupt Branch Tables for ILSs. When
the address to which an ISS is to be relocated be-
comes available, that address is stored in the
appropriate entry in the ISS Table. For example, if
an ISS for the 1132 Printer (ISS number 6) is being
relocated to location /1000, then /1000 is stored in
the fourth word of the 1SS, This address will later
be used during the construction of the Interrupt
Branch Table (IBT) for ILS01.

INTERRUPT BRANCH TABLE (IBT)

Each ILS in the System Library that is filled in by
the Core Load Builder (ILS00, ILS01, and ILS03)
begins with an Interrupt Branch Table (IBT). ILS02
and ILS04, which are a part of the Resident Monitor,
require special treatment to construct their IBTs.
A given IBT consists of the addresses of the
interrupt service entry points for the devices on the
corresponding interrupt level. Thus, if there are
two devices on a level, there are two entries in the
IBT; and each entry consists of one word, that word
being the address of the interrupt service entry point
to the ISS for the device represented by the IBT entry.
For user-written core loads (as opposed to
monitor system programs), the IBT for ILS04 is
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constructed by the Core Load Builder and stored in
the core image header record. When the Core
Image Loader fetches a core load (including the core
image header), the address of the IBT for level 4

is stored in location $IBT4, from which it is accessed
by ILS04. The IBT for ILS02 is a single word,
$IBT2, which contains the address of DZ000+4,
regardless of the disk I/O subroutine present in the
Resident Monitor. This address is stored in $IBT2
by the Core Image IL.oader as it fetches the requested
disk I/0O subroutine, The IBTs for the remaining
ILSs are constructed and stored in the ILSs them-~
selves by the Core Load Builder.

After all subprograms have been relocated, the
Core Load Builder constructs the IBTs. The IBTs
for all ILSs except ILS02 are constructed as des-
cribed below. Bear in mind that these ILSs are
written with special constants stored in each IBT
entry. These constants, which will be overlaid by
the Core Load Builder, are as follows: The first
eight bits of each constant represent the increment
to be added to the loading address of the correspond-
ing ISS to get the address of the interrupt service
entry point; for IBM-supplied ISSs, this value is
four, except for the "operation complete' entry point
for the 1442 subroutines, for which the value is
seven. The second eight bits are @ISTV plus the
ISS number; thus, each IBM entry has an identifier
to relate it to a specific ISS.

The Core Load Builder fetches one word at a time
from the IBT, i.e., one of the special constants
occupying the IBT locations in the ILS. The second
eight bits of the word fetched are used to compute
the address of the ISS Table entry for the ISS
number indicated. If the ISS Table entry is non-zero,
it contains the loading address of the ISS itself,
which is then incremented by the value stored in the
first eight bits of the word fetched. The resulting
address, which is the address of the interrupt
service entry point, replaces the special constant
that supplied the two eight-bit values. If the ISS
Table entry is zero, the special constant is replaced
with the address of $STOP, the PROGRAM STOP
key trap in the Skeleton Supervisor. This process
of replacing special constants continues until a zero
is fetched from the IBT, indicating that the entire
IBT has been processed. Except for ILS04, this
zero is the entry point to the ILS itself.
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INCORPORATING PROGRAMS INTO THE CORE
LOAD

PASS 1

The mainline is relocated first. Any calls found
during this relocation are put in the Load Table.
After the mainline has been converted, each sub-
program represented in the Load Table is re-
located, generally in the order found in the table
itself. An entry is flagged as having been relocated
by storing the address of the entry point in the third
word of the entry. Before an entry is relocated,
the names of all the entry points to the entry being
considered for relocation are compared with the
name of each entry preceding it in the Load Table.
A match indicates that the current entry is simply
another entry point to a previously relocated sub-
program. Thus, the current entry is not relocated;
instead, the absolute address of the entry point is
determined and stored in the third word of the entry
to signify that it has already been relocated.

Furthermore, the names of all the entry points
to the entry being considered for relocation are com-
pared with the name in each entry in the Load Table
following it. If a match occurs, the third words of
both entries are filled in with the absolute address
of the entry point. Thus, the Load Table is scanned
forward and backward for other entry points to the
subprogram currently being considered for re-
location.

PASS 2

The Load Table is scanned during pass-2 in the same
way as during pass 1. The only difference is that
subprograms are relocated in a certain order during
pass 2, thus necessitating multiple passes through
the Load Table; in fact, one pass is required for each
class of subprograms. Thus, all the in-~cores (class
0) are relocated first, followed by LOCALs, sub-
programs in SOCAL 1 (class 1), subroutines in
SOCAL 2 (class 2), and subroutines in SOCAL 3
(class 3), in that order.



LOCALs AND SOCALs

If during the first pass the Core Load Builder
(phase 4) determines that an Assembler core load
will not fit into core storage even with any LOCALs
that have been specified, the core load building
process is terminated. However, for a FORTRAN
core load special overlays (SOCALSs) of parts of the
core load will be created during a second pass if
this will make the core load fit. The decision of
whether to proceed with a second pass is made after
phase 4 accounts for the sizes of the LOCAL area,
if any, the flipper and its table, and each of the
SOCALs. If the check shows that SOCAL option 1
(SOCAL 1 and SOCAL 2) will be insufficient, then

a further check is made for option 2 (all three
SOCALs). If option 2 ig still insufficient, process-
ing is terminated; otherwise, a second pass is made.

During pass 2, the entire core load is built
again, but, unlike during pass 1, subprograms are
relocated in a special order. First, the mainline
and the in-core (class 0) subprograms are relocated,
followed by: the flipper; the LOCALs, if any; the
arithmetic and function (class 1) subprograms; the
non-disk FIO (class 2) subroutines; and, if
necessary, the disk FIO (class 3) subroutines.

The same procedure described above is necessary
if LOCALs are employed without SOCALs. In other
words, LOCALs, as well as SOCALs, require two
passes.

INTERRUPT LEVEL SUBROUTINES (ILSs)

After all other subprograms have been relocated,
the Interrupt Transfer Vector (ITV) is scanned.
Except for the entries for interrupt levels 2 and 4,
a non-zero entry causes the corresponding ILS to be
incorporated into the core load. (ILS02 and ILS04,
unless supplied by the user, are a part of the
Resident Monitor,) See Interrupt Branch Table,
above, for a description of the processing of that
part of an ILS.

TRANSFER VECTOR (TV)

The transfer vector consists of two parts: the
LIBF TV and the CALL TV. The former provides
the linkage to LIBF subprograms, the latter to
CALL subprograms. The LIBF TV was created to

enable the LIBF statement to require only one
storage location during execution, This is desirable
because 1130 FORTRAN object code contains a very
high percentage of calls to subprograms. Long
branches to those subprograms would greatly in-
crease core requirements for core loads over a
method that employs short branches. By replacing
the LIBF statement with a short BSI, tag 3, to a
transfer vector entry, which could then supply the
long branch to the desired subprogram, this problem
is solved. The cost, of course, is that XR3 is taken
away from the user and the transfer vector is limited
to 255 words., This means the LIBF TV has a
maximum of 85 3-word entries, two of which become
the floating accumulator (FAC) and an indicator for
certain arithmetic subroutines. Thus, the user is
limited to LIBFs to not more than 83 separate sub-
program entry points per core load.

There is no theoretical limit on the number of
CALL entry points per core load, for the CALL
statement is replaced by an indirect BSI to the
desired subprograms. However, the number of
CALL and LIBF references combined must not
exceed the capacity of the Load Table, which is
approximately 150 entries.

The CALL TV entry is one word only, the address
of the subprogram entry point. This makes it pos-
sible to replace a CALL statement with an indirect
BSI to the corresponding CALL TV entry, even though
the address of the subprogram itself may not be
known at the time the CALL is processed.

When stored on disk in disk core image format
(DCI), the LIBF TV follows the last word of the last
subprogram in the core load. It may leave one word
vacant in order to make the floating accumulator
(FAC) begin on an odd boundary. The CALL TV
immediately follows the indicator entry in the LIBF
TV. During execution the TV extends downward in
core storage from the lowest-addressed word in
COMMON.

Whereas the CALL TV entry consists of only one
word (the address of the subprogram), the LIBF TV
entry consists of three words. The first is a link
word (initially zero), and the second and third are a
long BSC to the subprogram entry point,

Figure 10 shows the layout of the transfer vector
in core storage.

Linkage to LOCALs

The LOCAL/SOCAL flipper (FLIPR) is included in a
core load if that core load requires LOCALs and/or
SOCALs. The flipper transfers control to a LOCAL,
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Figure 10. Layout of the Transfer Vector

fetching it first, if necessary. It does likewise for

a SOCAL, except that it is never entered if a sub-
program is called that is a part of the SOCAL current-
Iy in the SOCAL area (see Linkage to the System
Overlays).

The Flipper Table immediately precedes the
flipper. It consists of a 6~word entry for each entry
point specified in the LOCAL information in the SCRA
(for a given mainline) that is referenced by a CALL
and a 5-word entry for each entry point referenced by
a LIBF, If a subprogram has more than one entry
point but only one is specified in the LOCAL informa-
tion (a specified LOCAL), there is a Flipper Table
entry for each entry point referenced in the core
load.

The format of a 5-word (LIBF) entry in the
Flipper Table is as follows:

Word Description

1-2 BSI L. FL000
3 Word count of the subprogram
4 Sector address of the subprogram
5 Entry point address in the sub-

program

The format of a 6-word (CALL) entry in the
Flipper Table is as follows:

Word_ Description
1 Link word
2-3 BSI L FL010
4 Word count of the subprogram
5 Sector address of the subprogram
6 Entry point address in the sub-

program
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Linkage to the System Overlays (SOCALs)

In order to assure very fast transfer to a subprogram
that is a part of a SOCAL that is in core storage at

a given time, special transfer vector entries are
made for SOCAL subprograms. They are different
from the standard LIBF and CALL linkages, and they
are different from the linkage to a LOCAL, The
SOCAL transfer time is approximately 20 micro-
seconds, compared to 150-180 microseconds to a
LOCAL., (Both timings assume a 3.6 microsecond
storage cycle.)

Figure 11 shows an entry in the LIBF TV for an
in-core subprogram (entry 2) and the special linkage
in the LIBF TV for SOCAL subprograms (entries
3-8). Entry 1 is the LIBF TV entry for a SOCAL
subprogram. The "disp" is a displacement to the
second word of the linkage for the SOCAL in which
the subprogram is found.

The example represented in Figure 11 is one that
requires SOCAL option 2; TV entries 5 and 8 would
not appear if option 1 were used. Entry 1 is the
last entry in the LIBF TV, i.e,, the highest-
addressed word of the transfer vector. Suppose that
(1) a LIBF to FADD were made and (2) SOCAL 1 were
not in core, The LIBF would be a BSI to the first
word of entry 1, which would then BSI to the second
word of entry 3. Entry 3 would MDX to the first
word of entry 6, which would transfer control to the
LOCAL/SOCAL flipper subroutine (FLIPR) at
FL230, the entry point in FLIPR for fetching the
arithmetic subprograms. The flipper would fetch
SOCAL 1, change the third word of entry 3 to MDX
to *-3, and BSC to the first word of entry 3, which
then transfers control to FADD, The flipper would
also ensure that the third words of entries 4 and 5
were both MDX to *-12,
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Figure 11. SOCAL Linkage in the LIBF Transfer Vector

Suppose now that FADD were called again before
some subprogram in either SOCAL 2 or SOCAL 3
were called. This time the LIBF would cause a
BSI to the first word of entry 1 and then to the
second word of entry 3. The MDX would then be to

the first word of entry 3, followed by a transfer of
control to FADD. The transfer has required only 2
short BSIs, a short MDX, and an indirect BSC.

The linkage for a CALL to a function is somewhat
different from that just described. Suppose that
(1) SOCAL option 2 was used and (2) each SOCAL
congists of two subprograms, FABS and FSQR being
the functions in SOCAL 1.

Figure 12 shows SOCAL 1, SOCAL 2, and SOCAL
3 as they are stored on the disk. The first 2 words
of each of these SOCALs are the CALL TV for
the subprograms in that SOCAL,

A CALL to FSQR, for example, would be an
indirect BSI to the second word of whichever SOCAL
happened to be in the SOCAL area. If this were
SOCAL 1, control would be immediately transferred
to FSQR. Otherwise, control would first be given to
the LOCAL/SOCAL flipper at FL200, the entry point
in FLIPR for fetching the function subprograms.

The flipper would fetch SOCAL 1 and re-execute the
original CALL to FSQR.

DEFINE FILE TABLE

The processing of the DEFINE FILE Table normally
consists of filling in word 5 (the sector address) for
each entry in the DEFINE FILE Table preceding the
mainline program,

However, additional processing is required when
a file must be truncated, i.e., the space available
on the disk is insufficient to store the number of
records defined in the file. If the file is in the User/
Fixed Area, or if it is the only file in a particular
Working Storage, then the Core Load Builder attempts
to truncate it enough to fit.

‘CALL TV for FABS,
consisting of the
entry point address
of FABS

rCALL TV for FSQR,
consisting of the
entry point address FL200, the address of  FL200
of FSQR the entry point in
the flipper for
fetching SOCAL 1

WY FABS  FSQR

I | I Function LFunctionl [ Subroutines 0 Subroutines J
Y ~ ~ % —
SOCAL 1 SOCAL 2 SOCAL 3

Figure 12. CALL Transfer Vector for SOCALs
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First, the entire DEFINE FILE Table is fetched
and stored in the unoccupied area allocated to the
Load Table., If the Core Load Builder determines
that a file can be truncated, the number of records
and the disk block count in the appropriate DEFINE
FILE Table entry are modified accordingly. As
each entry is completed, all seven words are relocat-
ed in the same manner as the other words of the
core load.

The processing consists of comparing the file
number of a DEFINE FILE Table entry with each of
the file numbers in the FILES information in the
SCRA, if any. I a match occurs, the name of the
disk area associated with the file number obtained
from the FILES information is found in LET/FLET,
and the sector address of that disk area is placed in
word 5 of the DEFINE FILE Table entry. If none of
the file numbers from the FILES information match
the file number in the DEFINE FILE Table, the file
is set up in Working Storage. In either case, the
system cartridge is assumed unless a cartridge
ID has been specified in the FILES information,

The format of a DEFINE FILE Table entry is as
follows:

Symbolic
Word Description Reference
1 File number @FLNR
2 Number of records in the file @RCCT
3 Number of words per record @WDRC
4 Address of the associated
variable @ASOC
5 Sector address of the file;
initially zero, filled in by
the Core Load Builder @SCAD
6 Number of records per sector @RCSC
7 Disk block count of the file @BCNT

PHASE DESCRIPTIONS

PHASE 0

Phase 0 always remains in core. It consists of two
main sections, (1) the basic subroutines required by
all other phases and (2) the constants and work areas
shared by two or more subroutines. The latter
section is known as RCOM,

The following is a list of the subroutines that
comprise phase 0 and the functions they perform.
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Subroutine Function
LS000 Search LET/FLET
RHO000 Fetch the mainline program header
record
NwW000 Fetch the next word in sequence
from the data buffer, reading a
new sector when necessary
CN000 Test a subroutine name for disk 1/0
BT000 Add an entry to the Load Table
LKO000 Fetch a phase
EX000 Exit to DUP, Supervisor, or Core
Image Loader
TL000 Print a message and transfer to
EX000
PMO000 Fetch one of the message phases
and transfer control to it
GP000 Read from or write to the disk
PHASE 1

Phase 1 performs the initialization functions that
must be done prior to the relocation of the mainline.
Initialization consists of, principally, fetching
DCOM and extracting the parameters that are needed
by the Core Load Builder, and fetching the mainline
header record and saving the information therein,

In addition, phase 1 makes an entry in the Load
Table for each LOCAL and NOCAL specified in the
LOCAL and NOCAL information in the SCRA, if any.

The following is a list of the subroutines that
comprise phase 1 and the functions they perform.

Subroutine Function
IN000O Initialize the Core Load Builder,
process the mainline header
LN000 Enter LOCAL and/or NOCAL
names in the Load Table
PHASE 2

After the execution of phase 1, part of phase 2 re-
mains in core until the core load is completed,

Phase 2 contains the Master Control subroutine,

the relocation subroutine, and the transfer subroutine,
among others (see below). Master Control supplies
the basic logic for the Core Load Builder. The re-
location subroutine supplies the logic for relocating

a program, i.e., incorporating it into the core load.



The transfer subroutine provides the logic for trans-
ferring a relocated word of the core load to the CIB,
the CIB buffer, or Working Storage, whichever is
appropriate. These three subroutines are basic to
the process of building a core load.

The following is a list of the subroutines that
comprise phase 2 and the functions they perform.

Subroutine Function

MC000 Master control for the Core Load
Builder

RL000 Relocate a program; convert it
from disk system format to disk
core image format

TS000 Process the IBT

TR000 Output one data word to core or
disk

XC000 Fill in exit control cells during
pass 2

DCo000 Process DSA statements

MV000 Output the DEFINE FILE Table

ML000 Check mainline loading address
for validity

CK000 Check for overlay of core load and
COMMON

DF000 Process the DEFINE FILE Table
entries

FMO000 Print a map of the DEFINE FILE
Table

PHASE 3

Phase 3 performs four functions., It checks the
information in subroutine header records (except
ILSs) and stores it in RCOM. It also ensures that
during pass 2 the subprograms are relocated by
class, i.e., class 0 first, LOCALs second, class 1
third, class 2 fourth, and class 3 fifth. It compares
the reference to each subprogram, i.e., CALL or
LIBF, with the type (from the program header
record)., Lastly, as a subprogram is chosen for
relocation, phase 3 checks whether or not it has
already been relocated under a different name, i.e.,
another entry point,

The following is a list of the subroutines that
comprise phase 3 and the functions they perform,

Subroutine Function
HR000 Process the program header
record for subroutines
CC000 Control the loading of subroutines
by type
TY000 Verify subroutine references
SV000 Scan Load Table for multiple
references
PHASE 4

Phase 4 performs two functions., It incorporates
ILSs into the core load and it determines whether or
not a core load fits in core storage or can be made
to fit with SOCALs by computing the core that can
be saved by employing SOCALs.

The following is a list of the subroutines that
comprise phase 4 and the functions they perform,

Subroutine Function
IL000 Fetch and relocate an ILS
ET000 Calculate core load size
PHASE 5

Phase 5 creates the Flipper Table if LOCALs have
been specified, sees to it that the flipper is relocated,
and provides the logic for building each SOCAL.
This phase is flip-flopped with phase 3. It is brought
into core storage once if there are LOCALs and once
for each SOCAL, which implies a maximum of four
times.

The following is a list of the subroutines that
comprise phase 5 and the functions they perform.

Subroutine Tunction
PL000 Process LOCAL subprograms
PS000 Process SOCAL subprograms
FF000 Relocate the LOCAL/SOCAL

flipper, FLIPR
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PHASE 6

Phase 6 performs several miscellaneous functions
that must follow the actual building of most of the
core load. The most important of these is the con-
struction of the transfer vector from the Load Table.
Other functions performed in phase 6 are filling in
exit control cells and completing the core image
header.

The following is a list of the subroutines that
comprise phase 6 and the functions they perform.

Subroutine Function
TV000 Build the transfer vector
TP00O Complete core image header, fill
in exit control cells, etc,
PHASE 7

Phase 7 formats and prints (via the principal print
device subroutine) all messages from R00-R10,
These messages contain no variables.

PHASE 8

Phase 8 formats and prints (via the principal print
device subroutine) all messages from R16-R23,
These messages contain a 5-character name follow-
ing "R XX,

PHASE 9

Phase 9 formats and prints (via the principal print
device subroutine) all messages from R39-R47,
These messages contain a hexadecimal address
following "R XX,

PHASE 10

Phase 10 formats and prints (via the principal print
device subroutine) all messages from R64-R68,
These messages contain a 5-character name follow-
ing "R XX,
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PHASE 11

Phase 11 formats and prints (via the principal print
device subroutine) the files portion of the map, It

is entered only if (1) a map is requested and (2) there
are files defined.

PHASE 12
Phase 12 formats and prints (via the principal print

device subroutine) the allocations of core storage.
It is entered only if a map is requested,

DEBUGGING/ANALYSIS AIDS

Stopping the Core Load Builder at the proper time
is often the key to pinpointing problems in monitor
system and, in some cases, user programs, There
are NOP instructions in several critical locations in
the Core Load Builder; they are: LK000+1, PM000+1,
IN000+1, MC000, E1000+1, E2000+1, E3000+1, and
E4000+1, These NOPs can be replaced by WAIT
instructions so that core dumps can be taken at
various stages of the core load building process.
A WAIT replacing the NOP at PM000+1 is often the
most useful, for it can be used to stop the Core Load
Builder just before an error message is printed.

Bear in mind that, even though an error is detect-
ed by the Core Load Builder, it may well be due to a
failure somewhere else in the monitor system. The
message printed may not be a very good indication of
the error; many checks are present in the Core Load
Builder simply to keep it from destroying itself.
For example, a common message is R16, and the
name given in the message may well be something
that makes no sense or was not referenced in the
core load. The problem may well be erroneous
output from the FORTRAN Compiler or Assembler
Program or a destroyed User Area. In such a case
an analysis of the contents of the data buffer BUFLO
usually provides the clue to the error.

To facilitate path tracing through the Core Load
Builder, all subroutines in the Core Load Builder
are entered with BSI instructions.



FLOWCHARTS

CCAT: DUPO1
DCTL: DUPO2
STORE: DUPO03
FILEQ: DUP04-06
DDUMP: DUP07-08
DUMPLET: DUP09
DELETE: DUP10
DEFINE: DUP11
DEXIT: DUP12
PRECI: DUP13

The Disk Utility Program (DUP) is actually a group
of programs provided by IBM to perform certain
frequently required operations involving the disk
such as storing, moving, deleting, and dumping
data and/or programs. These operations are called,
for the most part, by user-supplied DUP control
records.

DUP OPERATION

When DUP is called, the phases CCAT and DUPCO
are brought into core storage. CCAT forms the re-
quired DUP 1/0 subroutine sets (phases 14, 15, 16)
and records them. CCAT also forms the balance of
UPCOR, including CATCO and the principal print
device subroutine, and is completely overlaid by
part of UPCOR, leaving only the DUPCO part of
phase 1 in core storage as part of UPCOR.

Control is passed to REST (of DUPCO) and REST
in turn calls DCTL into core storage.

In general, DCTL reads, prints, decodes and
checks the control records,and then calls in the re-
quired phase to continue processing as the function
requires.

The called phase completes the function, includ-
ing the printing of the terminal message. Control
is then passed to REST (of DUPCO), which restores
CATCO areas to zero as required for initialization,
fetches DCTL if it is not already in core (4K system),
and branches to DCTL to read the next record.

When a monitor control record is read, a CALL
EXIT is executed by DEXIT,

SECTION 9.

DISK UTILITY PROGRAM (DUP)

CORE STORAGE LAYOUT

Figure 13 shows the layout of core storage during

DUP operation.

Panel 1 shows the overlay scheme

used for 4K systems, panel 2 for 8K systems, panel
3 for 16K systems, and panel 4 for 32K systems.

COMMA, COMMA, COMMA, COMMA,
Skeleton Skeleton Skeleton Skeleton
Supervisor Supervisor Supervisor Supervisor
DISKZ DISKZ DISKZ DISKZ
Overlay Overlay Overlay Overlay
Area Area Area Area
STORE/DUMP STORE/DUMP STORE/DUMP STORE/DUMP
Buffer Buffer Buffer Buffer
UPCOR
Phase DCTL DCTL DCTL
W7/ %/7%
Phase
STORE STORE

Phase

Phase

7277777

UPCOR
Phase

DUMP
Phase

p

UPCOR
Phase

Figure 13. Core Layout During Disk Utility Program Operation
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DUP CONTROL RECORDS

In the table below, DUP control records are classi-
fied by type according to the phases required to com-
plete their processing.

Type Phases Required

STORE

STOREMOD

STOREDATA DCTL,STORE,DUPCO

STOREDATACI

STORECI DCTL, FILEQ,STORE,
DEXIT, Core Load
Builder, PRECI, DCTL,
STORE, DUPCO

DUMP

DUMPDATA DCTL,DDUMP,DUPCO

DELETE DCTL,DLETE,DUPCO

DEFINE FIXED AREA

DEFINE VOID

ASSEMBLER DCTL,DFINE,DUPCO

DEFINE VOID FORTRAN

DUMPLET

DUMPFLET DCTL,DMPLT,DUPCO

DWADR DCTL,DEXIT,ADRWS
Program, DUPCO

LOCATION EQUIVALENCE TABLE (LET)/FIXED
LOCATION EQUIVALENCE TABLE (FLET)

LET is the table through which the sector addresses
of programs and data files stored in the User Area
may be found. Each entry in this table consists of
three words, the first two of which are the program
or file name in name code. The third word is the
disk block count of the program or file. Bits 0 and 1
of the first word denote the format of the entry, i.e.,
DSF, DCI, or DDF. The corresponding bit patterns
are 00, 10, and 11. The 01 pattern is reserved for
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future use. For a DSF subroutine having multiple
entry points, the disk block count is zero for all
entry points except the first.

Padding, wherever required to ensure that DCI
programs and data files are sectorized, is reflected
in LET as if a program called "1DUMY" were stored.
That is, each instance of padding generates a
IDUMY entry in LET, and the block count for each
of these entries is the number of disk blocks to the
nearest sector boundary. The last entry in LET is
always a 1IDUMY entry that reflects the number of
disk blocks from the end of the last program stored
in the User Area to the end of the disk.

Each sector of LET contains a header, which
occupies the first five words of the sector. The first
word contains the sector number, whichis 0, 1,...,
or 7. The second contains the sector address of the
User Area for this cartridge. The third is reserved
for future use. The fourth contains 315 minus three
times the number of LET entries found in this sec~
tor, i.e., the number of words unused (available) in
this sector. If this is not the last sector of LET on
this cartridge, then the fifth word contains the ad-
dress of the next sector of LET. If it is the last
sector of LET and if there is no FLET on this car-
tridge, this word contains zero; otherwise, it con-
tains the address of the first sector of FLET. In
other words, this fifth word (chain address) is used
to chain from LET through FLET, sector by sector.
Bits 0-3 of the fifth word are always zeros. Note
that, when referring to a dump of LET, the above
header words are expressed in hexadecimazl.

FLET is the table through which the sector ad-
dresses of programs and data files stored in the
Fixed Area may be found. FLET is analogous to
LET in the format of its entries and its use by the
monitor system programs.

LET/FLET is searched by LETSR of DCTL for
the name decoded from DUP control records of the
STORE, DUMP, and DELETE types. The informa-
tion required by other DUP phases is recoxrded in
CATCO. If a DSF program is being storec!, then
LETSR also searches LET/FLET for the secondary
entry point names as well.

STORE inserts the required entries into LET/
FLET (one entry for each entry point). If a DCI
program or data file is being stored and padding
is required, then a IDUMY LET/FLET entry is
inserted prior to the named LET/FLET entry. All
secondary entry points have their entries on the
same sector as the LET/FLET entry for the primary
entry point.



DUP CONCATENATED COMMUNICATIONS Relative Address

AREA (CATCO) Location (decimal)
CATCO contains the following elements: #MDF1 13
#MDF2 14
e DCOM values that are read from DCOM and #MPSW 12
placed in CATCO by CCAT of DUPCO. #NAME 4
#NCNT 15
® ITOAR headers (word counts and sector addresses) #PCID 50
required by DUP, furnished to CCAT by the #PIOD 25
System Loader, converted by CCAT to two-word #PPTR 26
entries each, and placed in DCOM by CCAT of #RP67 17
DUPCO. #SCRA 65
#TODR 18
e Words used only by DUP for switches, small #UHOL 22
work areas, and communications between various #ULET 80
DUP phases. #USZE 23
#WSCT 85

e I/0 addresses used by DUP, initialized by CCAT
of DUPCO. These parameters are referred to by an index regis-
ter that contains the address of the first word of
DCOM plus the displacement given above.

DCOM VALUES Whenever a parameter in DCOM has been changed
by DUP and control is being relinquished to another
DCOM is read from the master cartridge by CCAT monitor system program, DUP writes the DCOM
of DUPCO whenever DUP is called by the Monitor values in CATCO to DCOM on the master cartridge
Control Record Analyzer. The following parameters before exiting. If a change has been made that
in DCOM are used by DUP: refers to a satellite cartridge, the DCOM values are
also written to DCOM on the affected cartridge.
Relative Address See the description of DCOM in Section 2. Com-
Location (decimal) munication Areas for details regarding the above
parameters.
#ANDU 35
#BNDU 40
#CBSW 10 I0AR HEADERS
#CIAD 27
#CIBA 60 CATCO contains the IOAR header for each phase of
#CIDN 55 DUP required by other phases during the execution of
#CSHN 90 the various DUP functions; they are:
#DBCT 6
#DCSW 24 Location Phase Name Phase Number
#ENTY 16
#FCNT 7 DCHDR DCTL 2
#FHOL 20 STHDR STORE 3
#FLET 75 FLHDR FILEQ 4
#FMAT 70 DMHDR DDUMP 5
#FPAD 45 DLHDR DMPLT 6
#FRDR 19 DTHDR DLETE 7
#FSZE 21 DFHDR DFINE 8
#JIBSW 9 DXHDR DEXIT 9
#LCNT 11 UCHDR UPCOR 10
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Location Phase Name Phase Number
PIHDR KFACE 11
SIHDR CFACE 12
PTHDR PFACE 13
CIHDR PRECI 17

These headers are initialized by CCAT of DUPCO
whenever the Monitor Control Record Analyzer calls
DUP. The contents of these headers are not altered

by any phase of DUP.
Each IOAR header consists of two words, word 1

containing the word count and word 2 containing the
sector address of a phase. Each pair is aligned on
an even boundary.

SWITCHES

The following DUP switches are initialized by CCAT
of DUPCO and not altered by any function of DUP,

ADDR2 -- Keyboard interrupt address, to be put in
location /0045 by MASK of DUPCO so that during
a masked operation, the Keyboard interrupt is
delayed by DUP until a critical operation is
completed.

KBREQ -- Contents of location /0045, saved by
CCAT of DUPCO when DUP is given control, and
restored by DEXIT of DUP when leaving DUP.

INOUT -- Indicator for the principal 1/0 device
when DUP was called by the Monitor Control
Record Analyzer.

Negative = Paper Tape.
Zero = Cards.
Pogitive = Keyboard.

PTPON -- A non-zero value if paper tape devices are

are present on the system.

IBT -- Nine locations containing the interrupt branch
table for level 4, initialized by CCAT of DUPCO
and the card and paper tape interface phases.

The following locations are used by DUP for in-
ternal communication, and are initialized to zero
by REST before each DUP control record is proc-
essed.
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ASMSW -- Set non-zero by DFCTL of DCTL when a
DEFINE control record indicates that the Assem-
bler Program is to be deleted from the master
cartridge. Used by DFINE for functional flow
control.

BITSW -- Set non-zero by RE015 of DCTL to allow
the MDUMP subroutine in DUPCO to call the
System Core Dump program while executing var-
ious DUP phases. It is set on the basis of the
contents of column 35 of the DUP control records.
This column is not normally used, but it may be
used to obtain snap-shot core dumps while per-
forming DUP operations. A zero punclhed in this
column causes all possible DUP dumps to occur.
Other numbers cause core dumps to be taken
when the phase with the same phase ID is in con~-
trol (See DUP Diagnostic Aids.).

BLKSW -- Set by the DUP I/0 interface subroutine
(in IOBLK) when reading control records if the
record is neither a monitor control record (//) or
a DUP control record (*D or *S), If turned on,
DCTL turns it off and returns to the GETHO entry
of the DUP I/0 interface subroutine. This permits
DUP to pass non-control records, including blanks,
at the maximum rate of 1000 per minute with a
single buffer.

CIERR -- Set to a DUP error code for an error
detected by PRECI during a STORECI operation.
DCTL checks CIERR when entered from PRECI
(CISW is non-zero) and goes to DEXIT thru
LEAVE of DUPCO with the specified error code.
PRECI cannot go directly to LEAVE because DUP
UPCOR may not be in core storage at this time
due to the possibility of being overlaid by the core
load being built.

CISW -- Set by DCTL when *STORECI is the function
specified on the DUP control record. Used by
DCTL to detect an entry from PRECI (during a
*STORECI function). Used by STORE to determine
the functional path to be used.

CLBSW -- Set non-zero by PRECI. Used by STORE
to indicate an entry from PRECI after the Core
Load Builder has built the core load for the
STORECI function.



CL1, CL2 -- The addresses of the lower and upper
limits, respectively, of parameters in CATCO
to be cleared to zero by REST of DUPCO.

CNTNO -- Used by GETBI of the DUP I/O interface
subroutine (in IOBLK) to record the count of
binary records being read or punched. Permits
checksum and sequence check operations.

DATSW -- The binary equivalent of the decimal
value in the count field of the DUP control rec-
ord. Entered by DACNT of DCTL. A non-zero
value represents either STOREDATA,
DUMPDATA, DEFINE FIXED AREA couat, or
STORECI with *FILES, *LOCAL, and *NOCAL
control records following. Contents are in disk
blocks if the input is from disk, records if from
an 1/0 device. Used by DUMP, STORE, DETFINE
and FILEQ as a count; also used to control func-
tional flow. FILEQ clears DATSW before calling
STORE.

DBADR -- Set by LETSR of DCTL to the disk block
address of the program represented by the last
LET/FLET entry searched. Used by DUMP and
DELETE to indicate the disk block address of the
desired program or data file.

DELSW -- Set by LETSR of DCTL to point to the re-
quired entry in LET/FLET minus one word.
Actually contains a value somewhere in the buffer
LETAR. Used by DMPLT when dumping the
entry point(s) or name of a single program. Used
by DELETE to point to an entry in LET/FLET
that is to be deleted. Used by STORE to point to
an entry in LET/FLET where the entry point(s)
is to be inserted.

DFNSW -- Set by DFCTL of DCTL to indicate a
DEFINE FIXED AREA operation. Used by
FRLAB of DCTL to bypass the decoding of the
FROM field.

DKSAD -- Set by DUP30 and DUP34 of DUPCO to
indicate the sector address (without a logical drive
code) of the current GET or PUT operation.

DUMPP -- Two words located on even boundary, set
by all DUP phases requiring special monitoring
dumps. Used by MDUMP of DUPCO to specify
lower and upper limits to be dumped to the
printer.

FRWS -- Set non-zero by SC130 if the FROM field
is Working Storage. Used by DCTL for functional
flow control and error checking.

FXSW -~ Set non-zero by SC130 or SC170 of DCTL
when either the FROM or the TO field, respec-
tively, of the DUP control record specifies the
Fixed Area or when the control record specifies
DEFINE FIXED AREA. Used by DCTL for error
checking and functional flow control. Used by
DFINE, STORE and DUMP for functional flow
control.

FORSW -- Set non-zero by DFCTL of DCTL when a
DEFINE control record indicates that the
FORTRAN Compiler is to be deleted from the
master cartridge. Used by DFINE for functional
flow control.

HOLSW -- Set non-zero by DCTL when a
STOREDATA or a DUMPDATA control record
containg an H in column 11, Used by STORE and
DUMP to allow data movement without any con-
version for the I/O devices, i.e., 1 word to 1 col-
umn or 1 frame.

IOSW -- Set non-zero by either SC130 or SC170 of
DCTL when any I/O device is specified in the
FROM or TO field of the DUP control record.
Used by DCTL for error checking and functional
flow control. Used by DUMP and STORE for func-
tional flow control.

LETSW -- Set positive by LECTL and negative by
FLCTL of DCTL. Used by DUMPLET to indicate,
respectively, a full LET/FLET dump or a FLET
dump only.

LSTLF ~- Set by LETSR of DCTL to the sector ad-
dress (with a logical drive code) of the last LET/
FLET sector searched. If only one sector was
searched, then the address of that sector is
entered in LSTLF. Used by DUMP and DELETE
to identify the logical drive required.

MODSW -- Set non-zero if STCTL of DCTL detected
a STOREMOD function specified by the DUP con-
trol record. Used by STORE for functional flow
control.

NAMSW -- Set non-zero by LETSR of DCTL when a
name is found in LET/FLET that matches the name
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specified on the DUP control record. Used by
DCTL for error detection and functional flow con-
trol. Used by DUMPLET to indicate that only the
specified LET/FLET entry is to be dumped.

NEGSW -- Set non-zero by DFCTL of DCTL when a
minus sign is detected in column 31 of a DEFINE
FIXED AREA control record. Used by DEFINE
to indicate expansion (zero) or contraction (non-
zero) of the Fixed Area.

PGMHI, -- Word count (length) of the program head-
er in DSF programs. Set by RDHDR of DCTL to
the actual program header length. Used by
STORE to start the placement of the first data
header in the DSF output. Set by DUMP from the
program header. Used by STORE to update LET
with the required number of entries.

P1442 - Set by CCAT of DUPCO to contain the word
count and sector address of the System 1442 sub-
routine. Used by DDUMP to read the System
1442 subroutine into core when dumping to cards.

PHDUP -- Duplicate of $PHSE to permit printed
identification of the DUP phase requesting a core
dump.

PRPAR -- Two words specifying the default limits
to be dumped by MDUMP. Set by any module of
DUP desiring to use MDUMP for monitoring DUP's
status. Usually set to point at key parameters
and work areas.

PRSW -- Set non-zero by SC170 of DCTL when
printing is specified as the desired output on the
DUP control record. Used by DCTL for error de-
tection and by DUMP for functional flow control.

PTSW -- Set non-zero by SC130 or SC170 when
paper tape is specified in the FROM or TO field
of the DUP control record. Used by DCTL for
error detection and functional flow control. Used
by DUMP for functional flow control.

SDWDS -- The number of words yet to search in the
current LET/FLET sector. Set by LETSR of
DCTL. Used by LETSR of DCTL to test for the
sector search complete condition.

STCSW -- Set non-zero by ST400 of DCTL when the
)T is detected in columns 11 and 12 of the
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STOREDATACI control record. Used by STORE
for functional flow control.

STSW -~ Set non-zero by STCTL of DCTL when a

STORE control record is found. Set by LETSR of
DCTL to the sector address (with a logical drive
number) of the LET/FLET sector that contains the
IDUMY entry that may be replaced by the entry
for the program to be stored. Used by DCTL for
functional flow control. Used by STORE to hold
the LET/FLET sector address and drive code
prior to inserting the LET/FLET entry for the
program or data file to be stored.

TEMP1, TEMP2 -- Two words, on an even houndary,
used by various phases of DUP for miscellaneous
purposes; i.e., DUP10 of DUPCO returns four
EBCDIC characters in TEMP1 and TEMP2 as the
result of converting from binary to hexadecimal
for purposes of printing.

TOWS -- Set non-zero by SC170 if the TO field is
Working Storage. Used by DCTL for error check-
ing and functional flow control.

T3MSW -- Set non-zero by STCTL of DCTL when a
type 3 or 4 subroutine contains a SOCAL level
number specified on the DUP control record. Used
by STORE to modify the type field in the program
header before storing the subroutine to disk.

UASW -- Set non-zero by SC130 or SC170 of DCTL
when either the FROM or TO field of the DUP
control record specifies the User Area. Used by

DCTL for error checking and functional flow control.

Used by STORE for functional flow control.

WSSW -- Set non-zero by SC130 or SC170 of DCTL if
the FROM or TO field of the DUP control record
specifies Working Storage. Used by DCTL for er-
ror detection. Used by DUMP and STORE for
functional flow control.

XEQSW -- Set non-zero by PLUS2 of DCTL when
calling in the required DUP phase to indicate that
execution of that phase is desired rather than re-
turning to PLUS2. Set non-zero by any other DUP
phase using GET of DUPCO to fetch other phases
from the disk that are to be executed immediately,
Used by GET of DUPCO to determine whether to
return to the link address (zero) or to execute
the phase just fetched (non-zero).



The following switches are initialized to zero by
CCAT of DUPCO, set by PLUS2 of DCTL, and not
reset by REST of DUPCO. These are cleared by
DEXIT before UPCOR is saved in preparation to
calling the Core Load Builder. This forces DCTL
on return from the Core Load Builder via PRECI to
fetch STORE again as it may have been overlaid by
the core load being built.

PH2 -- Set non-zero by PLUS2 of DCTL when fetch-
ing another DUP phase. Used by REST of
DUPCO: if zero, DCTL must be fetched from
disk; if non-zero, DCTL has already been
fetched.

PH3 -~ Set non-zero by PLUS2 of DCTL when fetch-
ing STORE. Used by PLUS2 of DCTL: if zero,
STORE must be fetched from disk; if non-zero,
STORE has already been fetched.

PH4 -- Set non-zero by PLUS2 of DCTL when fetch-
ing DDUMP, Used by PLUS2 of DCTL: if zero,
DDUMP must be fetched from disk; if non-zero,
DDUMP has already been fetched.

IOREQ -- Set non-zero by PLUS2 of DCTL in case
I/0 other than from the specified I/0O device is
required (i.e., Keyboard input when the DUP
operation is a STORE from cards). Checked by
READ of DCTL, and, if still non-zero, the princi-
pal 1/0 section (DUP phase 14) is brought back
into core storage.

I/O ADDRESSES

The following are the I/O addresses required by the
various DUP phases. They are initialized by CCAT
of DUPCO when DUP is given control. All except
THIS and NEXT remain as initially set. All (except
SDBUF) contain the address of an I/0 buffer in
UPCOR. Thus, the locations of the referenced
buffers are dependent on core size; in any case, they
always reside in the upper 4K of core storage.
SDBUF always resides in the first 4K of core storage.

CRBUF -- Set to the address of an 81-word buffer
used for reading DUP control records in unpacked
EBCDIC.

HDBUF -~ Set to the address of the buffer used for
printing the page heading after each page restore

performed during any DUP operation. The con-
tents of this buffer are in packed EBCDIC,

IOBLK -- Set to the starting address for the I/0O
block portion of UPCOR. The I/O block contains
one of phases 14, 15, or 16 of DUP.

SDBUF -- Set to the address of the 322-word buffer
used by the STORE, DDUMP, and DELETE func-
tions of DUP. This buffer always resides in the
first 4K of core storage.

LETAR -- Set to the address of the 322-word buffer
used for the LET/FLET search of DUP. This
buffer is also a one-sector buffer, or the second
half of a two-sector buffer used in disk I/0 oper-
ations.

PEBUF -~ Set to the address of a buffer used for
printing the DUP control records (41 words in
packed EBCDIC) or for printing a LET dump, a
FLET dump, a program dump, or a data dump
(61 words in packed EBCDIC).

THIS -~ Set to the address of one of two buffers used
for double buffering of binary input (see NEXT).
The buffer is 81 words long.

NEXT -- Set to the address of one of two buffers

used for double buffering of binary input (see THIS).
The buffer is 81 words long.

DUP PHASE DESCRIPTIONS

DUP COMMON (DUPCO)

e [Initializes the I/O phases required by DUP and
builds the DUP Communications Area (CATCO).

o Performs functions commonly required by other
DUP phases.

The initialization function of DUPCO is performed

by a subroutine known as CCAT. CCAT resides in an
area reserved for the System print subroutine, but is

not overlaid by it until all other initialization has been
completed. This initialization includes:

e Construction of the DUP paper tape I/0 phase if
paper tape is attached. This phase is written to
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the disk area reserved for DUP phase 16 at
System generation time,

e Construction of the DUP principal I/O phase
(without Keyboard). This phase is written to the
disk area reserved for DUP phase 15 at System
generation time,

e Construction of the DUP principal I/O phase.
This phase is written to the disk area reserved
for DUP phase 14, This phase is left in core
storage at IOADR.

e Initialization of all I/O-dependent switches in
CATCO,

e Incorporation of DCOM from the master cartridge
into CATCO.

o Incorporation of IOAR headers (word counts and
sector addresses) of other DUP phases into
CATCO. This information is supplied to CCAT
by the System Loader.

e Initialization of DUP's page heading buffer with
the heading contained in sector @HDNG.

e TFetching the System device subroutine for the
principal print device. This subroutine over-
lays all but a few words of CCAT. These last
words are cleared to zero just before branching
to REST.

The functions that are common to all DUP phases
are included in the non-overlaid section of DUPCO.
These functions are provided by the following sub-
routines:

WRTDC -~ This subroutine is used by STORE,
DELETE, and DEFINE when it is necessary to
update DCOM. This includes the updating of
DCOM on any affected satellite cartridge as well
as on the master cartridge.

PHIDM -- This subroutine is used to modify the
next-to-high-order hexadecimal digit of $PHSE
in COMMA, Tt is used primarily by DUP's I/O
functions to illustrate in a core dump the I/O
operation last performed. The modifications are:

1 Read from disk
2 Write to disk
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Convert binary to EBCDIC
Print terminal messages
Read cards

Read paper tape

Read Keyboard
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PHID -- This subroutine is used to record the phase
ID of the phase in execution in $PHSE of COMMA.
It is also used by some DUP phases to illustrate
the progress of execution from one section of the
phase to the next. When used for this purpose,
the high~order digit of $PHSE is changed to the
appropriate phase section modifier. A core dump
indicates the last section of the phase that was
executed.

MASK -- This subroutine is used to prevent recogni-
tion of the INTERRUPT REQUEST key. The func-
tion of this key is to terminate the current job,
but DUP must not allow this termination to take
place while in a critical operation. Therefore,
functions that affect LET/FLET, the User or Fixed
Area, the CIB, and DCOM delay its recognition
(STORE, DELETE, DEFINE).

LEAVE -- This subroutine is used to fetch DUP's
exit phase (DEXIT) to print an error message or
service a special exit, such as an exit to the Core
Load Builder (STORECI function), an exit to the
ADRWS program (DWADR function), or an exit to
the Supervisor following the trapping of a monitor
control record.

MDUMP -- This subroutine makes selective calls to
the System Core Dump program. See DUP Diag-
nostic Aids.

BINEB -~ This subroutine is used to convert binary
numbers to EBCDIC hexadecimal characters. It
is used primarily to convert a number for inser-
tion into a phase termination message, e.g.,

a cartridge ID, a disk block count.

PRINT -- This subroutine is used to print a line on
the principal print device. It interfaces with the
System principal print device subroutine.

PAGE -- This subroutine is used to skip to channel 1
and print a page heading if the principal print de-
vice is the 1132 or 1403 Printer. If the Console
Printer is the principal print device, five carriage
returns are executed before the page heading is
printed.



LINE -- This subroutine is used to single-space the
principal print device.

REST -- This subroutine is used to chain from one
DUP function to the next. When a function is
completed without errors, the DUP phase in con-
trol prints its termination message and exits to
REST. REST determines whether or not it is
necessary to bring DCTL into core storage (i.e.,
core size is 4K, or DCTL has not yet been loaded),
and, if necessary, fetches DCTL. REST then
exits to DCTL.

ENTER -- This subroutine is used to save the ac-
cumulator and extension, the overflow and status
indicators, as well as XR1, XR2, and XR3. XR1
is then loaded with the address of the CATCO
pointer.

RTURN -- This subroutine is used to restore the
contents of the accumulator and extension, the
overflow and carry indicators, as well as XR1,
XR2, and XR3, as saved by the ENTER subrou-
tine.

GET -- This subroutine is used to read the disk using
DISKZ. XR3 points to the IOAR header for this
read when GET is entered, and XR1 contains the
address of the CATCO pointer.

PUT -- This subroutine is used to write to the disk
using DISKZ. XR1 and XR3 are initialized in the
same manner as described for the GET subrou-
tine. Some error checking is done of the word
count and sector address in the case of GET and
PUT. No check is made in GET or PUT as to the
validity of the logical drive code associated with
the sector address. GET and PUT assume the
proper logical drive code has been included with
the sector address.

Errors Detected

The following DUP errors are detected in DUPCO by
the GET and PUT subroutines: D92 and D93.

DUP CONTROL (DCTL)

e Reads, prints and decodes DUP control records.

e Sets switches in CATCO to reflect the parameters
specified on the DUP control record.

e Searches LET for the name specified on STORE,
DUMP, DUMPLET and DELETE type control
records.

o Detects errors in the fields of the DUP control
records.

e Calls into core storage the required DUP phase
and exits to it.

DCTL remains in core storage during DUP opera-
tions for configurations of 8K or larger, except dur-
ing STORECI. DCTL is executed after the REST
function of DUPCO for each DUP control record as
well as after PRECI during the processing of a
STORECI control record.

DUP Control (DCTL) may be considered in three
logical parts: the READ subroutine, the DCTL sub-
routines, and the PLUS2 subroutine.

READ Subroutine

This is the entry point into DCTL. It performs the
following functions:

o Reads and prints DUP control records.
o Flushes invalid DUP subjobs.

® Checks for a monitor control record and exits
when one is detected.

® Ensures that the required DUP I/0 subroutine
set is in core storage.

e Decodes the function field of the DUP control
record into the various DUP types.

o Goes to one of the subroutines in the second logical
part of DCTL to continue the decoding and process-
ing of the specified type of DUP control record as
follows:

Control Record Subroutine Called

*STORE STCTL
*DUMP DUCTL
*DUMPDATA DACTL
*DUMPLET LECTL
*DUMPFLET FLCTL
*DELETE DLCTL
*DEFINE DFCTL
*DWADR WACTL
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DCTL Subroutines

These subroutines make up the second logical part
of DCTL. These subroutines perform the following
functions for their particular control record type.

e Decode the balance of the Function field as
required.

o Decode the FROM and TO device or area fields.

e Decode the Name field and perform a LET/FLET
search if the name is required.

& Decode the Disk I/0O subroutine required with
STORECI.

o Decode and record the Count field as required.
If the operation is a STORECI, FILEQ is brought
into core storage using the PLUS2 subroutine.

o Decode the FROM and TO Cartridge ID fields.

e Check the validity of all fields and go to the
DEXIT phase if any errors are detected.

e Prevent restricted phases from being called in
and executed during Temporary mode of operation.

e Record all required data in CATCO for use by the
required phase.

e Go to the appropriate entry point in the PLUS2
subroutine to fetch and transfer control to the
DUP phase required to finish the processing of
the specified DUP subjob.

PLUS2 Subroutine

This subroutine is the third logical part of DCTL

and is the normal-exit subroutine. The various entry
points to PLUS2 set up respective IOAR headers that
cause the desired DUP phase to be called into core
storage and executed. This subroutine performs the
following functions:

e Sets up the IOAR header if the required DUP
phase is not already in core storage.

e Fetches and/or executes the required DUP phase.
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Buffers Used By DCTL

Control records are read into the area defined by
CRBUF and converted to packed EBCDIC in the area
defined by PEBUF. It is from PEBUF that the control
record is printed by the principal print device sub-
routine and from which the various fields are decoded.
Binary records read for STORE are placed into the
two buffers specified by THIS and NEXT in order to
process secondary entry points that are on the header
record, )
LET/FLET sectors are read one at a time into
the area specified by LETAR to be searched for the
name specified on the control record.

Errors Detected

The following DUP errors are detected in DCTL:
Do1, D02, D03, D05, D06, D12, D13, D14, D15,
D16, D17, D18, D19, D20, D21, D22, D23, D24,
D25, D26, and D27.

STORE

The STORE phase of DUP resides in the DUP phase
overlay area if the core size is 4K or 8K, or in the
overlay area plus 8K if the core size is 16K or 32K,
This phase is read into core storage the first time
DCTL recognizes a STORE control record. It re-
mains in core storage on a 16K or 32K machine as
long as DUP has control of the system (i.e., must be
brought back into core storage when performing a
STORECI operation).

STORE may be considered in seven logical parts,
each of the following subroutines constituting one
logical part.

ST 000 Subroutine

This is the entry point to STORE, It serves as a
master control for STORE, causing various other
sections of STORE to be executed as they are required
for various STORE operations.



IOWS Subroutine

This subroutine is executed whenever a STORE op-
eration is from card or paper tape. It provides the
following functions:

e Reads card or paper tape records punched in
system, data, or core image format.

o Moves data from card or paper tape buffer(s) to a
disk buffer.

e Writes the disk buffer to Working Storage (or to
the User Area or Fixed Area if the operation is a
STOREDATA or STOREDATACI to the User
Area or Fixed Area). If the operation is to Work-
ing Storage, Working Storage of the cartridge de-
fined as the TO cartridge is used. By default,
this is the System Working Storage.

o Updates the Working Storage disk block count and

format when operation is to, or through, Working
Storage.

WDO000 Subroutine

This subroutine is executed whenever a STORE op-
eration (except STORECI, STOREDATA, or
STOREDATACI from cards or paper tape) is to the
User Area or the Fixed Area. It performs the fol-
lowing functions:

o Adjusts the destination User Area or Fixed Area
disk block address to the next sector when not at
a sector boundary, if the operation is a STORE -
DATA or STOREDATACI.

e Makes the required disk block adjustment when
moving a system format program to the User
Area.

e Moves data or a program in Working Storage to
the User Area or the Fixed Area. If the opera-
tion is from Working Storage, Working Storage
of the cartridge defined as the FROM cartridge
is used. By default, this is the System Working
Storage. If the operation is a STORE from cards
or paper tape, System Working Storage is used.

DOLET Subroutine

This subroutine is executed whenever a STORE oper-
ation is to the User Area or Fixed Area (except
STOREMOD). It performs the following functions:

e Reads the LET or FLET sector to which the entry
point name (or names) is to be added.

o Checks if a IDUMY padding entry is required be-
fore the name is entered when storing data or core
image programs to the User Area.

e If a LET sector cannot contain the entry, updates
the header words of the LET sector and writes the
completed LET sector to disk.

e Enters a name (or names) in a LET or FLET sec-
tor and updates the ''words available' entry in
the header. In the case of a LET sector, the
terminal 1IDUMY disk block size is decremented
by the number of disk blocks stored.

o Decrements the IDUMY size in the FLET sector
by the number of disk blocks stored. All entries
that follow this FLET entry are pushed to the right
by the size of one entry (3 words).

UPDCM Subroutine

This subroutine is executed whenever the STORE op-
eration is to the User Area (except STOREMOD). It
updates DCOM as follows:

e Clears the Working Storage disk block count
(#WSCT) of the TO drive in DCOM to zero.

o Puts the disk block address of the end of the User
Area (plus one disk block) into #ANDU in DCOM
(in the entry in the drive-dependent parameter for
the cartridge affected by the STORE operation).

® Determines if the STORE operation is in Tempo-
rary mode; does not put the disk block address
of the end of the User Area into #BNDU of the TO
drive during Temporary mode.

e Updates the base file-protection address in DCOM
(#FPAD) of the TO drive if the STORE operation
is not during Temporary mode.
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SNOFF Subroutfine

This subroutine is executed by all STORE operations.

It terminates the STORE function as follows.

o Moves the cartridge ID of the TO drive into the
STORE terminal message.

e Moves the disk block address where the data or
program was stored into the STORE terminal
message.

e Moves the disk block count of the program or data
into the STORE terminal message.

o Uses the PRINT subroutine in DUPCO to print
the terminal message.

e Exits to the REST subroutine in DUPCO to clear

the CATCO switches and restore DCTL if it is not
in core storage.

ST700 Subroutine

This subroutine is executed when performing a
STOREMOD operation. It performs the following
functions:

o Computes the location within the User Area or
Fixed Area sector at which the old version of the
program begins.

e Moves the new version of the program into the
buffer to replace the old version, one word at a
time.

When an output sector is completed, it is written
to the User Area or Fixed Area. The next User or
Fixed Area sector is then read into the buffer to
allow the word by word replacement to continue.

The entire STOREMOD process is under control
of the disk block count. The number of disk blocks
replaced by the new version is determined by the
disk block count of the old version, as found in LET/
FLET. STOREMOD does not alter this count.

Buffers Used By STORE

The disk buffer used for moving data or programs
between Working Storage and the User Area or the

Fixed Area is the buffer specified by SDBUF. It is
one sector long if the core size is 4K; otherwise,
it is seven sectors long.

LET/FLET sectors are read and written one at
a time, using the buffer specified by LETAR.

When STORE reads binary records, it reads them
into the area specified by THIS and NEXT. If storing
from cards, double buffering is used; THIS and NEXT
are each considered to be 80 words long. If storing
from paper tape, double buffering is not used; THIS
and NEXT are considered to be an extended buffer,
large enough to contain the maximum length record
(108 words).

Errors Detected

The following DUP errors are detected in STORE:
D30, D31, D33, D90, and D93.

FILEQ

This phase of DUP is read into core storage by DCTL
when the Count field (27-30) of the STORECI control
record is non-zero. The function of FILEQ is to
process the records following the STORECI control
record and place the processed records into the
SCRA for use by the Core Load Builder. Three types
of STORECI control records are processed by this
phase; *LOCAL, *NOCAL, and *FILES. FILEQ
consists of the subroutines LLC000, FR000, and
LF200.

LC000

This subroutine processes *LOCAL and *NOCAL
control records. A mainline name is not specified
on these records when they follow the STORECI
control record; an error is indicated if one is speci-
fied. Thus, the mainline name is set to blanks. All
subroutine names specified in *LOCAL or *NOCAL

control records are converted to name code.
LOCAL information for the core load to be built

is stored in sectors 0 and 1 of the SCRA, NOCAL
information in sectors 2 and 3. The first word of
the LOCAL information is the number of words in
the LOCAL sectors used to store the LOCAL infor-
mation. A like word count precedes the NOCAL
information in the NOCAL sectors.

The format of LOCAL/NOCAL information in the
SCRA is shown below.



Word Count, one word specifying the number of words

in the two LOCAL?NOCAL sectors occupied
by LOCAL/NOCAL information, including
the word count

Mainline Name, two words of blanks in name code
format

Subroutine Name, two words in name code format
specifying a LOCAL/NOCAL
subroutine to be included in the
core load

Subroutine Name
Subroutine Name

‘ ) Subroutine Names

Sector 1 ' | | IJ L.L 7{)/' j

Subroutine Name
Not Used

A
Sector 2 I é l 7{)( l

FR000

This subroutine processes *FILES control records.
File numbers are converted to binary. File names,
if specified, are converted to name code; if unspeci-
fied, the name is set to blanks. Cartridge IDs, if
specified, are converted to binary; if unspecified,
the ID is set to zeros.

FILES information for the core load to be built
is stored in sectors 4 and 5 of the SCRA. The first
word of the FILES information is the number of
words in the FILES sectors used to store the FILES
information.

The format of FILES information in the SCRA is
shown below.

Word Count, one word specifying the number of words in the two
FILES sectors occupied by FILES information, including the
word count,

File Number, one word specifying in binary the number
assigned to the file in a FORTRAN DEFINE FILE
statement and by which the file is referenced

File Name, two words in name code format specifying the

name of the file as it appears in LET/FLET (zeros
if no file name is specified) .

Cartridge ID, one word specifying in binary the ID
of the cartridge containing the preceding
named file (zero if no cortridge ID is
specified) .

File Number
File Name
Cartridge ID

File Number

File Numbers and Names and Cartridge 1Ds l

YY VY ¥

A A A A b A — A
o L L6 N 1]
File Name
Cartridge ID
Not EJsed
SectorL i I 1 1

LF200

This subroutine provides the exit for FILEQ. When
all *LOCAL, *NOCAL, and *FILES control records
have been processed, DCTL is read into core stor-
age using the GET subroutine in DUPCO with the
execute switch (XEQSW) set. DCTL begins the
processing of the header of the mainline program
that is to be stored in core image format.

Buffers Used By FILEQ

The buffer used for writing the processed control
records to the SCRA is referred to as SCRAB.
SCRAB is another name for BUF7, known indirectly
through CATCO as SDBUF.

Errors Detected

The following DUP errors are detected in FILEQ:
D41, D42, D43, D44, D45, D46, D47, and D48.

DDUMP

The DDUMP phase of DUP resides in part of the
first or fifth 4K block of core storage, depending
on whether the core size is 4K, 8K, 16K, or 32K.
Only on a 32K machine does the DDUMP phase
reside in the fifth 4K block of core storage.

This phase is read into core storage the first
time DCTL recognizes a DUMP control record
and remains there on a 32K system as long as DUP
is in control. This phase uses all the subroutines
in DUPCO that are needed, e.g., disk reading and
writing.

DD000
This is the mainline of the DDUMP phase. It
initializes the parameters of the subroutines, sets

up the IOAR headers for the areas used for input/
output, and directs the execution of the subroutines.

XG000

This subroutine gets the words from the disk and, if
the program is in DSF, the words are typed as to
data, header indicator, or last data word.

Section 9. Disk Utility Program (DUP) 55



XW000_

This subroutine places the data or program in
Working Storage.

XF000

This subroutine formats the data into a system or
data record to be punched.

XP000

This subroutine checksums, unpacks, and punches
the record formatted by XF000 on either cards or
paper tape as specified.

X1,000

This subroutine prints the data or program on the

principal print device.

XCo000

This subroutine clears the print area as directed
by XL000.

X1000

This subroutine inserts the data or program words
into the print area as directed by XL000.

Buffers Used By DDUMP

PEBUF -- 61-word buffer to hold printed output.

THIS -- 81-word buffer to read in cards to check
to see if they are blank.

NEXT ~-- 111-word buffer from which the output
is punched.

LETAR -- 322-word buffer to be used to get data
from disk.

SDBUF -- 320-word buffer to be used to place data
in Working Storage.
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Errors Detected

The following DUP error is detected in DDUMP: D50.

DUMPLET/DUMPFLET

This phase of DUP prints the contents of the Location
Equivalence Table (LET) and/or the Fixed Area Lo-
cation Equivalence Table (FLET) in an easily readable
format on the principal print device. The extent of
the dump depends on the setting of the following three
DUPCO switches:

LETSW. When this switch is positive, both LET
and FLET are to be dumped; when negative, only
FLET is dumped.

DRIVE. When this switch is negative, LET and/
or FLET from all cartridges are dumped; when not
negative, LET and/or FLET is dumped from the
cartridge specified only.

NAMSW. If this switch is on, only the LET or
FLET entry corresponding to the name in #NAME
is printed.

One sector of LET/FLET is printed per page.
Each sector of LET/FLET dumped is preceded by
two lines of header information. The first header
line contains the contents of the following locations
from COMMA /DCOM: #CIDN, $FPAD, #FPAD,
#CIBA, #ULET, and #FLET.

Following this line is a second header line that
reflects information concerning the LET/FLET
sector being dumped, i.e., the

sector number (SCTR NO.),

User Area/Fixed Area (UA/FXA),

words available (WORDS AVAIL), and

chain address (CHAIN ADR).

Following these two header lines are the LET/
FLET entries. Twenty-one lines of entries are
printed, made up of five entries per line but se-
quenced by column.

Once LET and/or FLET have been dumped ac-
cording to LETSW, DRIVE, and NAMSW, DUMPLET
prints a terminal message and exits to the REST
subroutine in DUPCO.

Buffers Used By DUMPLET/DUMPFLET

PRNTA -- 61-word buffer in UPCOR used for
printing a line.

LETAR -- 322-word buffer in UPCOR used for
reading a sector of LET/FLET.



DELETE

The DELETE phase removes programs and data
files from either the User or Fixed Area, along
with their corresponding LET/FLET entries.

DCTL passes control to DELETE after having
read a DELETE control record and having found
the specified entry in LET/FLET. This sector
of LET/FLET is left in the buffer LETAR with
DELSW pointing to the location previous to the
specified entry. DBADR is set with the User or
Fixed Area disk block address of the program to
be deleted.

DELETE compresses LET/FLET by the number
of words made available by the deleted entry., If
the deletion is to be from the Fixed Area, the
specified entry is replaced by a IDUMY entry of
the same size. If there are adjacent IDUMY en-
tries, they are combined to form a single 1IDUMY
entry and FLET is compressed by 0, 3, or 6 words
depending upon whether there are 0, 1, or 2 adjacent
IDUMY entries.

If the deletion is to be from the User Area, the
amount of the compression of LET is dependent
upon the number of words made available by the
specified LET entry. This number varies since
DSF programs with multiple entries may be stored
in the User Area. As in the case of FLET, adjacent
1DUMY entries may cause additional compression
of 3 or 6 words.

The packing of LET/FLET begins in the sector
containing the entry to be deleted and continues
throughout the remainder of LET/FLET. Since
multiple entries must reside in a single LET sector,
they are moved across a LET sector boundary only
when room exists in the previous sector for all the
entry points. LET is packed until a DCI program
or data file is encountered. If a IDUMY entry pre-
cedes this entry, the IDUMY entry is updated to
reflect the number of disk blocks required to make
the DCI program or data file start at a sector
boundary after it is moved the appropriate number
of sectors. If a IDUMY entry did not precede the
DCI program or data file, one of the appropriate
size is inserted, if required, to sectorize the DCI
program or data file. The shrinkage or packing
continues until the last IDUMY entry of LET is
found.

Packing of the User Area begins with the sector
containing the program to be deleted. Subsequent
DSF programs are shifted by disk blocks into the

area made available until a DCI program or data
file is encountered. If the User Area is being
packed by an amount equal to or greater than one
sector, the remaining programs are moved by
whole sectors.

After all required disk movement of the specified
DELETE operation is complete, DELETE prints a
terminal message to signify completion.

Buffers Used By DELETE

LETAR -- used for storage of LET/FLET sectors.
Up to 2 sectors may reside in core storage with
the addresses of the first word of each saved in
DE918 and DE919.

SDBUF -- used to process the User Area. Two or

eight sectors of core storage are used depending
upon core size.

Errors Detected

The following DUP errors are detected in DELETE:
D70, D71, and D72.

DEFINE

To initially provide a Fixed Area on a system
cartridge or to increase its size, the Core Image
Buffer (CIB), LET, and the User Area are moved
toward and partly into Working Storage. Working
Storage is reduced by the increased size of the
Fixed Area. The sector address of the CIB is
updated in DCOM and the Resident Image on the
updated system cartridge. If a Fixed Area is
defined on a non-system cartridge, LET is not
shifted because it precedes the Fixed Area sector
address.

To decrease the size of the Fixed Area on a
system cartridge, the Core Image Buffer (CIB),
LET, and the User Area are moved away from
Working Storage and into a part of the existing
Fixed Area. Working Storage is increased by the
amount of the decrease in the size of the Fixed Area.
DCOM and the Resident Image on the updated
system cartridge are updated with the new sector
address of the CIB. If the size of the Fixed Area
is decreased on a non-system cartridge, LET is not
shifted, as it precedes the Fixed Area sector address.
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To delete the FORTRAN Compiler and/or the
Assembler Program from a system cartridge, all
succeeding programs and special purpose areas on
the disk are moved away from Working Storage
toward the voided area. Working Storage is in-
creased by the size of the voided program(s).

Once the FORTRAN Compiler and/or the Assem-
bler Program have been eliminated, neither can be
restored without an initial loag of the disk cartridge,

including all the programs in the User or Fixed Area.

DEFINE determines if a system or non-system
cartridge is being processed by testing the cartridge
ID sector for the presence of the version and modi-
fication level number, which is zero on non-system
cartridges.

If the FORTRAN Compiler and/or the Assembler
Program are deleted, all SLET entries for that
program(s) are cleared to zero. SLET is also
revised to reflect the new sector addresses of
those programs that are shifted.

All entries in the Reload Table indicating SLET
lookups requested by the deleted program(s) are
removed and the remaining Reload Table entries are
packed together. The revised Reload Table is then
reprocessed to generate new sector addresses where
necessary in the monitor system programs.

Buffers Used By DEFINE

LETAR -- a disk I/O buffer.

SDBUF -- a disk I/O buffer.

Switches and Indicators

FORSW -- non-zero when the FORTRAN Compiler
is to be deleted.

ASMSW -- non-zero when the Assembler Program
is to be deleted.

FXSW -- non-zero when the Fixed Area is to be
defined or modified.

DATSW -- indicates the disk block adjustment of
the Fixed Area.

NEGSW -- non-zero when the Fixed Area is to be
decreased.
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Errors Detected

The following DUP errors are detected in DEFINE:
D80, D81, D82, D83, D84, D85, and D8E.

DEXIT

This phase is brought into core storage and executed
by the LEAVE subroutine in DUPCO. DEXIT per-
forms the following functions:

e Prints DUP error messages

o Traps monitor control records and exits to the
Supervisor

o Links to the System Library program ADRWS
for DWADR

e Passes control to the Core Load Builder for
STORECI

o Returns control to MODIF when a modification
includes changes to the Systém Library.

e Exits to the Supervisor upon recognition nf the
INTERRUPT REQUEST key interrupt.

DEXIT is called with an indirect branch via
LEAVE. Following the branch instruction is a
parameter that specifies the function to be per-
formed by DEXIT.

If the parameter is a positive integer, DEXIT
prints a DUP error message. The message printed
corresponds to the integer parameter.

If the parameter is zero, DEXIT moves a trapped
monitor control record from the buffer CRBUF to
the Supervisor buffer @SBFR, $CTSW in COMMA
is set to minus one (/FFFF) to indicate to the Super-
visor that the next monitor control record has already
been read.

DEXIT checks to see if control should be returned
to the System Maintenance program, MODIF. If
#MDF2 in DCOM is non-zero, DEXIT reads DUP
phase 18 into core storage and transfers to it. This
phase contains part of MODIF, written on this sector
when MODIF was last in control. In this manner
MODIF is able to use DUP to delete an old version
of a program or subroutine from the System Library,
and then use DUP to store the new version.



If control is not given to MODIF, DEXIT trans-
fers to $EXIT in the Skeleton Supervisor.

If the parameter is minus two (-2), the interrupt
caused by the INTERRUPT REQUEST Kkey is recog-
nized, causing the Supervisor to read records from
the principal input device until the next JOB monitor
control record is encountered. DEXIT exits via the
$DUMP entry point in the Skeleton Supervisor with
a dump format code of minus two (-2).

If the parameter is minus three (-3), DEXIT
transfers control to the Core Load Builder so that
the DSF program currently in Working Storage can
be converted to core image format for the STORECI
operation. Before DEXIT transfers control to phase
0/1 of the Core Load Builder, the area in core
storage bounded by IOADR and the end of core stor-
age is written to DUP phase 13 (UPCOR). DUP
phase 17 (PRECI) restores this area to core stor-
age after the DCI program has been moved to the
User or Fixed Area.

If the parameter is minus four (-4), DEXIT
initiates a CALL LINK to the System Library pro-
gram ADRWS to complete the DUP DWADR oper-
ation, DEXIT enters the Skeleton Supervisor at
the $LINK entry point with the name ADRWS speci-
fied in name code. The ADRWS program initializes
the Working Storage sector addresses on the
cartridge whose logical drive code is found in
#TODR in DCOM. ADRWS causes control to be
returned to DUP by placing a dummy DUP moni-
tor control record into the Supervisor buffer @SBFR
before returning control to the Skeleton Supervisor
via the $EXIT entry point.

All DEXIT functions write DUP's DCOM buffer to
sector @DCOM on the master cartridge before
exiting.

Buffers Used By DEXIT

CATCO -- used to write DCOM on sector @DCOM of
the master cartridge. The buffer size is 112
words.

IOADR -- used to write UPCOR on DUP phase 13.
The buffer size is approximately 1528 words.

B -- used to read phase 0/1 of the Core Load
Builder into core storage. This read is exe-
cuted from core locations 32-39. Approximately
480 words are read.

@SBFR - /0140 —- used to read the MODIF phase
(DUP phase 18) into core storage. This read
is executed from core locations 32-39. The
number of words read is 320.

2501/1442 CARD INTERFACE (CFACE)

This phase serves as an interface between DUP
programs and the system device subroutine for
card I/0. CFACE consists of four subroutines;
they are listed below along with their primary
functions:

GETHO -- Reads a card and converts from IBM
Card Code to unpacked EBCDIC.

GETBI -- Reads a binary card.

PACKB -- Converts from card binary (1 column
per word) to packed binary (4 columns per 3
words), with checksumming.

PCHBI -- Punches a card from an 80-word buffer.

The phase has four entry points, one correspond-
ing to each of the functions listed above. Each sub-
routine is entered by an indirect BSI instruction to
the symbolic name listed above. Upon entry to each
subroutine, the registers and status conditions of
the calling program are saved using the ENTER
subroutine in DUPCO. The PHIDM subroutine in
DUPCO records the phase identification of CFACE.

Upon completion of the required function and
prior to returning to the calling program, the orig-
inal conditions of the calling program are restored
using the RTURN subroutine in DUPCO.

GETHO

This subroutine is used by DCTL to read DUP control
records. The system device routine for the 2501 or
the 1442 is used to read the card. An 81-word buffer
specified by CRBUF in CATCO is used for card input.
GETHO examines each card for either //, *S, or *D
in columns 1 and 2. If this information is not found
in the first two columns of the card, the subroutine
returns immediately to DCTL. In this way non-DUP
control records can be bypassed at maximum card
speed without using a double buffering technique.
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If //, *S, or *D is found in columns 1 and 2, the
subroutine loops till the whole card is read, then
converts it from IBM Card Code to unpacked
EBCDIC using the system conversion subroutine
CDCNV.

GETHO packs the unpacked EBCDIC data from
the 81-word input buffer to a 41-word packed
buffer specified by PEBUF.

The subroutine then exits to DCTL.

GETBI

This subroutine reads a binary card into an 81-word

buffer specified by THIS., The system device sub-

routine for the 2501 or 1442 is used to read the card.

PACKB

This subroutine converts card binary (one word
per column) in an 81-word input buffer (NEXT)
to packed binary (four columns per three words)
in a 55-word output buffer (NEXT). The packed
data overlays the unpacked data.

After packing, the checksum of the 54 words
is verified. If the checksum is correct, the sub-
routine returns to the calling program. A check-
sum error causes an exit to LEAVE in DUPCO
with an error parameter.

PCHBI
This subroutine, using the system device subrou-

tine for the 1442, punches a card from an 81-word
buffer specified by NEXT.

Buffers Used By CFACE

THIS -- 81-word input buffer used by GETBI for
reading binary records.

NEXT -- 81-word buffer used by PACKB for pack-
ing binary records (4 columns per 3 words).
The packed data overlays the unpacked data.
Also used by PCHBI for outputting to the punch.

CRBUF -- 81-word input buffer used by GETHO

for reading control records in unpacked
EBCDIC.
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PEBUF -- 41-word buffer used to hold the packed
EBCDIC control record, converted from the
unpacked EBCDIC in CRBUF.

KEYBOARD INTERFACE (KFACE)

KFACE serves as an interface for DUP programs
when the principal input device is the Keyboard.
KFACE is used by DCTL to read DUP control
records from the Keyboard.

The PHIDM subroutine in DUPCO is used to
record the KFACE phase identification. The ENTER
subroutine in DUPCO is used to save the conditions
of the calling program. A control record of up to
80 characters is read and converted from Keyboard
code to unpacked EBCDIC by the system device
subroutine for the Keyboard.

An EOF character causes the termination of
input and the filling of the remainder of the buffer
with blanks or a word count of 80, whichever is first.

The record is read into the 81-word buffer speci-
fied by CRBUF in CATCO in unpacked EBCDIC,
then converted to packed EBCDIC and stored in the
41-word buffer specified by PEBUF in CATCO. The
RTURN subroutine in DUPCO is used to restore the
conditions of the calling program.

Buffers Used By KFACE

CRBUF -- 81-word input buffer used to hold a
control record in unpacked EBCDIC.

PEBUF -- 41-word buffer used to hold the packed
EBCDIC control record, converted from the
unpacked EBCDIC in CRBUF.

1134/1055 PAPER TAPE INTERFACE (PFACE)

This phase serves as an interface between DUP
programs and the system device subroutine for
paper tape I/0. PFACE consists of four subrou-
tines; they are listed below along with their primary
functions:

GETHO -- Reads a paper tape record punched in
PTTC/8 code and converts it to both unpacked
and packed EBCDIC.

GETBI -- Reads a binary paper tape record.



PACKB -- Converts from unpacked binary (two
frames per word) to packed binary, with
checksumming.

PCHBI -~ Punches a binary paper tape record.

The phase has four entry points, one corre-
sponding to each of the functions listed above.
Each subroutine is entered by an indirect BSI
instruction to the symbolic name listed above.
Upon entry to each subroutine, the registers
and status conditions are saved using the ENTER
subroutine in DUPCO. Another DUPCO subrou-
tine, PHIDM, modifies the phase identification
with the PFACE identification.

Upon completion of the requested function and
prior to exiting to the calling program, the orig-
inal conditions of the calling program are restored
using the RTURN subroutine in DUPCO,

GETHO

This subroutine is used by DCTL to read DUP
control records. The system device subroutine
for the 1134/1055 is used to read the record. An
81-word buffer specified by CRBUF in CATCO is
used to contain each record read. All conversion
from PTTC/8 code to EBCDIC is performed by
the system device subroutine. When the control
record has been read, it is converted to packed
EBCDIC within the 41-word buffer specified by
PEBUF in CATCO. The subroutine then exits

to DCTL.

GETBI

This subroutine reads a binary paper tape record
into a 109-word buffer specified by THIS in CATCO.
The system device subroutine for the 1134/1055 is
used to read the record.

Note that THIS and NEXT are reversed for each
record read when reading binary cards. When
reading paper tape DCTL places the address of the
buffer having the lowest core address into THIS,
since the reading of binary paper tape records
requires an extended buffer. The system device
subroutine reads each frame (eight bits of data)
into one word of the buffer.

The word count preceding each binary paper tape
record is punched into a single frame, and is read
separately from the body of the record. After the
word count is read, it is checked for validity, If it is
valid, it is used to read the record that follows.

If it is not valid, the next frame is read to deter-
mine if it is a word count. In this way, delete
characters and other special codes may appear
between binary records or between a control record
and the first binary record.

PACKB

This subroutine packs the binary record as read by
GETRBI into normal binary data. The packed data
overlays the unpacked data.

After packing, the checksum of the words read
is verified. If the checksum is correct, the sub-
routine returns to the calling program. A check-
sum error causes an exit to LEAVE in DUPCO with
an error parameter.

PCHBI
This subroutine uses the system device subroutine

for the 1134/1055 to punch a binary paper tape
record from a 109~-word buffer specified by NEXT.

Buffers Used By PFACE

THIS -- 109-word buffer used by GETEI for reading
binary paper tape records.

The two buffers THIS and NEXT, used for
double buffering when reading binary cards,
constitute one extended buffer when reading
binary paper tape records. Double buffering
is not used for binary paper tape records.

NEXT -- 109-word buffer used by PCHBI for punch-
ing binary paper tape records, consisting of
THIS and NEXT taken as consecutive buffers.

CRBUF -- 81-word input buffer used to hold a control
record in unpacked EBCDIC.

PEBUF -- 41-word buffer used to hold the packed
EBCDIC control record, converted from the
unpacked EBCDIC in CRBUF.
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PRECI

This phase is read into core storage by the Core
Load Builder after a core load has been built for
a STORECI function. This phase resides in the
DUP overlay area. It moves the core load to the
User Area or Fixed Area before restoring DUP
phase 13 (UPCOR). Since UPCOR is not available
to PRECI, copies of the DUPCO subroutines PHID,
PHIDM, GET, and PUT have been incorporated
into PRECI.

PRECI is composed of five sections or logical
parts -- PC000, PC040, PC100, PC180, and PC240.

PC000

This is the entry point to PRECI from the Core
Load Builder. DCOM from the master cartridge
is read into PRECI's work area, as is the core
image header from the CIB. If the inhibit DUP
function switch ($NDUP) has not been set by the
Core Load Builder, PRECI proceeds. Otherwise,
the PC240 section is used to exit to DCTL after indi-
cating an error has occurred.

DCOM is used to determine the logical drive
code of the destination drive, as well as the start-
ing sector address to which the program is to be
moved. From the core image header the total
length of the core load in sectors is determined.
A check is then made to determine if the program
can be contained in the User Area or Fixed Area.
If the core load is too large, the PC240 section is
used to exit to DCTL after indicating an error has
occurred.

PC040

This section moves LOCAL/SOCAL sectors (if
any) from Working Storage to their position at the
end of the core load after it has been moved to the
User Area or Fixed Area. The Working Storage
sector address from which the LOCALs/SOCALs
are moved includes an adjustment for Working
Storage files when they are present. LOCALs/
SOCALs are moved to the User or Fixed Area one
sector at a time. The number of sectors required
for Working Storage files and the number of LOCAL/
SOCAL sectors are obtained from the core image
header.
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PC100

This section moves that part of the core load (in-
cluding the core image header) that resides in the
CIB to its destination in the User Area or Fixed
Area. The length of the program (in words) and
the starting address of the core load are used to
control the number of sectors moved from the CIB
to the User Area or Fixed Area, The core image
header also indicates if the core load exceeds the
4K boundary; i.e., the core load's load address
plus the number of words in the core load produces
a number greater than 4095.

The core load residing in the CIB is moved to
the User Area or Fixed Area four sectors at a time.
This move continues until the CIB sector containing
that part of the core load that resides at location
4095 has been moved.

PC180

This section moves that part of the core load that
resides in core storage above location 4095 to the
User or Fixed Area. The last sector of the core
load written to the User or Fixed Area from the

CIB is read into core storage so as to be contiguous
with the part of the core load residing in core, i.e.,
above location 4095. The remainder of the core
load, starting with the first word read into core
storage from the User or Fixed Area, is then writ-
ten to the User or Fixed Area, starting at the sector
read into core storage.

PC240

This section restores DUP phase 13 (UPCOR),
DCTL (phase 2), and then exits to DCTL. Before
exiting to DCTL, however, termination data is
placed in the DCOM buffer in CATCO, and in CATCO
itself, The interrupt locations in low core storage
are restored for DUP operation, and phase switches
are cleared in order to ensure that DDUMP and
STORE are reloaded from disk, If any errors have
been detected during PRECI operation, the DUP
error message number is communicated back to
DCTL through CIERR in CATCO.

Buffers Used By PRECI

The disk I/0O buffer used to move all parts of the
core load to the User Area or Fixed Area is located



at BUF7. All references are direct, rather than
indirect through SDBUF in CATCO, since UPCOR

is not in core storage during the operation of PRECI.

DUP DIAGNOSTIC AIDS

GENERAL

DUP has provided a selective, dynamic dump of
various core storage areas to facilitate problem
analysis. The core dumps are under the control
of column 35 of individual DUP control records.
In general, to obtain a dump of a particular DUP
phase, column 35 should contain the phase ID
number of that phase. If column 35 contains
zero, all DUP phases associated with the function
named on the control record yield a core dump,
starting with the execution of DCTL. The column
35 codes and the corresponding DUP phase yleldmg
core dumps are shown below.

Code in column 35 Phase(s) dumped

0 All associated phases, starting
with DCTL

DCTL

STORE

FILEQ

DDUMP

DUMPLET

DELETE

DEXIT

O 1w WN

The core dumps include the following:

Disk I/0 Areas -- The buffer area used for the
disk I/0 operation, including the area into
which DUP phases are read, is dumped. The
number of words dumped is dependent on the
number of words read or written.

Buffer Areas —- The buffers between BUF4 and
PRPNT are dumped in DCTL execution. This
dump occurs when the LET search begins,
when the LET search on one cartridge is
complete and the next cartridge LET search
begins, and before the required DUP phase
(STORE, DUMP, or DELETE) is read.

CATCO -- This area of core storage is dumped in
conjunction with any dump mentioned above.

If a dump (or dumps) is desired during CCAT
execution, the next to the last card (i.e., the last
type A card) of DUPCO should be removed before
reloading this phase with a System Loader reload
function. This change in DUPCO causes all possible
core dumps within DUP to occur regardless of the
contents of column 35 in any DUP control record.

Core dumps are not allowed when the DEFINE or
PRECI phase is in execution. The System Core
Dump program uses the CIB to save the contents of
core storage, and, since the CIB moves during a
DEFINE operation and the core load to be stored by
PRECI is in the CIB, serious errors occur if core
dumps are taken when executing either DEFINE or
PRECI.

PRECI

When PRECI is entered from the Core Load Builder,
the phase identification word in COMMA ($PHSE) is
initially set to /0011 by the PHIDP subroutine in
PRECI. As each subroutine of PRECI is executed,
$PHSE is modified by PHIDP as follows:

Subroutine in execution Contents of $PHSE

PC040 /1011
PC100 /2011
PC180 /3011
PC240 /4011

In addition, the second hexadecimal digit of $PHSE
is modified by the IDMP subroutine in PRECI each
time a disk I/O operation is performed.

Digit 2 of $PHSE Disk I/0 Operation

1 Read from Disk
2 Write to Disk

STORE

When STORE is entered from DUP control, the
phase identification word in COMMA ($PHSE) is
initially set to /0003 by the PHID subroutine in
DUPCO. As each subroutine of STORE is exe-
cuted, $PHSE is modified by PHID as follows:
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Subroutine in execution

Contents of $PHSE

IOWS
WD000
DOLET
UPDCM
ST700
SNOFF

In addition, the second hexadecimal digit of
the phase identification is modified by the PHIDM

/1003
/2003
/3003
/4003
/5003
/6003

subroutine in DUPCO each time an I/O operation

is performed.

Digit 2 of $PHSE

© o Ol N

1/0 operation

Read from Disk

Write to Disk

Convert Binary to EBCDIC
Print Terminal Message
Read Binary Cards

Read Binary Paper Tape



FLOWCHARTS
General: ASMO1
Phase 0: ASMO02
Phase 1: ASMO03
Phasc 1A: ASMO04
Phasec 2: ASMO05
Phase 2A: ASMO06
Phase 3: ASMO07
Phase 4: ASMO08
Phase 5: ASMO09
Phase 6: ASM10
Phase 7: ASM11
Phase TA: ASM12
Phase 8: ASM13
Phase 8A: ASM14
Phase 9: ASM15-ASM17
Phase 10: ASM18

Phase 10A: ASM19
Phase 11: ASM20
Phase 12: ASM21

ERMSG: ASM22
@ARCV ASM23
@APCV: ASM24

The Assembler Program is designed to translate the
statements of a source program written in 1130
Assembler Language into a format that may be
dumped and/or stored by DUP or executed directly
from Working Storage.

Basically, the functions of the Assembler are:

1. Convert the mnemonic to machine language
(except for Assembler control records).

2. Assign addresses to statement labels.

3. Insert the format and index register bits into
the instruction, if applicable.

4. Convert the instruction operands to addresses
or data.

INTRODUCTION

The Assembler Program is structurally divided into
two parts, the resident portion and the overlay por-
tion. The resident portion consists of the Assembler
Communications Area (ASCOM), part of phase 0,
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phase 9, and the phase 9 Communications Area
(PHSCO). All of the other phases are called into
core storage as overlays.

The Assembler Program is functionally divided
into two parts, pass 1 and pass 2. The source pro-
gram is read and processed, one statement at a
time, during each of the two passes. During pass 1,
the source program is read into core storage from
the principal I/0 device. Unless the user specifies
by control record that two-pass mode is in effect,
the source program is stored on the disk, from
which it is reentered for pass 2 processing. If two-
pass mode is specified or required, the source pro-
gram is reentered via the principal I/O device for
pass 2 processing. (If a list deck or paper tape
object program is desired, the assembly must be
made in two-pass mode.)

PROGRAM OPERATION

When the Monitor Control Record Analyzer detects
an ASM monitor control record, it reads the first
sector of the Assembler Program (phase 0) into
core storage and transfers control to it.

Phase 0 reads into core storage all the subrou-
tines required during assembly processing for 1/0,
and phase 9. The word counts and sector addresses
of all the buffers and major overlay phases are init-
ialized in ASCOM and in phase 9, and the boundary
conditions are set for the Symbol Table. Phase 1
is then fetched and control is passed to it.

Phase 1 reads and analyzes control records, set-

ting the appropriate switches in ASCOM for the options

specified. Upon detection of the first non-control
record, phase 1A is fetched and given control.

Phase 1A initializes the core addresses for the
buffers, then fetches and transfers control to phase
2 to start statement processing.

Statement processing is performed by an op code
search in phase 9 and a transfer through a branch
table (that precedes every major overlay) to the
overlay phase currently in core storage. If the re-
quired overlay phase is in core storage, execution
of the phase proceeds. If it is not in core storage,
the branch table causes a return to phase 9 to fetch
the required overlay phase. The op code search is
performed again and control is passed to the overlay
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phase. When the overlay phase completes the nec-
essary processing, another record is read and the
entire process is repeated.

All overlays exit by branching to either the
LDLBL or the PALBL subroutines within phase 9 and
then to STRTY (the op code search). A branch is
taken to LDLBIL when the statement just processed
is permitted to have a label. A branch is taken to
PALBL when a label is not permitted or is to be ig-
nored. Both LDLBL and PALBL branch to the
RDCRD subroutine (within phase 9) to read the next
record just prior to their return to the overlay phase
that called them.

ASSEMBLER COMMUNICATIONS AREA

The Communications Area (ASCOM) consists of all
the indicators and switches referenced by more than
one phase of the Assembler Program. All communi-
cation between phases is done through ASCOM.
ASCOM resides in core storage following DISKZ and
preceding the Overlay Area.

Refer to the program listings for details regarding
the contents of ASCOM.

OVERLAY AREA

The Overlay Area is the area in core storage into
which the statement processing (overlay) phases are
loaded as required. Phase 0 is initially loaded into
this area by the Monitor Control Record Analyzer
(see Section 6. Supervisor). Phases 1, 1A, and 2
are sequentially loaded into this area at the start of
passes 1 and 2, Phases 2A, 5, 6, 7, TA, 8, 8A,
@ARCV, and @APCYV are loaded into this area during
passes 1 and 2 as they are required to process
specific mnemonics and constants, to handle output
options, etc. Phase 12 is loaded into this area when
the END statement is encountered in passes 1 and 2.
Phase 4 is loaded into this area at the completion of
pass 2. Phases 3, 9, 10, 10A, 11, and ERMSG
are not loaded into the Overlay Area.

The Overlay Area resides in core storage follow-
ing ASCOM and preceding phase 9.

SYMBOL TABLE

As the source program is read and processed in
pass 1, the Symbol Table is built. An entry is made
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in the Symbol Table for each valid symbol defined

in the source program. Each entry in the Symbol
Table consists of three words. The first word con-
tains the value of the symbol. Words 2 and 3 contain
the symbol itself in name code. The following
example shows the conversion of the symbol 'START'
to name code for a Symbol Table entry:

Symbol Table Entry 2+ 2 8 C 1 6 6 3
00[0001010001]000001 DlIOOllOOOlI

b—-\’——/%"—’b\l—l\.-—v—-’\—v—/

Multiply-defined indiculor
Relocation mode indicator
Input EBCDIC EBCDIC
Character (hexadecimal) (binary)
Character (hexadecimal
S £2 1 l 10 0010
E3 llllO 00N

T

A (a4} 1 00 0001
3 09 ny o 1001
T E3 I].]D 0011

*Digit 1 varies depending on the settings of the Relocat on mode and
Multiply-defined indicators .

The Symbol Table is built starting at the high-
addressed end of core storage. Entries are added
to the Symbol Table (see below) until its lower limit,
the end of the principal print device subroutine, is
reached. If symbols are added to the Symbol Table
after the in-core Symbol Table has been filled (i. e.,
the lower limit has been reached), the overflow
Symbol Table is saved, one sector at a tirae, in
Working Storage on the disk. Note that Symbol
Table overflow is possible only if the Assembler
control record *OVERFLOW SECTORS reserving
the required sectors on disk is present in the
source program; otherwise, the assembly is ter-
minated at the point of Symbol Table overflow.

Third Entry Second Entry First Entry
-~ — s
Symbol
Valve Symbol Name
—— ——
! 1 1 ] L ] L I L
-« Low High f
Core Core

As the source program is again read and proc-
essed in pass 2, the Symbpol Table is searched each
time a reference to a symbol is encountered. The
in-core Symbol Table is searched first. If the sym-
bol is not found in the in-core Symbol Table and



Symbol Table overflow has been written on disk,
Phase 10A is fetched into core storage to perform
the search of the overflow sectors.

A binary search technique is used in the Symbol
Table search.

INTERMEDIATE I/0

During pass 1 of an assembly made in one-pass
mode the source program statements are saved on
disk for input to pass 2. Each source statement is
saved starting at column 21 and ending with the
rightmost non-blank column. Ags saved on disk each
statement consists of a prefix word containing the
number of words up to and including the prefix word
for the following statement and the source statement
packed two EBCDIC characters per word.

The intermediate I/0 is written on disk in Working
Storage, starting at the first sector of Working
Storage if no OVERFLOW SECTORS were specified,
or starting at the first sector following the last sec-
tor of Symbol Table overflow.

If a LIST Assembler control record is not present
in the source program, comments statements are not
saved in the intermediate 1/0.

During pass 2 of an assembly in one-pass mode,
the intermediate I/0 is read into core storage, one

sector at a time. The source statements are unpacked

and placed into the two I/O buffers such that they are
indistinguishable from statements read from the prin-
cipal 1/0 device.

DOUBLE-BUFFERING

All card, paper tape, or Keyboard input to the
Assembler Program is double-buffered, with one
exception; if the assembly is being made in two-pass
mode and the LIST DECK or LIST DECK E option has
been specified, input during pass 2 is single-buffered
to facilitate punching.

The Assembler Program uses two 80-word buffers
for double-buffering. While a record is being read

into one buffer, the record in the other buffer is being

converted and processed.
Two locations in ASCOM are used to point to the
two input buffers. One location (RDBFR) always con-

tains the address of the buffer in which a record is
being processed. The other location (RDBFR+1)
always contains the address of the buffer into which
a record is being read. The RDCRD subroutine in
phase 9, which interfaces with the principal I/0 de-
vice subroutine, exchanges the buffer addresses in
RDBFR and RDBFR+1 after each record is read.

PHASE DESCRIPTIONS

PHASE 0

Phase 0 serves as the Assembler Program's loader.
First, the Communications Area (ASCOM) is initial-
ized by phase 0, and the required I/0O device subrou-
tines are fetched into core storage. Phase 9, the
resident portion of the Assembler Program, is also
fetched into core storage. Phase 0 initializes the
sector addresses and word counts of the various
buffers utilized by the Assembler Program, and the
boundary conditions for the System Symbol Table
are established. Phase 0 then fetches phase 1 into
the overlay area and transfers control to it.

The switches $NDUP and $NXEQ (in COMMA) are
set non-zero to inhibit program execution and/or
DUP functions in the event the assembly is termina-
ted before completion.

A Master Overlay Control subroutine (P0130), the
subroutine interfacing with DISKZ (DISK1), and the
index register restoring subroutines (STXRS and
LDXRS) are part of phase 0 and remain in core
storage during the entire assembly; the rest of phase
0 is overlaid by phase 1. The Master Overlay Control
subroutine performs the fetching of all the overlay
phases and transfers control to the phase just read
into core storage.

PHASE 1

Phase 1 reads, analyzes, and lists the Assembler
control records. As each control record is analyzed,
the various options specified by the control record
are indicated in the Assembler Program's Communi-
cations Area (ASCOM). When the first non-control-
type record is encountered, phase 1 transfers to the
Master Overlay Control subroutine to fetch phase 1A
and transfer control to it.
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PHASE 1A

Phase 1A determines the address of the DSF buffer
and initializes its IOAR header information in the
Assembler Program's Communications Area
(ASCOM). If the principal input device is either the
1134 Paper Tape Reader or the Keyboard, the cur-
rent record is moved over 20 positions to the right
and the read-in address is set for position 21 of the
I/0 area.

The number of overflow sectors assigned is
checked for a maximum of 32 and the adjusted Work-
ing Storage boundary for the disk output of the source
and object programs is initialized. Phase 1A then
transfers control to the Master Overlay Control sub-
routine to fetch phase 2, which begins statement
processing.

PHASE 2

Phase 2 handles the processing of all ENT, ISS,
LIBR, ABS, EPR, SPR, ILS, and FILE statements.
These statements are header mnemonics and must
appear as the first non-control-type statements if
they are included in the source program. For this
reason phase 2 is the first overlay phase loaded into
core storage to begin statement processing. As each
particular header mnemonic is processed, the nec-
essary indicators are set in the Assembler Program's
Communications Area (ASCOM). The ordering and
compatibility of the various header mnemonics is
checked, and the program header record information
is built and saved in ASCOM. When a mnemonic not
handled by phase 2 is detected, control is transferred
to the op code search (STRT9) in phase 9.

PHASE 2A

Phase 2A is called into core storage when a FILE
statement is detected by phase 2. Phase 2A is loaded
by a flipper routine within phase 2 and overlays part
of phase 2. Phase 2A obtains the file information
from the FILE statement and builds the 7-word
DETFINE FILE Table. At the completion of phase 2A
processing, control is returned to the flipper routine
in phase 2. The flipper routine restores the over-
laid portion of phase 2 and branches to the op code
search (STRT9) in phase 9.

68

PHASE 3

Phase 3 is called into core storage as part 1 of the
Assembler Program's exit to the Supervisor. Due
to the size of phase 3, it overlays part of phase 9
instead of the Overlay Area.

The options of printing, punching, or saving the
Symbol Table,as requested by the user on Assembler
control records, are performed. At the completion
of the Symbol Table options processing, phase 4 is
fetched into core storage and control is transferred
to it.

PHASE 4

Phase 4 performs the final processing for the Assem-
bler Program and is called into core storzge by
phase 3. If overflow sectors were specified by
Assembler control record, and if Symbol Table over-
flow occurred in assembling the program, the object
program, which is residing on the disk, is moved
back to the sector boundary at the start of Working
Storage. Phase 4 then updates DCOM on all ready
drives. The last record read by the Assembler Pro-
gram, the record following the END staternent, is
moved to the Supervisor buffer.

In terminating the assembly, phase 4 prints four
sign-off messages:

The number of errors flagged in the assembly
The number of symbols defined

The number of overflow sectors specified
The number of overflow sectors required

AW N
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Phase 4 then exits to the Skeleton Supervisor at the
$EXIT entry point.

PHASE 5

Phase 5 is called into core storage to process HDNG,
ORG, BSS, BES, EQU, LIST, EJCT, or SPAC
statements. These mnemonics are all non-imperative
type statements requiring similar processing and

are all grouped, therefore, in the same overlay
phase.



PHASE 6

Phase 6 processes all imperative instruetions and
the DC statement. Since these mnemonics are used
most frequently, the processing for them was
grouped into one overlay phase.

PHASE 7

The two mnemonics processed by phase 7 are
XFLC and DEC. The conversion of the data in the
statement operands to binary is handled in phase
7A. TUpon completion of the conversion, the data is
formatted into the appropriate floating, fixed, or
decimal format.

PHASE 7A

Phase 7A is fetched into core storage by a flipper
routine within phase 7. Phase 7A converts the man-
tissa of a decimal integer, a fixed- or floating-point

number to the binary equivalent.
Phase TA containg a scanning process that con-

verts the operand to its binary equivalent and a post-
scanning process that converts from powers of 10
to powers of 2.

The converted decimal data is saved in a buffer
that is part of the flipper routine, When the conver-
sion is completed, phase 7A returns to the flipper
routine that restores phase 7 and transfers control
to it.

PHASE 8

Phase 8 processes the LIBF, CALL, EXIT, LINK,
EBC, DSA, and DN statements. The processing of
the program linking mnemonics -- LIBF, CALL,
EXIT and LINK -- is combined with the processing
of the data definition mnemonics ~- EBC, DSA, and
DN -- since otherwise they would constitute two
small phases. This is satisfactory in terms of
assembly time since EBC, DSA, and DN are not
frequently used mnemonics.

PHASE 8A
Phase 8A processes the DMES statement. The DMES

processing is performed by a scanning subroutine and
a conversion subroutine. The scanning subroutine

scans and evaluates the operand field, one character
at a time. The conversion subroutine contains a
table of packed Console Printer codes and a table of
packed 1403 Printer codes. The conversion is per-
formed using an algorithm.

PHASE 9

The phase 9 communications area (PHSCO) consists
of the entry addresses of the common subroutines
within phase 9. Immediately following PHSCO is the
op code search.

STRTY

The op code obtained from the input record is saved
in ASCOM. All possible op codes are resident in a
table, which has for each op code a two-word indica-
tor followed by a corresponding one-word machine
language mnemonic. The op code search is per-
formed by means of a table lookup. When a match
is found, the corresponding machine language
mnemonic is picked up and saved in OPCNT in
ASCOM. Bits 13-15 of OPCNT form a branch table
displacement. Using this displacement, an indirect
branch is taken thru the table to the overlay prepared
to process this op code. If the overlay is in core
storage, execution proceeds. If it is not, a return
is made to the op code search to fetch the required
overlay phase into core storage. Control is then
passed to the overlay and statement processing
continues.

BTHEX

BTHEX is a binary-hexadecimal conversion subrou-
tine. The binary data is entered in the accumulator
left-justified, and the hexadecimal output is stored
by index register 1. The number of characters to be
converted is in index register 2.

B4HEX

The B4HEX subroutine is entered when four hexadec-
imal output characters are desired. Index register 2
is set to four and a branch is made to BTHEX.
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SCAN

The SCAN subroutine collects the elements of the
operand field, character by character, performs
any arithmetic functions necessary, and evaluates
the operand.

GTHDG

GTHDG is the new page subroutine. Branches are
made to the principal print subroutine to skip to
channel 1, and print the heading as specified in the
last HDNG statement encountered.

LDLBL

The LDLBL subroutine scans the label field of the
statement. In pass 1, valid labels are added to the
Symbol Table if they do not already appear there.
The record is saved in the intermediate output buffer
by INT1 and a branch is made to read the next record
(RDCRD). When the next record is in core, a check
is made for the last card. If the last card has been
detected, a branch is made to the principal conver-
sion routine (CVADR), and control is returned to

the calling program.

In pass 2, the record is listed, if a listing has
been requested or the record is in error, The next
record is fetched and control is returned to the
calling program.

PALBL

The PALBL subroutine is a secondary entry to the
LDLBL subroutine. PALBL is entered when a label
is not permitted on a statement being processed.
GETER

A branch is made to GETER when an error occurs
during the assembly. GETER fetches the error mes-
sage phase (ERMSG) into the first disk buffer (BUFI).
RDCRD

RDCRD is the interface subroutine for the principal
input device subroutine. The input buffer is cleared

70

to EBCDIC blanks, the input buffer addresses in
ASCOM are exchanged, and a branch is made to the
principal input device subroutine to read a record.
Index register 1 is set to point at the current input
buffer and control is transferred back to the calling
program.

If the record previously read was a monitor con-
trol record, phase 4 is fetched into core storage and
control is transferred to it.

POIMVE

The POMVE subroutine moves the input record from
the input buffer to the print buffer. As it moves the
record, each character is checked for validity. At
the completion of the move, a branch is made to the
principal print device subroutine to list the record
and control is returned to the calling program.

INT1

INT1 is the subroutine used in pass 1 to pack the in-
put record into two EBCDIC characters per word and
save it in the intermediate output buffer. INT1 is
overlaid by phase 11 for pass 2 processing. INT2 is
the entry address for phase 11 during pass 2.

PHASE 10

Phase 10 consists of two subroutines: DTHDR and
WRDFO. Phase 10 is fetched by phase 12 in pass 2
processing. Phase 10 overlays that section of phase
9 dealing with the inserting of labels into the Symbol
Table.

DTHDR

DTHDR enters a data header into the object program
output in disk system format (DSF) when required and
completes the previous data header.

WRDFO

This subroutine writes one sector of disk system for-
mat (DSF) output when the DSF buffer is full. After the
sector is written, those words past the 320th word of
the buffer are moved back to the beginning of the buffer.



In the event the buffer is not full and WRDFO is
entered from phase 12 END statement processing,
the DSF buffer is written to Working Storage.

PHASE 10A

Phase 10A is fetched into core storage whenever
necessary to handle Symbol Table overflow. When a
symbol is to be added to an overflow sector in pass 1
or when the overflow sectors are to be searched

for a symbol in pass 2, phase 10A is called. Phase
10A overlays the INT1 subroutine in phase 9 when
called during pass 1; it overlays phase 11 (the INT2
subroutine) when called in pass 2 of an assembly in
one-pass mode.

PHASE 11

Phase 11 is fetched into core storage in pass 1 during
phase 12 END statement processing if the assembly
is in one-pass mode. The function of phase 11 is to
read the source statements from the disk during

pass 2. The source statements saved in pass 1 are
read back onto core storage in pass 2 in such a way
that they are indistinguishable from statements read
from the prineipal I/O device.

PHASE 12

In pass 1, phase 12 builds the program header record
in the DSF buffer. Several counters are reinitialized
in ASCOM and the buffer pointers are reset for disk
system format (DSF) output. Phase 10 is fetched
into core storage.

If the assembly is in two-pass mode, phase 1 is
fetched and control is passed to it. If the assembly
is in one-pass mode, the END statement is saved in
the intermediate I/0 buffer and the buffer is written
to the disk. Phase 11 is fetched into core storage
and the first sector of intermediate I/0 is read into
the first disk buffer (BUFI). A branch is then made
to phase 11 to transfer the first statement from the
intermediate I/O buffer to the source input buffer.
Phase 1 is then fetched onto core storage and con-
trol is transferred to it.

In pass 2, phase 12 branches to DTHDR to build
the end-of-program data header. If the source pro-
gram is a type 3, 4, 5, 6, or 7 (not a mainline), an
execution address of zero is saved in ASCOM and in

the source statement buffer. If the source program
is a type 1 or 2 (a mainline), the execution address,
i.e., the END statement operand, is saved in
ASCOM and in the source statement buffer. The last
sector of DSF output is written to the disk and the
disk block count of the program is saved in ASCOM.
Phase 12 then fetches phase 3 and transfers control
to it.

ERMSG

ERMSG is called by the GETER subroutine within
phase 9 when an error occurs during the assembly
process. It is loaded into the first disk buffer (BUFI).
A list of error messages is contained within ERMSG.
This list is referenced by index register 2, which
contains the appropriate error code at the time of
entry to ERMSG. The error message is printed and
control is then returned to GETER.

@ARCV

The Assembler Program's card conversion subrou-
tine converts IBM Card Code to EBCDIC on input
from the 2501 Card Reader or from the 1442 Card
Read Punch, Models 6 and 7. The conversion is
handled by a direct table access method, utilizing a
256 EBCDIC character table.

@APCV

The Assembler Program's punch conversion subrou-
tine handles both the conversion and the punching of
data on card output options. The punch conversion
subroutine is fetched into the overlay area to per-
form the LIST DECK and LIST DECK E output
options. It overlays the op code search (STRT9)

in phase 9 to perform the PUNCH SYMBOL TABLE
output option.

CORE LAYOUT

Figure 14, panel 1 shows the layout of the contents
of core storage after phase 0 of the Assembler Pro-
gram has been fetched and given control by the Mon-
itor Control Record Analyzer.

Figure 14, panel 2 shows the layout of the con-
tents of core storage during pass 1.
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Figure 14, panel 3 shows the layout of the con- Figure 14, panel 4 sl}ows the layout of the con-
tents of core storage during pass 2 of an assembly tents of core storage during pass 2 of an assembly
in two-pass mode. in one-pass mode.
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Figure 14. Core Layout During Assembler Program Operation
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FLOWCHARTS
General: FORO01
Phase 1: FORO02
Phase 2: FORO03
Phase 3: FOR04
Phase 4: FOR05-FOR06
Phase 5: FORO7-FORO08
Phase 6: FORO09
Phase 7: FOR10
Phase 8: FOR11
Phase 9: FOR12
Phase 10: FOR13
Phase 11: FOR14
Phase 12: FOR15
Phase 13: FOR16
Phase 14: FOR17
Phase 15: FOR18
Phase 16: FOR19
Phase 17: FOR20
Phase 18: FOR21
Phase 19: FOR22
Phase 20: FOR23
Phase 21: FOR24
Phase 22: FOR25
Phase 23: FOR26
Phase 24: FOR27
Phase 25: FOR28
Phase 26: FOR29
Phase 27: FOR30

The FORTRAN Compiler translates source programs
written in the 1130 Basic FORTRAN IV Language into
machine language object programs, The compiler
also provides for the calling of the necessary arith-
metic, function, conversion, and input/ output sub-
routines during the execution of the object program.

GENERAL COMPILER DESCRIPTION

The FORTRAN Compiler consists of 27 sequentially
executed phases:

Phases 1 and 2 are initialization and control phases,
processing the control records and building the
initial statement string.

SECTION 11.

FORTRAN COMPILER

Phases 3 thru 10 are specification phases, process-
ing the specification statements and other defini-
tive information and building the basic Symbol

Table.

Phases 11 thru 18 are compilation phases, analyzing

and processing the source statements and re-
placing them with object coding.

Phases 19 thru 26 are the output phases.

Phase 27 is a recovery phase, terminating the com-
pilation and executing a CALL EXIT,

Thus, the FORTRAN Compiler is a ""phase'
compiler; the compiler is passed-by the source
program, which resides in core and is massaged

into the object program.

PHASE OBJECTIVES

The following is a list of the compiler phases by
number and name, and their major functions:

Phase
Number Phase Name
1 Input
2 Classifier
3 Check Order/
Statement
Number

Function

Process the control
records; read the
source statements
and build the string.

Determine the state-
ment type and place
the type code in the
ID word.

Check for the presence
and sequence of
SUBROUTINE,
FUNCTION, Type,
DIMENSION,COMMON,
and EQUIVALENCE
statements; place
statement numbers in
the Symbol

Table.
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Phase
Number Phase Name
4 COMMON/SUB-
ROUTINE or
FUNCTION
5 DIMENSION/
REAL, INTEGER,
and EXTERNAL
6 Real Constant
7 DEFINE FILE,
CALL LINK,
and CALL EXIT
8 Variable and
Statement
Function
9 DATA Statement
10 FORMAT
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Phase

Function Number Phase Name
Place COMMON variable 11 Subseript
names and dimension in- Decomposition

formation in the Symbol

Table; check for a

SUBROUTINE or FUNC-

TION statement and, if

found, place the name 12
and dummy argument

names in the Symbol

Table.

Place DIMENSION var- 13
iable names and dimen-
sion information in the
Symbol Table; indicate
the appropriate mode
for REAL and INTEGER
statement variables.

14

Place the names of real
constants in the Symbol
Table.

Check the syntax of

DEFINE FILE, CALL

LINK, CALL EXIT

statements; determine

the defined file specifi- 15
cations.

Place the names of

variables, integer con- 16
stants, and statement

function parameters in

the Symbol Table.

Check the syntax of the

DATA statement, check

its variables for validity,

and reformat the state- 17
ment.

Convert FORMAT

statements into a spec-

ial form for use by the 18
input/output subroutines

during execution of the

object program.

Ascan I

Ascan I

DO, CONTINUE,
ete.

Subscript
Optimize

Scan

Expander I

Expander I

Function

Calculate the constants
to be used in subscript
calculation during exe-
cution of the object
program,

Check the syntax of all
arithmetic, IF, CALL,
and statement function
statements.

Check the syntax of all
READ, WRITE, FIND,
and GO TO statements.

Replace DO statements
with a loop initializa-
tion statement and in-
sert a DO test state-
ment following the DO
loop termination state-
ment; process BACK-
SPACE, REWIND,
END FILE, STOP,
PAUSE, and END
statements.

Replace subscript
expressions with an
index register tag.

Change all READ,
WRITE, GO TO,
CALL, IF, arithmetic,
and statement function
statements into a mod-
ified form of Polish
notation.

Replace READ, WRITE,
GO TO, and RETURN
statements with object
coding.

Replace CALL, IF,
arithmetic, and state-
ment function statements
with object coding.



Phase
Number

Phase Name

19

20

21

22

23

24

25

26

27

Data Allocation

Compilation
Errors

Statement
Allocation

List Statement
Allocation

List Symbol
Table

List Constants

Output I

Output IO

Recovery

Function

Allocate a storage area
for variables in the
object program.

List unreferenced
statement numbers,
undefined variables,
and error codes for
erroneous statements.

Determine the storage
allocation for the object
program coding.

List the relative state-
ment number addresses,
if requested.

List the subprogram
names in the Symbol
Table and the System
Library subroutine
names in the string,
if requested.

Compute the addresses
of the constants; list
the addresses, if
requested.

Build the program
header and data header
records and place them
in Working Storage;
place the real and inte~
ger constants into
Working Storage.

Complete the conver-
sion of the string to
object coding and place
the object program into
Working Storage.

Print the compilation
termination message;
exit by executing a
CALL EXIT.

CORE LAYOUT

Figure 15, panel 1 shows the layout of the contents
of core storage after the Monitor Control Record
Analyzer has fetched phase 1 of the FORTRAN
Compiler into core storage and has passed control
to the control record analyzer portion. The princi-
pal print and principal input device subroutines
have been fetched by phase 1. The card input and
print buffers have been allocated by phase 1.

Figure 15, panel 2 shows the layout of the con-
tents of core storage after the control record analy-
zer portion of phase 1 has passed control to the
statement input portion. The control record analy-
zer portion of the phase is overlaid by the input
statement string.

Figure 15, panel 3 shows the layout of the con~
tents of core storage during the execution of
phases 2 through 18, During these phases the boun-
dary separating the statement string and Symbol
Table fluctuates as the string and Symbol Table
are massaged.

Figure 15, panels 4 and 5 show the layout of
the contents of core storage during the execution
of phases 19 through 24. Panel 4 reflects the
contents of core storage before any printing has
been performed in those phases. In panel 5 the
lower-addressed portion of these phases has been
overlaid by the print buffer when printing has
been performed.

Figure 15, panels 6 and 7 show the layout of
the contents of core storage during the execution
of phase 25. Panel 6 reflects the contents of
core storage before any object coding has been
generated and written to disk. In panel 7 the
lower-addressed portion of the phase has been
overlaid by the disk output buffer when object
coding has been generated and written to disk.

Figure 15, panel 8 shows the layout of the
contents of core storage after control has been
passed to phase 26. The disk buffer has been
allocated by phase 26 and is not an overlay.

Figure 15, panel 9 shows the layout of the
contents of core storage after control has been
passed to phase 27. The principal print device
subroutine has been fetched by the phase. The
DCOM buffer has also been allocated by the
phase.
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Figure 15. Core Layout During FORTRAN Compiler Operation

FORTRAN COMMUNICATIONS AREA

The FORTRAN Communications Area consists

of 16 words of storage where information obtained
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from the FORTRAN control records and compiler-
generated addresses and indicators are kept.

This information is available to any phase needing
it. The contents of the FORTRAN Communications
Area words are described in Table 3.



Table 3,

The Contents of the FORTRAN Communications Area

Word

Symbolic Name

Description of Contents

A

SOFS
EOFS
SOFST
SOFNS

SOFXT

SOFGT

EOFST
COMON

CSIZE

ERROR

FNAME

SORF

CCWD

10Cs

DFCNT

The address of the start of the string.
The address of the end of the string.
The address of the start of the Symbol Table,

The address of the start of the non-
statement-number entries in the Symbol
Table,

Phases 1-20. The address of the start of
the Symbol Table entries for SGTs (subscript=
generated temporary variables).

Phases 21-25, The work area word count,

Phases 1-20, The address of the start of
the Symbol Table entries for GTs (generated
temporary storage locations),

Phases 21-25, The constant area word
count,

The address of the end of the Symbol Table.

Phases 1-19, The address of the next
available word for COMMON storage.

Phase 20, The address of the highest-
addressed word reserved for COMMON
storage.

Phase 21, Not used,
Phases 22-25. Relative entry point,

All phases except Phase 20, The
COMMON area word count,

Phase 20, The address of the lowest-
addressed word reserved for COMMON
storage,

Bit 15 set to 1 indicates overlap error,
Bit 14 set to 1 indicates other error,

The program name (obtained from the NAME
control record, or a SUBROUTINE or
FUNCTION statement) stored in name code.

Set positive to indicate FUNCTION,
Set negative to indicate SUBROUTINE,
0 indicates mainline.

Control card word.

Bit 15 set fo 1 indicates Transfer Trace.

Bit 14 set to 1 indicates Arithmetic Trace.

Bit 13 set to 1 indicates Extended Precision.

Bit 12 set to 1 indicates List Symbol Table.

Bit 11 set to 1 indicates List Subprogram
Names

Bit 10 set to | indicates List Source Program.

Bit 9 set to 1 indicates One Word Integers.

10CS Control Card Word.

Bit 15 set to 1 indicates 1442 Card Read
Punch, Model 6 or 7.

Bit 14 set to 1 indicates 1134/1055 Paper
Tape Reader Punch.

Bit 13 set to 1 indicates Console Printer.

Bit 12 set to 1 indicates 1403 Printer,

Bit 11 set to 1 indicates 2501 Card Reader.

Bit 10 set to 1 indicates Keyboard.

Bit 9 set to 1 indicates 1442 Card Punch,
Model 5.

Bit 8 set to 1 indicates Disk Storage.

Bit 7 set to 1indicates 1132 Printer.

Bit 3 set to 1 indicates 1627 Plotter.

Bit 1set to 1 indicates Unformatted Disk
1/0 Area.

The number of files defined.

PHASE AREA

The Phase Area is the area into which the various
phases of the compiler are read by the ROL subrou-
tine. The size of the Phase Area is determined by
the size of the largest phase of the compiler.

Each phase, when loaded into the Phase Area,
overlays the preceding phase. There are two phases,
however, that are exceptional in that they are loaded
at some location other than the Phase Area origin.
The ROL subroutine in phase 1 is loaded into high~
addressed storage by phase 1 so that it occupies
initially the position it will occupy throughout the
compilation. The control record analysis portion
of phase 1 is loaded into the String Area. This por-
tion of the phase is in use only until the FORTRAN
control records have been processed and is overlaid
by the source statements. Phase 27, the Recovery
Phase, which is executed after the object program
has been produced, is also read into the String Area.

STRING AREA

During compilation the String Area contains both the
statement string and the Symbol Table. The state-
ment string is built by the Input Phase in an ascend-
ing chain beginning in the low-addressed words of
the String Area. The Symbol Table is built during
the compilation process in a descending chain be-
ginning in the high-addressed words of the String
Area.

The statement string expands and contracts as it
is massaged during the compilation process. The
Symbol Table expands as items are removed from
the statement string and added to the Symbol Table.
In addition, some phases move the entire statement
string as far as possible toward the Symbol Table.
The last statement of the string then resides next
to the last Symbol Table entry. As the phase oper-
ates on the statement string, now referred to as
the input string, it is rebuilt in the low-addressed
end of the String Area. The rebuilt string is refer-
red to as the output string. This procedure allows
for expansion of the statement string.
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If at any time during the compilation an entry
cannot be made to the statement string or the Symbol
Table due to the lack of sufficient storage, an overlap
error condition exists. In the event of such an over-
lap condition, the remaining compilation is bypassed
and an error message is printed (see Compilation
Errors). Either the size of the source program or
the number of symbols used must be decreased, or
the program must be compiled on a machine of larger
storage capacity.

SYMBOL TABLE

The Symbol Table contains entries for variables,
constants, statement numbers, various compiler-
generated labels, and compiler-generated temporary
storage locations.

The first entry of the Symbol Table occupies the
three highest-addressed words of the String Area,
i.e., the 3 words just below the first word of the
FORTRAN Communications Area. The second entry
is positioned in the lower-numbered words adjacent
to the first entry, etc.

During the initialization of the Symbol Table in
phase 1, three words are reserved for the first
Symbol Table entry., This entry is not made, how-
ever, until phase 3. From this point the size of the
Symbol Table varies from phase to phase until it
achieves its largest size in phase 18. Its size always
includes the three words reserved for the next
Symbol Table entry.

During phases 3 through 18, the Symbol Table con-
tains variables, constants, and statement numbers.
Information for these entries has been removed from
the statement string and has been replaced by the
address of the ID word of the corresponding Symbol
Table entry. Also, the Symbol Table contains the
various compiler-generated labels and temporary
storage locations used in compilation.
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During the output phases, 19 through 26, these
entries in the Symbol Table are replaced by object
program addresses that are inserted into the object
coding by phase 26.

Format

All entries in the Symbol Table consist of three
words -- an ID word and two Name-Data words.
The entrics for dimensioned variables are exception-
al, however, in that they are six-word entries, the
additional three words containing the dimension
information.

The ID word occupies the lowest-addressed word
of the three word entry. The Name-Data words
occupy the two higher-addressed words.

A typical three~-word entry is illustrated in the
following example of the entry for the integer con-
stant 290.

ID Word Data Word 1 Data Word 2
2 9 0  blank blank
gt
|110000000000000001100101110011100000000000000000 |

Lowest ~Addressed Highest-Addressed
Word Word

Entry in hexadecimal form —E000 65CE 0000

The entry for the subprogram name COUNT would
appear as:

1D Word Name Word 1 Name Word 2
C @) 9] N T
| ©000000010000000 11000011010110100110001010110001 11

Lowest-Addressed Highest-Addressed
Word Word

Entry in hexadecimal form - C080 86B4 C563



ID Word

The layout of the Symbol Table ID word is given in
Table 4. The ID word is formed when the entry is
placed in the Symbol Table.

Name-Data Words

The Name-Data words of Symbol Table entries have
the following format:

Word Bit Contents
1 0 0, if the following 15 bits contain

the first half of a constant; 1, if
the following 15 bits contain any-
thing other than the first half of a
constant.

1-15 First 15 bits of the 30-bit Symbol
Table entry

Same as bit 0 of word 1

1-15 Second 15 bits of the 30-bit Symbol
Table entry

Dimensioned Entries

The Symbol Table entry for a dimensioned variable
requires six words: two for the array name, one

for the ID word, and three for the dimension infor-
mation. The dimension information occupies the
three lowest-addressed words, the ID word occupies
the next higher-addressed word, and the Name-Data
words occupy the two highest-addressed words.

Table 4. The Contents of the FORTRAN Symbol Table ID Word

Pogilffion Status and Meaning
0 1 = Constant
0 = Variable
1 1 = Integer
0 =~ Real
2 1 - COMMON
3-4 01 = One dimension
10 - Two dimensions
11 ~ Three dimensions
5 1 = Statement function parameter/dummy argument
6 1 = Statement number
7 1 =~ Statement function name
8 1 = Subprogram name
9 1 - FORMAT statement number
10 1 - Referenced statement number or defined
variable
n 1 - External
12 1 - Generated temporary storage location (GT)
13 1~ Subscript-generated temporary variable (SGT)
14 1 = Allocated variable
15 Not Used

Three words are always used for the dimension
information regardless of the number of dimensions.

For one-dimensional arrays, all three dimension
words contain the integer constant that specifies the
dimension of the array. For example, the entry for
array ARRAY (10) would appear as:

Dimension Information Array Name
r A 2 — A N
0 10 A 10 { 10 llD Wordl , |
Lowest= Highest-
Addressed Addressed
Word Word

For two-dimensional arrays, the first (highest-
addressed) dimension word contains the integer
constant of the first dimension; the middle and
last (lowest-addressed) dimension words both
contain the product of the first and second dimen-
sion integer constants. Thus, the dimension in-
formation for array B(5,15) appears as:
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Dimension Information Array Name
A. A

r Al r R}

75 75 5 lI D Word \

| | 1 1 ]

For three-dimensional arrays, the first dimen~
sion word contains the integer constant of the first
array dimension; the middle dimension word con-
tains the product of the first and second dimension
integer constants; the third dimension word con-
tains the product of the first, second, and third
integer constants of the array dimensions. The di-
mension information for array C(9, 9, 9) appears as:

Dimension Information Array Name
A Y Y, A
729 81 9 ID Word
l ] | l 1 ] I

4

STATEMENT STRING

The source statements are read by the Input Phase,
converted to EBCDIC, and stored in core storage.
The first statement is stored starting at $ZEND, and
each succeeding statement is placed adjacent to the
previous statement, thus forming the source state-
ments into a string. The area within which the
source statements are stored is referred to as the
String Area.

ID Word

For identification purposes, as each statement is
placed in the String Area, an ID word is added at
the low-address end of each statement. The ID
word has the following format:

Bit Contents
0-4 Statement type code
5-13 Statement Norm
14 Varied; used for interphase
communication
5 1, if statement is numbered; otherwise, 0

The Norm is the only portion of the ID word com~
pleted by the Input Phase. The Norm is a count of
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the number of words used to store that statement,
including the ID word and statement terminator.

The statement type codes, shown in Table 5, are
added in the Classifier Phase (except for FORMAT
statements).

Table 5. FORTRAN Statement ID Word Type Codes

Code Statement Types
00000 Arithmetic
00001 BACKSPACE
00010 END

00011 END FILE
00100 SUBROUTINE
00101 REWIND

00110 CALL

00111 COMMON
01000 DIMENSION
01001 REAL

01010 INTEGER

o101 DO

01100 FORMAT

01101 FUNCTION
01110 GO TO

01111 IF

10000 RETURN

10001 WRITE

10010 READ

10011 PAUSE

10100 Error

10101 EQUIVALENCE
10110 CONTINUE
10111 STOP

11000 DO test

11001 EXTERNAL
11010 Statement Function
11011 Internal Output Format
11100 CALL LINK, CALL EXIT
11101 FIND

11110 DEFINE FILE
[RRRN DATA




Statement Body

Each statement, after being converted to EBCDIC,
is packed two EBCDIC characters per word., This
is the form in which the statements are initially
added to the statement string.

Statement Terminator

Statements are separated by means of the statement
terminator character, a semicolon. The statement
terminator character indicates the end of the state-
ment body. This character remains in the string
entry throughout the compilation process for that
particular statement type.

All statements in the statement string carry the
statement terminator except for FORMAT and CON-
TINUE statements and compiler-generated error
statements., Error statements inserted into the
string by the compiler are inserted without the
terminator character.

COMPILATION ERRORS

When an error is detected during the compilation
process, the statement in error is replaced by an
appropriate error statement in the statement string.
Each error statement is added during the phase in
which the corresponding error is detected and the
procedure is the same in all phases.

1. The type code in the erroneous statement's ID
word is changed to the error type.

2. The statement body is replaced by the appro-
priate error number. The statement number,
if present, is retained in the Symbol Table and
the Symbol Table address is retained in the
error statement on the string.

3. The statement string is closed up, effectively
deleting the erroneous statement from the state-
ment string.

Error statements in the statement string are ex-
ceptional in that they do not carry the statement
terminator character (semicolon).

Error indications are printed at the conclusion of
compilation. If a compilation error has occurred,
the message

OUTPUT HAS BEEN SUPPRESSED

is printed and no object program is placed in Working
Storage.
Error messages appear in the following format:

CAA ERROR AT STATEMENT NUMBER
XXXXX+YYY

where C indicates the FORTRAN Compiler, AA is the
error number, XXXXX is the last encountered
statement number, and YYY is the count of state-
ments from the last statement number.

See the Programming and Operator's Guide publi-
cation for a list of the FORTRAN error numbers,
their explanations, and the phases during which they
are detected.

In addition to the errors, undefined variables are
listed by name at the end of compilation. Undefined
variables inhibit the output of the object program.

The initialization of each phase includes an overlap
error check. If, at any time during the compilation,
the statement string overlaps the Symbol Table, or
vice-versa, or the remainder of the compilation is
bypassed and the message

PROGRAM LENGTH EXCEEDS CAPACITY

is printed.

COMPILER I/0

The compiler uses the DISKZ subroutine for all disk
1/0 operations required during compilation.

The compiler uses the principal input device sub-
routine to read the control records and source state-
ments to be compiled, and the principal input con-
version subroutine to convert the source input to
EBCDIC.

The principal print device subroutine is used to
perform any printing required during the compilation.

FETCHING COMPILER PHASES

The ROL subroutine loaded into high-addressed stor-
age as part of phase 1, obtains from each phase the
word count and sector address of the next phase to be
loaded. This subroutine then reads the next compiler
phase into core storage and transfers control to it.
This subroutine also examines the Console Entry
switches. If a request to dump is indicated in the
switches, it calls the System Core Dump program via
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the $DUMP entry point in the Skeleton Supervisor to
dump the statement string, the Symbol Table, and
the FORTRAN Communications Area. At the com~-
pletion of the dump the ROL subroutine regains
control. It then fetches and transfers control to the
next phase.

PHASE DESCRIPTIONS

PHASE 1

e Reads the control records; sets the correspond-
ing indicators in the FORTRAN Communications
Area.

e Reads the source statements; stores them in the
String Area; precedes each statement with a
partially  completed ID word.

e Checks for a maximum of five continuation rec-
ords per statement.

e Lists the source program, if requested.

Phase 1 is composed of two major segments; the
first analyzes the control records and the second
inputs the source statements. The control record
analysis portion of phase 1 is loaded into the String
Area, while the statement input portion is loaded at
the normal Phase Area origin. The control record
analysis subroutines, therefore, remain in storage
until the processing of the control records is com-
pleted. They are then overlaid by the source state-
ments as the string is built by the statement input
portion,

Errors Detected

The errors detected by phase 1 are: 1 and 2.

PHASE 2

o Determines the statement type for each statement;
inserts the type code into the statement ID word.

o Places the statement terminator character (semi-
colon) at the end of each statement.
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e Converts subprogram names longer than five
characters to five-character names.

o Converts FORTRAN-supplied subprogram names
according to the specified precision.

® Generates the calls and parameters that initialize
I/0 subroutines during execution of the object pro-
gram, if the IOCS control indicators are present.

According to the indicators set in the IOCS word
(word 15) of the FORTRAN Communications Area by
the previous phase, phase 2 generates the required
calls to FORTRAN I/O. If the Unformatted Disk I/0
Area indicator is on, a 'LIBF UFIO' followad by its
parameter is inserted into the string. If the Disk
indicator is on, a 'LIBF SDFIO' followed by its par-
ameter is inserted into the statement string. If any
other indicator in the IOCS word is on, phase 2 in-
serts the 'LIBF SFIO' followed by its parameters
into the statement string. The table of device ser-
vicing subroutines (ISSs) is also built and inserted.

Phase 2, beginning with the first statement of the
string, checks each statement in order to classify it
into one of the 31 statement types. FORMAT state-
ments, already having the type code, and compiler-
generated error statements are not processed by this
phase. Each statement name is compared to atable
of valid FORTRAN statement names. Each recog-
nized statement name is removed from the string
and the corresponding ID type code is inserted into the
statement ID word.

Arithmetic statements are detected by location of
the equal sign (=) followed by an operator other than
a comma. Because of this method of detection,
arithmetic and statement function statements both
carry the arithmetic statement ID type until phase 8,
which distinguishes them.

Names within the statement body are converted
into name code and stored. Names with only one or
two characters are stored in one word.

Phase 2 converts all parentheses, commas, etc.,
into special operator codes. Each operator is stored
in a separate word. Also, each arithmetic operator
+, -, /, %, **) is stored in a separate word, and a
statement terminator character (semicolon) is placed
after each statement, except for CONTINUE and
FORMAT statements and compiler-generated error
statements.

NOTE: The string words containing name or con-
stant characters have a one in bit position 0. Bit



position 0 of string words containing arithmetic op-
erator characters has a zero,

The standard FORTRAN-supplied subprogram
names specified in the source program are changed,
if necessary, to reflect the standard or extended
precision option specified in the control records.
Also, the six-character subprogram names of
SLITET, OVERTFL, and SSWTCH, which are allowed
so as to be compatible with System/360 FORTRAN,
are changed to SLITT, OVERF, and SSWTC, respec-
tively.

The word FUNCTION appearing in a Type state-
ment and the statement numbers of DO statements
are isolated by the Classifier Phase. Isolation is
accomplished by placing a one-word special oper-
ator (colon) just after the word or name to be isolated.
This process aids later phases in detecting these
words and numbers.

Errors Detected

The error detected by phase 2 is: 4.

PHASE 3

® Checks the subprogram and Specification state-
ments for the proper order; removes any state-
ment numbers from these statements.

® Checks to ensure that statements following IF,
GO TO, CALL LINK, CALL EXIT, RETURN,
and STOP statements have statement numbers.

® Removes CONTINUE statements that do not have
statement numbers.

e Checks the statements for statement numbers;
checks the Symbol Table for a previous entry of
the same statement number.

e Places the statement number into the Symbol
Table; places the address of the Symbol Table
entry into the string.

Phase 3 makes two passes through the statement
string. The first pass checks to ascertain the sub-
program and Specification statements are in the fol-
lowing sequence:

SUBROUTINE or FUNCTION statement
Type statements (REAL, INTEGER)
EXTERNAL statements

DIMENSION statements

COMMON statements

EQUIVALENCE statements

A check is also made to ensure that all DATA and
DEFINE FILE statements appear within the Specifi-
cation statement group. Placement of these two
statement types is optional; however, they must not
be intermixed with EQUIVALENCE statements.

The SORF word (word 13) in the FORTRAN Com-
munications Area is appropriately modified if a
SUBROUTINE or FUNCTION statement is present.

The second pass of phase 3 scans the statement
string for statements with statement numbers. Each
unique statement number is placed into the Symbol
Table and the address of the Symbol Table entry is
placed into the string where the statement number
previously resided.

All statements having statement numbers pre~
viously added to the Symbol Table (duplicates of other
statement numbers) are in error.

Errors Detected

The errors detected by phase 3 are: 5, 6, and 9.

PHASE 4

e Places COMMON statement variables into the
Symbol Table; includes dimension information in
the Symbol Table entries, if present; removes the
statement from the string.

® Checks for a SUBROUTINE or FUNCTION state-
ment; places the names and dummy arguments
of the SUBROUTINE or FUNCTION statement into
the Symbol Table; deletes the statement from
the statement string.

® Checks REAL and INTEGER statements for the
word FUNCTION,

Phase 4 is a two-pass phase. The first pass proc-
esses COMMON statements; the second pass proc-
esses a SUBROUTINE or FUNCTION statement, in-
cluding a FUNCTION designated in a REAL or
INTEGER statement.
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Pass 1 of phase 4 examines all COMMON state-
ments, checking all variable names for validity.
Valid, unique variable names found in COMMON
statements are placed into the Symbol Table. Dupli-
cate variable names are in error.

When dimension information is present in a
COMMON statement, the Symbol Table entry for the
dimensioned variable is expanded to six words, the
dimension constants are changed to binary format,
and this binary information is inserted into the
Symbol Table entry. The Symbol Table ID word is
updated to indicate the presence of the dimension
information and the level of dimensioning.

When all the variables in a COMMON statement
have been processed, it is removed from the string.

The second pass of phase 4 checks for a SUBROU-
TINE or FUNCTION statement among the Specifica-
tion statements. If either is found, the SORF word
(word 13) in the FORTRAN Communications Area is
modified to indicate whichever is applicable. The
subprogram name is checked for validity. If valid,
the name is added to the Symbol Table and the ad-
dress of the Symbol Table entry is placed into the
FNAME words (words 11-12) in the FORTRAN Com-
munications Area. The subprogram parameters are
checked and, if valid, they are added to the Symbol
Table and the statement is removed from the string.

The first REAL and INTEGER statements are
examined for the presence of the word FUNCTION.
If the FUNCTION specification is found, the REAL
or INTEGER statement is processed in the same
manner as a FUNCTION statement, except that the
subprogram mode is specified explicitly by the
statement type.

Errors Detected

The errors detected by phase 4 are: 7, 8, 10, 11, 12,
12, 13, 14, and 15.

PHASE 5

o Places DIMENSION statement variables into the
Symbol Table; places dimension information into
the Symbol Table entries; removes the statement
from the string.

e Places variables and dimension information from
REAL, INTEGER, and EXTERNAL statements
into the Symbol Table.

e Indicates in the Symbol Table ID word the
variable's mode (real or integer).

® Checks EXTERNAL statements for the names
IFIX and FLOAT, which are not allowed.

The processing of phase 5 is done in two passes.

The first pass analyzes DIMENSION statements. Each
variable name found in a DIMENSION staternent is
first checked for validity. If the name is valid, the
Symbol Table is searched for a duplicate. If no dupli-
cate is found, the variable name, along with its di-
mension information, is added to the Symbcl Table.

If a duplicate is found that has not yet been dimen-
sioned, the dimension information from the variable
name is added to the existing Symbol Table entry. If
a duplicate is found that has already been dimen-
sioned, the variable name is in error.

In a subprogram compilation, a comparison is
made to ensure that no variable name duplicates the
subprogram name.

The second pass of phase 5 examines the REAL,
INTEGER, and EXTERNAL statements fourd in the
statement string. Each variable found in these types
of statements is checked for validity. Valid variables
are compared to the Symbol Table entries. Those
variables duplicated in the Symbol Table as the result
of prior COMMON or DIMENSION statement entries
are in error. Those not equated to Symbol Table
entries are added to the Symbol Table in the same
manner as in the first pass of this phase.

Errors Detected

The errors detected by phase 5 are: 7, 8, 15, 17,
18, 19, 20, 21, and 22.

PHASE 6

e Scans all IF, CALL, and arithmetic statements
for valid real constants.

e Converts real constants to standard or extended
precision format, as specified.

Each valid real constant encountered in an arithmetic,
IF, or CALL statement is converted to binary in the
precision indicated by the FORTRAN Communica-
tions Area indicators. The Symbol Table is checked
for a previous entry of the constant. If a previous



entry is found, no new entry is made. The constant
operator, a special code indicating that the follow-
ing word is the Symbol Table address of a constant,
followed by the Symbol Table address of the con-
stant already entered is inserted into the statement
string in place of the constant.

If no previous entry in the Symbol Table is found,
the converted constant is added to the Symbol Table.
The constant operator along with the Symbol Table
address replaces the constant in the statement string.
The statement string is closed up following the alter-
ation of the string.

Errors Detected

The following errors are detected by phase 6: 23
and 50.

PHASE 7

e Checks the syntax of DEFINE FILE, CALL EXIT,
and CALL LINK statements.

o Determines the defined file specifications.

All variable names in DEFINE FILE, CALL LINK,
and CALL EXIT statements are checked for validity
and are added to the Symbol Table. All valid con-
stants are converted to binary and are added to the
Symbol Table.

Phase 7 checks to ensure that a DEFINE FILE
statement does not appear in a subprogram.

This phase computes the file definition specifica-
tions, that is, a DEFINE FILE Table consisting of
one entry for each unique file. Each entry consists
of the file number, the number of records per file,
the record length, the associated variable, a blank
word for insertion of the file's sector address at the
time the program is loaded for execution, the num-
ber of records per sector, and the number of disk
blocks per file. A count is kept in the DFCNT word
(word 16) in the FORTRAN Communications Area
of the number of files defined.

Errors Detected

The errors detected by phase 7 are: 3, 70, 71, "2,
and 73.

PHASE 8

e DPlaces variables and integer constants into the
Symbol Table.

e Places parameters from statement function state-
ments into the Symbol Table.

e Replaces operators with pointers to the Forcing
Table to be used in phase 16.

o Converts the left parenthesis of subscripts to a
special dimension indicator.

Phase 8 checks the variable names found in the state-
ment string for validity. Valid variables are added
to the Symbol Table. A second check is made to en-
sure that all variable names conform to the implicit
or explicit mode specifications (real and integer).
Integer constants are also added to the Symbol Table,
provided they are unique. However, names and inte-
ger constants that are found in subscript expressions
are not added to the Symbol Table until a later phase.

When adding names and constants to the Symbol
Table, phase 8 replaces them in the string by the
address of their respective Symbol Table entries. The
address replacing a constant or name is the address
of the ID word of the Symbol Table entry for that
constant or name.

Internal statement numbers are located in the
Symbol Table and are replaced by the address of their
corresponding Symbol Table entries; those state-
ment numbers not found in the Symbol Table (i.e.,
not previously entered) are in error.

Phase 8 changes the ID word of the statement
function statement, until now identical to that of an
arithmetic statement, tothe statement function type.
Also, the statement function name and the param-
eters of statement functions are added to the Symbol
Table. These entries in the Symbol Table are dis-
tinguished by their lack of a sign bit in the second
word of the name.

During phase 8, the left parenthesis on subscripts
is changed to a special left parenthesis operator that
indicates the order of the dimension that follows.

This phase also converts all operators, except
those in subscript expressions, from the 6-bit
EBCDIC representation to a pointer value. This
pointer value is derived from the Forcing Table. The
conversion is done in preparation for the Scan Phase,
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¥ phase 16, when an arithmetic operational hierarchy
will be determined through these pointer values.

Errors Detected

The following errors are detected in phase 8: 7, 24,
25, 26,and 43.

PHASE 9

e Checks the DATA statement for correct syntax
and valid variable references.

e Reformats the DATA statement into a string of
data groups.

Each variable in the DATA statement is checked to
ensure that it has been previously entered into the
Symbol Table, A check is also made to ensure that
a subscript expression for a DATA statement vari-
able does not exceed the level of dimensioning indi-
cated in the Symbol Table entry for the referenced
variable.

Phases 9 converts the DATA statement into the
following form:

ID

1 Word JData G}{CMP ]J Data Group 2y Data Group n |
42 149 L [43

Each data group has the following form:

Data Data Data Data
Header Constant Pointer ll Pointer 2 | Pointer nJ

D e |y
123 124

Each data header has the following form:

Bits Contents
0 0
1-12 Duplication factor
13-15 Length of the following constant
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The constant may be one word in length (an integer),
two or three words in length (a real number in stand-
ard or extended precision), or n words in length (a

literal).
Each data pointer has the following form:

Word Bit Contenis_
1 0 1
1 0, if no displacement word follows
1, if a displacement word follows
2 0, non-extermally subscripted
variable
1, externally subscripted variable
3-4 Zeros
5-15 Symbol Table address of the variable
2 0-15 Displacement word (present only if

variable is subscripted)

A displacement word follows data pointers to sub-
scripted variables; its contents are the adjusted sub-
script offset.

The statement terminator is removed from the
DATA statement in phase 9.

Errors Detected

Phase 9 detects the following errors: 75, 76, 77,
78, 79, 80, and 82.

PHASE 10

e Converts FORMAT statements into a chain of
format specifications for interpretation by the
FORTRAN I/0 subroutines.

e Converts the Apostrophe (') type format to
H type.

In decomposing the FORMAT statement, phase 10
converts each format type into a format specification
(see Table 6). Where required, the Field Repeat,
Group Repeat, and REDO counts are computed and
inserted. At the completion of phase 10, the
FORMAT statement is simply a chain of format
specifications.

The conversion of a FORMAT statement i3 shown
below:



ID
1 |

Word 999 H,3 AP =b F,3,6 E4,10 / 1,8 RR,4 -3 T,1 H,10 bA N, W,E Rb I,S H,3 XY =b F,49 RR,16
L 1 ! I I 1 I ] 1 1 L1 | i ] 1 ]

Table 6. Conversion of FORTRAN FORMAT Specifications

Format Format Specification (output)
Type
(input) 4 Bits 5 Bits 7 Bits 16 Bits
- —* N A— N T\ N
E 0000 DD ww
F 0001 DD wWw
| 0010 ww
A 0011 ww
X 0100 ww
H 0101 ww
T 0110 cc
/ 0111 Undefined
Group Repeat 1000 NO RRy gg I
Field Repeat 1001 NO
1010 Not Used
REDO 1011 RR
DD (decimal width) Maximum = 127 (used only in E and NO (number) Positive count of the number of
F type formats). repetitions to be made of a field or
group.
WW (total field width) Maximum = 127 in E and F type for=
mats, 145in 1, A, X, and H type RR, (group repeat) Negative count of the number of words
formats. back to the first specification of a group
to be repeated,
CC (carriage control) Positive count of the number of
character positions to be skipped. RR (REDQ) Positive count of the number of words

Errors Detected

back to the rightmost left parenthesis in
the statement,

o Sets up dummy arguments for the insertion of
variables in the object coding.

The following errors are detected in phase 10: 27,

28, 29, and 30.

Phase 11 bypasses all FORMAT, CONTINUE, and
compiler-generated error statements. All other
statements are scanned but only those statements

PHASE 11 that contain the special left parenthesis operator
inserted by phase 8 are operated upon.
o Calculates the constants needed for object pro- The subscripting information for each variable

gram subscript computation.

is checked for validity.
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Phase 11 then calculates the subscript constant
D4 and, depending on the dimensioning level, the
constants Dy, Dg, and D3. (See below for the
method of derivation of these constants.)

These subscript constants are inserted into the
subscript expression with the subscript indices.

The right and left parenthesis enclosing the subscript
expression are then changed to special operators to
be used in a later phase.

Calculation of the Subscript Constants

Assuming the maximum subscript form
ckv+c!

where
v represents an unsigned, nonsubseripted, integer
variable and ¢ and c¢' represent unsigned integer

constants,

phase 11 computes the subscript constants (D-factors)
as follows:

For a 1-dimension array --
*T +
A(Cl CZ)
= *g
D1 Cl
= —-— *
D4 (C2 1) *S
For a 2-dimension array --
* *J +
A(C]_ I+ Cz, 03 J 04)
= *
D1 C1 ]
=1, % *
D2 L C3 S
= ~1)+ L * - *
D4 (C2 1)+ L (C4 1)| *S
For a 3-dimension array --
XT + * + * +
A(C1 1 CZ’ C3 J C4, C5 K CG)
= *
D C1 S

1
= k %
D2 L C3 S
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= * * *
D3 L*M C5 S

= - + * - —+ * * - *
D4 (02 1)+ L (C4 1)+ L*M ('06 | *S

In the above formulas,

L = first dimension factor
M = second dimension factor
S = size in words of the array entries

= 1 for one-word integers
= 2 for standard precision
= 3 for extended precision

C1 and C2 = constants in the first dimension value

C3 and C 4 = constants in the second dimension
value
C 5 and C 6 = constants in the third dimension

value

I, J, and K are the subscript indices.

Errors Detected

The following errors are detected in phase 11: 31,
32, 33, 34, and 35.

PHASE 12

o Checks the syntax of arithmetic, IF, CALL, and
statement function statements.

e Checks statement function calls, including nested
calls, for valid names and the correct number of
parameters.

e Checks for the definition of variables; checks for
valid statement number references in IF state-
ments.

The syntax of all CALL statements is checked. A
call operator is inserted between the subprogram
name and its dummy arguments for use in the Scan
Phase, phase 16.

During the analysis of statement function state-
ments a table is built containing the statement function
name and the number of parameters associated with



that function. This table is used in analyzing state-
ment function calls, including nested calls, to check
for the proper number of parameters.

The syntax of the record number expression in
Disk READ/WRITE statements is checked. The right
parenthesis is changed to a colon operator which
facilitates the scan of the Disk READ/WRITE state-
ment in the following phase.

Errors Detected

The following errors are detected in phase 12: 36,
37, 38, 39, 40, 41, 42, and 43.

PHASE 13

e Checks FIND, READ, WRITE, and GO TO state-
ments for correct syntax, valid FORMAT state-
ment references, and valid variables.

e Detects implied DO loops in READ and WRITE
statements; generates the indicators necessary
for later processing of the DO loop.

When READ and WRITE statements are encountered
in a mainline program, a check is made for the pres-
ence of IOCS indicators in the FORTRAN Communi-
cations Area. All READ and WRITE statements in a
SUBROUTINE or FUNCTION subprogram do not
require the presence of IOCS indicators.

READ, FIND, and WRITE statements are checked
for valid variables and for proper syntax. READ
and WRITE statements are checked for a valid
FORMAT statement reference. Disk READ and
WRITE statements are differentiated by means of the
apostrophe (') separating the file number and record
number parameters. The appropriate disk or non-
disk I/0 operator is generated for and inserted into
each READ or WRITE statement.

READ and WRITE statements are also checked
for implied DO loops. The necessary DO initialize
and DO test operators are generated and inserted into
the statement body.

Errors Detected

The following errors are detected in phase 13: 43,
44, 45, 46, 47, 48, 49, 50, and 68.

PHASE 14

o Checks for valid syntax in DO statements and in
nested DO loops. ‘

o Generates and inserts at the appropriate points
the coding needed to perform the DO test.

o Checks the syntax of DO, CONTINUE, BACK-
SPACE, REWIND, END FILE, STOP, PAUSE,
and END statements.

e Checks for a GO TO, IF, STOP, CALL LINK,
CALL EXIT, or RETURN statement as the last
executable statement of the source program.

BACKSPACE, END FILE, and REWIND statements
are checked for valid unit addresses. Valid unit
addresses are placed into the Symbol Table as
integer constants. BACKSPACE, END FILE, and
REWIND statements are then replaced on the state-
ment string by a generated LIBF followed by the
Symbol Table address of the unit address. This
Symbol Table address becomes an argument to
the LIBF,

Statements which follow STOP statements are
checked to ensure that they are numbered statements.
All integers found in PAUSE and STOP statements
are checked to ensure that they are not greater than
9999, Valid integers are added to the Symbol Table
as integer constants,

As the DO statements are analyzed for correct
syntax, phase 14 constructs a DO Table in the follow-
ing format:

Word Contents

1 Index

2 DO test statement number or
Generated Label

3 Test value

4 Increment

5 DO range statement
number
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A DO Table entry is made for each DO statement
when it is detected. As the statements following
the DO statement are scanned, the statement num-
bers are compared with the contents of word 5, the
range limit, of the DO Table entries. When the
range limit is found the DO test coding is inserted
into the statement string.

The DO Table is built from low-to-high-addressed
storage. It is scanned, however, from high-to-low-
addressed storage. In this manner, nested DO loops
that violate range limits are detected.

Errors Detected

The following errors are detected in phase 14: 51,
52, 53, 54, 55, 56, 57, 58, 59, 60, 61, and 62.

PHASE 15

e Scans READ, WRITE, IF, CALL, and arithmetic
statements for subscript expressions.

e Optimizes subscript calculation by means of the
Subsecript Expression Table.

o Generates SGTs (Subscript-generated temporary
storage locations) as necessary.

Each unique subscript expression is placed into a
table called the Subscript Expression Table. Each
entry in this table appears as follows:

Word Contents
1 D 4
2 I, first dimension subscript index
3 D 1
4 J, second dimension subscript index
5 D 9
6 K, third dimension subscript index
D
7 3
8 /8010, if entry is not used

/0010, if entry is used on this statement
/0000, if entry was used on a previous
statement

90

Also, each unique variable of a subscript expression
is placed into a table called the Bound Variable
Table.

As each subscript expression is entered into the
Subscript Expression Table, it is removed from the
string. The subscripted variable is then tagged with
SGT indicator bits pointing to the Subscript Expres-
sion Table entry.

An SGT (Subscript-generated temporary storage
location) is generated for each entry made to the Sub-
script Expression Table., The SGT is placed into an
SGT Table. The SGT is also placed into the Symbol
Table and the address of the Symbol Table entry is
inserted into the statement in the string.

For each subscript expression encountered, a
scan is made of the Bound Variable Table. If one or
more of the variables in the subscript expression are
not located in the Bound Variable Table, the subscript
must be recalculated. Thus, a unique entry is made
to the Subscript Expression Table for the expression
and an associated SGT is generated.

If, however, all the variables of the subscript
expression are located in the Bound Variable Table,
the Subscript Expression Table is then scanned to
determine if a duplicate subscript expression is al-
ready located in the table. If no equivalent is found,
the subscript expression is added to the table as a
unique entry and an associated SGT is generated.

If a duplicate expression is found in the Subscript
Expression Table, the subscript expression is re-
moved from the string and is replaced by a pointer
to its duplicate in the Subscript Expression Table.
Thus, identical subscript expressions share the same
indices of a common entry in the Subscript Expression
Table and the same SGT.

Whenever a variable is assigned a new value (i.e.,
appears to the left of the equal sign in an arithmetic
expression, in the argument list of a subprogram,
etc.), that variable, if found in the Bound Variable
Table, is removed from the table. This removal
from the Bound Variable Table causes all entries in
the Subscript Expression Table containing that vari-
able to be removed. The associated SGTs are also
removed from the SGT Table but remain in the Sym-
bol Table. The addresses in the string of the SGTs
in the Symbol Table also remain.

If a statement is encountered containing a subscript
expression and having a statement number that is
referenced by some other statement, the entire Sub-
script Expression Table is cleared and all subscripts,



beginning with the subscript expression in the ref-
erence statement, must be recalculated.

The Subscript Expression Table is also cleared
whenever a DO statement is encountered. Following
subscripts must be recalculated. Implied DO loops,
as in READ and WRITE statements, cause only those
entries involving the index of the implied DO to be
cleared. Only the subscripts involving that index
must be recalculated.

Errors Detected

The following error is detected in phase 15: 63.

PHASE 16

e Converts all FIND, READ, WRITE, IF, GO TO,
CALL, statement function, and arithmetic state-
ments into a modified form of Polish notation.

e Establishes the order of arithmetic operational
performance.

e BSets up the arguments for subroutine calls to be
generated.

Phase 16 converts all READ, WRITE, GO TO, arith-
metic, statement function, CALL, and IF statements
to a modified form of Polish notation. This conver-
sion is accomplished through the use of a Forcing
Table, strings, and an Interpreter.

The Forcing Table is a table of 2-word entries.
The first word contains the left and right forcing
values for each operator. The first 8 bits constitute
the left forcing value and the last 8 bits, the right
forcing value. The second word of the 2-word entry
contains the address of the string to be used by the
Interpreter when the corresponding operator is
forced. (See Table 7.)

The string address (word 2 of each Forcing Table
entry) for each operator is a pointer used by the
Interpreter. This pointer designates to the Inter-
preter a string of operations that must be per-
formed by the Interpreter in order to convert the
forced operator and its operands to the modified form
of Polish notation.

NOTE: Strings may also contain pointers. These
pointers designate substrings, which are detailed

Table 7. FORTRAN Forcing Table

Forcing Value String

Operator Definition Left | Right Pointer
N Name Operator 63 00 0
) Normal Right Parenthesis 01 32 0
; Statement Terminator 3C 3C 0
+,- Add, Subtract 0A 0A 1

Divide, Multiply 05 05 1
Exponentiation 05 04 1
Assign 3B 3C 1
Normal Left Parenthesis 31 01 2
Comma 31 30 3
Call Operator 01 01 4

Special Parenthesis for Literals,
Special Parenthesis for

/ot
J
(

@ @ Dimensioned Arrays 31 01 6
@ Unary Minus 0A 0A 7
@ Range Operator 31 01 8
Special Right Parenthesis in

Implied DOs 31 01 9

Subscripting Right Parenthesis

in Implied DOs 31 01 10
1/0 Operator before Scan 30 01 1
1/0 Operator during and after

Scan 30 01 12
Equal Sign in Implied DOs 31 01 13

extensions of the string and which are used by the
Interpreter in the same manner as the strings.

A forcing condition exists if the forcing value of
the right operator is equal to or greater than the
forcing value of the left operator. This condition re-
sults in the left operator being forced; that is, the
operation to the left has precedence. Whenever a
non-forcing condition exists, the operands and oper-
ators involved remain in the statement. Operands
and operators are removed from the string only when
an operator is forced and the Interpreter-generated
symbol FAC replaces them.

The Interpreter controls the conversion of the
statement to the modified form of Polish notation. As
each operator is forced, the Interpreter, using the
string address from the Forcing Table, selects the
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associated string and performs the string opera-
tions. These operations result in the output of the
forced operator and its operands, resequenced in
the order of operational performance. The forced
operator and its operands are put out into the output
buffer by the Interpreter and are replaced in the
statement body by the symbol FAC.

The scan begins with the string pointer moving
from left to right. When an operator is encountered,
the scan looks two words to the left for a second op-
erator. If none is found, the string pointer moves
to the right, one word at a time, in search of another
operator. If an operator is found to the left, the
scan converts the left and right operators to their
respective forcing values and checks for the forcing
condition.

If a forcing condition does not exist, the scan
again resumes, moving the pointer to the right. If,
however, a forcing condition does exist, the Inter-
preter handles the operator and operands involved.

Upon return to the scanning process, the string
pointer is positioned to the same operator that
caused the previous force, the symbol FAC resides
one word to the left in place of the forced operator
and its operands, and a new operator resides two
words to the left. These operators are then con-
verted and the check is made for the forcing condi-
tion.

If at any time the symbol FAC is an operand of a
forced operator, FAC is replaced by a GT (generated
temporary storage location). The GT is then output-
ted as the operand in place of FAC, FAC again re-
places the forced operator and operands in the state-
ment body. New GTs are created as they are needed
in order to maintain FAC in the statement body.

At the completion of the scan process the state-
ment body has been reduced to the symbol FAC; the
statement body now consists of less than four words.
The output buffer contains the entire statement con-
verted to the modified form of Polish notation.

If in looking for a left operator the scan must by-
pass the argument list of a call operator, the ele-
ments of this argument list are stored temporarily
in a special buffer called the Push-down List. When
the call operator is forced and placed into the output
buffer, the Push-down List is then emptied into the
output buffer in reverse order so that the arguments
are restored in their original sequence following
the call operator.
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When the scan detects that the statement consists
of less than four words (the symbol FAC only), the
output buffer is placed into the statement string
overlaying the symbol FAC, and the scan moves to
the next statement.

The statement terminator (semicolon) serves as
an operator that is scanned as any other operator.

Figure 16 illustrates the scanning process.

Errors Detected

The following error is detected in phase 16: 64.

PHASE 17

e Replaces FIND, READ, WRITE, GO TO, and
RETURN statements with compiler-generated
coding.

o Replaces those parts of arithmetic, IF, CALL,
and statement function statements that involve
subscripting of variables with compiler-generated
coding.

o Checks subprograms for a RETURN statement;
generates the return linkage coding.

Phase 17 replaces READ, WRITE, and FIND state-
ments by a call to the appropriate I/0 subroutine,
along with the necessary arguments. Generated
labels are added to READ and WRITE statements in-
volving implied DO loops.

Also, statement function, arithmetic, IF, and
CALL statements are examined for subscripted var-
iables. Those parts of these statements that involve
subscripts are replaced by compiler-generated cod-
ing.

In order to produce more efficient coding, phase
17, by means of an SGT Table, eliminates redundant
loads of the same subscript offset. Also, the instruc-
tions used to load literal subscripts are placed im-
mediately before the indexed operations.

Errors Detected

The following error is detected in phase 17: 69.



Arithmetic Statement
A=B+C*D-E

Contents of Contents of the
Step the string Output Buffer Comments
1 A = B+C*D-E A is not an operator, so the pointer, P, moves to the right. When scanning to the right for an
operator, non-operators are simply skipped. When scanning for an operator to the left with which
P to force, non-operators are added to the push-down list.
2 A = B+C*D-E There is no operator to the left with which a forcing condition test can be made; therefore, the
pointer moves to the right until an operator is encountered.
P
3 A = B+C*D-E; Using the forcing table, the pointer indicates the RV (right forcing value) and P - 2 (two positions
to the left) indicates the LV (left forcing value), The RV of +is 0A; the LV of = is 38. OA is not
[ equal to or greater than 3B. The left operator is not forced, and the pointer moves to the next
operator .
4 A = B+C*D-E; The RV of * is 05; the LV of +is 0A. 05 is not equal to or greater than OA.. The left operator is
not forced, and the pointer moves to the next operator.
P
5 A - B+C*D-<E; *CD The RV of - is 0A; the LV of * is 05. OA is greater than 05, Hence, the left operator is forced.
? ! *CD is placed in the output buffer and the symbol FAC replaces the outputted operator and
p operands. The pointer is not moved; an attempt is made to force the new left operator.
<] A = B+FAC-E; *CD+B The RV of - is OA; the LV of +is 0A, OA s equal to OA. Hence, the left operator is forced.
f +B is added fo the output buffer, The symbol FAC still replaces the contents of the output buffer.
P The pointer is not moved; an attempt is made to force the new left operator.
7 A = FAC-E; *CD+8 The RV of - is 0A; the LV of =is 3B. OA is not equal to or greater than 3B. The left operator
is not forced and the pointer moves to the next operator.
P
8 A = FAC-E; *CD+B-E The RV of ; is 3C; the LV of - is 0A. 3C is greater than OA. Hence, the left operator is
forced. -E is added to the output buffer. The symbol FAC still replaces the contents of the
P output buffer. The pointer is not moved; an attempt is made to force the new left operator.,
9 A = FAC; *CD+B-E=A The RV of ; is 3C; the LV of =is 3B. 3C is greater than 3B. Hence, the left operator is
forced. =A is added to the output buffer. The symbol FAC stil! replaces the contents of the
P output buffer.
10 FAC; *CD+B-E=A The original statement now consists of three words or less. This indicates that the statement has
been scanned. The symbol FAC is now replaced by the contents of the output buffer.
11 *CD+B-E=A; The scan is complete.
Figure 16, FORTRAN Scan Example
PHASE 18 This phase generates the coding necessary to replace

o Replaces arithmetic, statement function, CALL,
and IF statements not involving subscripted var-
iables by compiler-generated coding.

e Completes the replacement of arithmetic, state-
ment function, CALL, and IF statements that do
involve subscripted variables by compiler-

generated coding.

e Optimizes IF statement branch instructions.

e Handles mixed-mode arithmetic.

arithmetic, statement function, CALL, and IF state-
ments. This phase wholly converts statements of
these types that include no subscripted variables and
merely completes the conversion, which was partially
completed in phase 17, of statements of these types
that do include subscripted variables.

Phase 18 generates the code to perform integer,
real, and mixed-mode arithmetic. Where possible,
integer arithmetic is done in-line. The remainder of
the coding consists of calls to System Library sub-
routines, followed by argument lists.

As needed, calls to the FORTRAN-supplied FUNC-
TION subprograms IFIX and FLOAT are generated.
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All calls to these subprograms are made LIBFs.
However, calls to exponentiation subroutines gen-
erated by phase 18 are made CALLs.

GTs (generated temporary storage locations) de-
tected in the string by this phase or generated by
this phase for storing intermediate results of arith-
metic calculations are made to agree in mode with
the function of which they are a part.

Errors Detected

There are no errors detected in phase 18.

PHASE 19

e Fetches the principal print device subroutine for
use by phases 19-24; also provides a print inter-
face subroutine for these phases.

o Allocates storage for COMMON variables.

e Allocates all storage assignments aligned accord-
ing to EQUIVALENCE statements.

e Assigns all allocations according to the specified
precision of the program.

e Prints the allocations of the variables as they
are assigned, if requested.

Phase 19 performs the allocation of the variables
found in the Symbol Table; i.e., these variables are
assigned storage addresses in the object coding.
These addresses replace the Symbol Table entries
for the variables.

The COMMON area resides in high-addressed
storage during execution of the object program.
Thus, all COMMON variables are assigned absolute
addresses within this high-addressed area. The
variable area resides in storage just below the ob-
ject program during execution. All variables not
in COMMON are assigned relative addresses within
this area.

Phase 19 first allocates COMMON variables found
in the Symbol Table. EQUIVALENCE statements
that include COMMON variables are examined and
the addresses are aligned during allocation to obtain
an equivalence. A check is made to ensure that the
equivalence does not cause a variable or array ele-
ment to be allocated beyond the beginning of the
COMMON area.
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Variables that appear in EQUIVALENCE state-
ments are allocated next, one combined equivalence
nest at a time. The remaining variables in the
Symbol Table are finally allocated, real variables
first, followed by integer variables.

Phase 19 also computes the core requirements for
constants after all defined variables have keen allo-
cated. The core requirements for variables and for
COMMON are then stored in the FORTRAN Commun-
ications Area.

Errors Detected

The error detected by phase 19 is either: 85, 66,
or 67.

PHASE 20

e Lists any errors that were detected during the
compilation process.

o Rearranges the statement string if there were no
errors detected.

Phase 20 deletes from the statement string EQUIV-
ALENCE statements that do not have an error indica-
tor and replaces EQUIVALENCE statements that have
an error indicator by error statements.

The Symbol Table is scanned twice. The first
scan detects unreferenced statement numbers and
lists them on the principal print device. The second
scan detects undefined variables and lists these also
on the principal print device.

The statement string is rearranged (if there were
no errors in the compilation) so that, if they are
present, the DEFINE FILE Table, format specifica-
tion strings, and arithmetic statement functions pre-
cede the first executable statement.

The statement string is scanned for error state-
ments. Two counters are maintained during the scan.
The first (STLAB) contains the statement number of
the last numbered statement encountered. The second
(STCNT) contains a count of the statements encoun-
tered since the last numbered statement. Compiler-
generated statements and statement numbers are dis-
regarded in these counts.

When an error statement is detected, these coun-
ters are inserted into the error message along with
the error number for printing.

A check is made on all DATA statements. If a data
constant is defined in COMMON, error 81 is indicated.



Errors Detected

The following error is detected in phase 20: 81.

PHASE 21

e Assigns the relative addresses to statement func-
tions and numbered statements; inserts the allo-
cations into the string.

o Creates the subroutine initialization call, if
required.

o Calculates the core requirements of the program;
stores the result in the FORTRAN Communica~
tions Area.

o Generates the statement function return linkage
coding.

Phase 21 allocates relative addresses to all num-
bered statements and statement functions. The allo-
cation is placed into the statement string entry,
following the statement number or function label. A
calculation of the object program storage require-
ments is made from the Location Counter at the end
of allocation and stored in the SOFNS word (word 4)
in the FORTRAN Communications Area.

If the program being compiled is a subprogram,
this phase also creates the subroutine initialization
call, CALL SUBIN, along with its dummy arguments;
this subroutine directs the insertion of arguments
during execution of the object program.

Errors Detected

There are no errors detected in this phase.

PHASE 22

o Inserts the statement allocations into the Symbol
Table.

o Lists the statement allocations on the principal
print device, if requested.

This phase scans the statement string for statement
function statements and numbered statements. The

allocation found in each of these statements is
entered in the Symbol Table. The allocation and the
label are then deleted from the string entry.

Errors Detected

There are no errors detected in this phase.

PHASE 23

e Lists the Features Supported by the program as
indicated in the FORTRAN Communications Area.

e Lists the System Library subroutines used by the
program, if requested.

e Lists the subprogram names found in the Symbol
Table, if requested.

Using the indicators in the CCWD word (word 14) in
the FORTRAN Communications Area, phase 23
recreates the control records that were recognized
in phase 1. These control records (with the exception
of *IOCS) are listed on the principal print device
under the title '"FEATURES SUPPORTED.'

According to the indicators in the CCWD word,
phase 23 also alters (for purposes of printing only)
the names of subprograms in the compiler-generated
calls to reflect extended precision, if specified.
(The actual compiler-generated coding is not altered
until phase 26.)

If requested, a list is made of all the subprogram
names that appear in the Symbol Table (all CALLs).

Phase 23 also scans the statement string, bypass-
ing all one-word statements and tagging the names in
the System Library table that are called by the pro-
gram (all LIBFs), While scanning the System
Library table, phase 23 checks the indicators in the
IOCS word (word 15) in the FORTRAN Communica-
tions Area. A tag is added to the names of those
subroutines that service the devices indicated in the
IOCS word (i.e., the devices listed in the *IOCS
control record). The names of the associated con-
version subroutines (if required) are also tagged.
The Subroutine table is then scanned and, if requested,
the tagged System Library subroutine names are
listed.
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Errors Detected

There are no errors detected in this phase.

PHASE 24
e Lists the Core Requirements.

e Lists the constants and their addresses, if
requested.

Under the heading 'CORE REQUIREMENTS, ' phase
24 prints the amounts of storage used by the program,
COMMON area, and variables. The program name
is printed from the FNAME words (words 11-12) in
the FORTRAN Communications Area.

If a list request is specified in the CCWD word
(word 14), the real and integer constants are con-
verted to output coding and listed with their relative
addresses according to the specified precision.

Real constants are listed first, followed by integer
constants.

A check is made to see that the core requirements
do not exceed 32767 words. If they do, the ERROR
word (word 10) in the FORTRAN Communications
Area is set and output to Working Storage is sup-
pressed.

Errors Detected

There are no errors detected in this phase.

PHASE 25

o Builds the program header and data header rec-
ords; places these records onto the disk in
Working Storage.

e Places real and integer constants into Working
Storage in absolute mode.

Phase 25 initially builds the program header and
data header records. These records and the Buffer
Communications Area carry information to phase 26.
The program header and data header records are
placed in Working Storage.

The statement string is searched for DEFINE FILE
statements. These statements are analyzed and then
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placed into Working Storage. The file specifications
are outputted in absolute mode, except for the asso-
ciated variable, which is in relocatable mode (the
only relocatable constant). The statement string is
also searched for DATA statements. All data con-
stants are placed in Working Storage in absolute mode.
The Symbol Table is scanned twice. The first scan
extracts real constants, computes their allocations,
and inserts the allocations into the Symbol Table. The
second scan performs the same operations for integer
constants. All constants are placed into Working
Storage in absolute mode.

Errors Detected

There are no errors detected in this phase.

PHASE 26

o Converts the compiled statement string to object
coding.

e DPlaces the object program into Working Storage.

According to the indicators in the CCWD word (word
14) in the FORTRAN Communications Area, phase 26
alters the subroutine names referenced by the com-
piled program to reflect, if necessary, extended pre-
cision as specified by the user. Phase 23 made the
same conversion for listing purposes; this phase
makes the conversion during the generation of the
object program.

Phase 26 converts the statement string into the
object program, which is written in Working Storage.
At the completion of the output, the termination
subroutine (OUTER) inserts the necessary data into
the FORTRAN Communications Area so that the Re-

covery Phase can complete the compilation.

Errors Detected

There are no errors detected in this phase.

PHASE 27

e Sets up the switches and parameters needed by
the Monitor Control Record Analyzer to assume
control.



This phase is the means by which the compiler re-
turns control to the monitor system. The phase is
entered under the following conditions:

1. Normal end of compilation, with or without
program errors.

2. Disk work area exceeded.

3. Control record trap during input phase.

In each case the Recovery Phase sets indicators
in the FORTRAN Communications Area in order to
inform the monitor system program called next as

to the results of the compilation. Compilation errors,

the exceeding of Working Storage, and the trapping of

a monitor control record all cause the compilation
output to be suppressed, the non-execute switch
($NXEQ) to be set, and the non-DUP switch ($NDUP)
to be set.

If the compilation is successful, the program
length, the number of disk blocks used to store the
program, and the execution address are all trans-
mitted to DCOM on the master cartridge and to
DCOM of the Working Storage cartridge if it is other
than the master cartridge.

Errors Detected

There are no errors detected in this phase.
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FLOWCHARTS

Write Cartridge ID (ID):

Fetch Phase IDs From SLET (FSLEN):

Fetch System Subroutine (FSYSU):

UTLO1
UTLO02
UTL02

Write Working Storage Addresses (ADRWS): UTL03

Initialize Disk Cartridge (DISC):

Read *ID Record and Convert (RDREC):

Print Cartridge ID (IDENT):

Call System Print Subroutine (CALPR):

Copy Disk Cartridges (COPY):
Delete Core Image Buffer (DLCIB):
Dump SLET (DSLET):

Maintenance Program (MODIF):

SCAT2, Call Processing:
SCAT2, Interrupt Processing:

SCAT3, Call Processing:
SCAT3, Interrupt Processing:

Function

Utility

Selective Dump on Console Printer
Selective Dump on 1132 Printer
Dump 80 Subroutine

Common FORTRAN

Test Console Entry Switches
Divide Check Test
Functional Error Test
Overflow Test

Sense Light Control and Test
FORTRAN Trace Stop
FORTRAN Trace Start
Selective Dump

FORTRAN Sign Transfer

Extended Precision Transfer of Sign

Standard Precision Transfer of Sign
Integer Transfer of Sign

Extended Precision Arithmetic/Function

Extended Precision Hyperbolic
Tangent
Extended Precision A**B Function

UTL04
UTLO05
UTL.06
UTLO7
UTLO08
UTLO9
UTL10
UTL11-
UTL13
SCA01
SCA02-
SCA03
SCA04
SCA05-
SCAO07

Name(s

DMTDO, DMTXO0
DMPD1, DMPX1
DMP80

DATSW
DVCHK
FCTST
OVERF
SLITE, SLITT
TSTOP
TSTRT
PDUMP

ESIGN
FSIGN
ISIGN

ETANH, ETNH
EAXB, EAXBX

SECTION 12. SYSTEM LIBRARY

FORTRAN Non-disk 1/0 (SFIO):

CARDZ:

PRNTZ:
PAPTZ:
READZ:
WRTYZ:
PRNZ:

PNCHZ:
TYPEZ:
HOLEZ:

FI1O01-
F1003
FIO04-
FI1005
F1006
F1007
FIO08
F1009
FI1010
F1011
FI1012
F1013

The System Library consists of (1) a complete
library of input/output (except disk 1/0), data
conversion, arithmetic, and function subprograms,
(2) selective dump subroutines, and (3) special
programs for disk maintenance.
The following is a list of the contents of the

System Library.

Type Subtype Reference Deck ID
4 0 CALL U5B00010
4 0 CALL U5C00010
4 0 CALL U5A00010
4 8 CALL T3F00010
4 8 CALL T3G00010
4 8 CALL T3H00010
4 8 CALL T3J00010
4 8 CALL T3L00010
4 8 CALL T3M00010
4 8 CALL T3N00010
4 0 CALL T3K00010
4 8 CALL S2F00010
4 8 CALL R2F00010
4 8 CALL T3100010
4 8 CALL 52100010
4 8 CALL $2C00010
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Function

Name(s

Extended Precision Arithmetic/Function (Cont'd)

Extended Precision Natural Logarithm

Extended Precision Exponential
Extended Precision Square Root
Extended Precision Sine-Cosine

Extended Precision Arctangent
Extended Precision Absolute Value
Function

Standard Precision Arithmetic/Function

Standard Precision Hyperbolic
Tangent

Standard Precision A**B Function

Standard Precision Natural Logarithm

Standard Precision Exponential

Standard Precision Square Root

Standard Precision Sine-Cosine

Standard Precision Arctangent
Standard Precision Absolute Value
Function

Common Arithmetic/Function

Fixed Point (Fractional) Square Root

Integer Absolute Function

Floating Binary/EBCDIC Decimal
Conversions

System

LOCAL/SOCAL Flipper
DCOM Update

FORTRAN Trace

Extended Floating Variable Trace
Fixed Variable Trace

Standard Floating IF Trace
Extended Floating IF Trace
Fixed IF Trace

Standard Floating Variable Trace
GOTO Trace

FORTRAN 1/0
Non-Disk Formatted FORTRAN I/0

FORTRAN Find
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ELN, EALOG
EEXP, EXPN
ESQR, ESQRT
ESIN, ESINE,
ECOS, ECOSN
EATN, EATAN

EABS, EAVL

FTANH, FTNH
FAXB, FAXBX
FLN, FALOG
FEXP, FXPN
FSQR, FSQRT
FSIN, FSINE,
FCOS, FCOSN
FATN, FATAN

FABS, FAVL

XSQR

IABS

FBTD (binary to
decimal), FDTB
(decimal to binary)

FLIPR
SYSUP

SEAR, SEARX
SIAR, SIARX
SFIF

SEIF

SIIF

SFAR, SFARX
SGOTO

SFIO, SIOI, SIOAI,
SIOF, SIOAF,
SIOFX, SCOMP,
SWRT, SRED,
SIOIX

SDFND

Type Subtype
4 8
4 8
4 8
4 8
4 8
4 8
4 8
4 8
4 8
4 8
4 8
4 8
4 8
4 8
4 8
4 8
4 0
3 0
4 0
3 0
3 0
3 0
3 0
3 0
3 0
3 0
3 3
3 1

Reference Deck ID
CALL $52E00010
CALL 52D00010
CALL $82H00010
CALL 52G00010
CALL $2B00010
CALL $2A00010
CALL R2I100010
CALL R2C00010
CALL R2E00010
CALL R2D 00010
CALL R2H00010
CALL R2G00010
CALL R2B00010
CALL R2A00010
CALL T1C00010
CALL T1B00010
CALL T1A00010

- Us5D00010

- U5E00010
LIBF S2J00010
LIBF T6B00010
LIBF R2K00010
LIBF S2K00010
LIBF T6C00010
LIBF R2J00010
LIBF T6A00010
LIBF T4C00010
LIBF T4B00010



Function

Disk FORTRAN I/0O

Unformatted FORTRAN I/0
Common FORTRAN

FORTRAN Pause

FORTRAN Stop

FORTRAN Subscript Displacement
Calculation

FORTRAN Subroutine Initialization

FORTRAN Trace Test and Set

FORTRAN I/O and Conversion

FORTRAN Card 1442 (Read/Punch)

FORTRAN Card 1442-5 (Punch)

FORTRAN Card 2501 (Read)

FORTRAN Paper Tape

FORTRAN 1132 Printer

FORTRAN 1403 Printer

FORTRAN Keyboard/Typewriter

FORTRAN Typewriter

FORTRAN Hollerith to EBCDIC
Conversion

FORTRAN Get Address Subroutine

FORTRAN EBCDIC Table

FORTRAN Hollerith Table

Extended Precision Arithmetic/Function

Extended Precision Get Parameter
Extended Precision A**I Function
Extended Precision Divide
Extended Precision Float Divide
Extended Precision Float Multiply

Extended Precision Subtract Reverse

Extended Add-Subtract

Extended Load-Store

Standard Precision Arithmetic/Function

Standard Precision Get Parameter
Standard Precision A**I Function
Standard Precision Divide Reverse
Standard Precision Float Divide
Standard Precision Float Multiply

Standard Precision Subtract Reverse

Name(s)

SDFIO, SDRED,
SDWRT, SDCOM,
SDAF, SDF, SDI,
SDIX, SDFX,
SDAI

UFIO

PAUSE
STOP

SUBSC
SUBIN
TTEST, TSET

CARDZ
PNCHZ
READZ
PAPTZ
PRNTZ
PRNZ

TYPEZ
WRTYZ

HOLEZ
GETAD
EBCTB
HOLTB

EGETP
EAXI, EAXIX
EDVR, EDVRX
EDIV, EDIVX
EMPY, EMPYX
ESBR, ESBRX
EADD, ESUB,
EADDX, ESUBX
ELD, ELDX, ESTO,
ESTOX

FGETP
FAXI, FAXIX
FDVR, FDVRX
FDIV, FDIVX
FMPY, FMPYX
FSBR, FSBRX

Type Subtype Reference Deck ID
3 1 LIBF T4A00010
3 1 LIBF T4D00010
3 2 LIBF T2A00010
3 2 LIBF T2B00010
3 0 LIBF T2D00010
3 0 LIBF T2C00010
3 0 LIBF T2E00010
5 3 LIBF T5A00010
5 3 LIBF T5G00010
5 3 LIBF T5J00010
5 3 LIBF T5F00010
5 3 LIBF T5H00010
5 3 LIBF T5100010
5 3 LIBF T5K00010
5 3 LIBF T5L00010
3 3 LIBF T5D00010
3 3 LIBF T5C00010
3 3 - T5B00010
3 3 - T5E00010
3 2 LIBF S1E00010
3 2 LIBF S1B00010
3 2 LIBF S1D00010
3 2 LIBF $51C00010
3 2 LIBF S1G00010
3 2 LIBF S1HO00010
3 2 LIBF S1A00010
3 0 LIBF S1F00010
3 2 LIBF R1E00010
3 2 LIBF R1B00010
3 2 LIBF R1D00010
3 2 LIBF R1C00010
3 2 LIBF R1G00010
3 2 LIBF R1HO00010
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Function Name(s Type Subtype Reference Deck ID

Standard Precision Arithmetic/Function (Cont'd)

Standard Add/Subtract FADD, FSUB,
FADDX, FSUBX 3 2 LIBF R1A00010
Standard Load/Store FLD, FLDX,
FSTO, FSTOX 3 0 LIBF R1F00010

Standard Precision Fraction Multiply XMDS 3 2 LIBF $3100010
Common Arithmetic/Function
Fixed Point (Fraction) Double Divide XDD 3 2 LIBF $3G00010
Fixed Point (Fraction) Double

Multiply XMD 3 2 LIBF S3H00010
Sign Reversal Function SNR 3 2 LIBF S3F00010
Integer to Floating Point Function FLOAT 3 0 LIBF S$3C00010
Floating Point to Integer Function IFIX 3 0 LIBF S3D00010
I**J Integer Function FIXI, FIXIX 3 2 LIBF S3B00010
Normalize NORM 3 0 LIBF S3E00010
Floating Accumulator Range Check FARC 3 2 LIBF S3A00010
Interrupt Service
Card Input/Output (No Error

Parameter) CARDO 5 0 LIBF T2A00010
Card Input/Output (Error

Parameter) CARD1 5 0 LIBF U2B00010
Disk Input/Output (No Preoperative

Parameter Checking) DISKZ* - - Special -
Disk Input/Output (No Simultaneity) DISK1* - - LIBF -
High-Speed Disk Input/Output

(Simultaneity) DISKN* - - LIBF -
Paper Tape Input/Output PAPT1 5 0 LIBF U2D00010
Single Frame Paper Tape Input/Output PAPTX 5 0 LIBF U2F00010
Simultaneous Paper Tape Input/Output PAPTN 5 0 LIBF U2E00010
Plotter Output PLOT1 5 0 LIBF U2G00010
1132 Printer Output PRNT1 5 0 LIBF U2J00010
1403 Printer Output PRNT3 5 0 LIBF U2K00010
Keyboard/Console Printer Input/Output TYPEO 5 0 LIBF U2N00010
Console Printer Output WRTYO 5 0 LIBF V2000010
1231 Optical Mark Page Reader OMPR1 5 0 LIBF U2C00010
2501 Card Input (No Error Parameter) READO 5 0 LIBF U2L00010
2501 Card Input (Error Parameter) READ1 5 0 LIBF U2M00010
1442 Card Output (No Error Parameter) PNCHO 5 0 LIBF U2H00010
1442 Card Output (Error Parameter) PNCH1 5 0 LIBF U2100010

*Note: Whereas DISKZ, DISK1, and DISKN are not strictly ISS subroutines (they are stored in the Sysfem Area
by the System Loader), they are included in this list because they possess many characteristics of ISS
subroutines.
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Function
Conversion

16 bits to 6 Decimal Characters (Card
Code)

32 bits to 11 Decimal Characters

16 Bits to 4 Hexadecimal Characters
(Card Code)

6 Decimal Characters (Card Code)
to 16 bits

11 Decimal Characters to 32 bits

EBCDIC to Console Printer Output
Code

Card Code to EBCDIC, EBCDIC to
Card Code

Card Code to Console Printer
Output Code

4 Hexadecimal Characters (Card
Code) to 16 bits

PTTC/8 to EBCDIC, EBCDIC to
PTTC/8

PTTC/8 to Card Code, Card Code
to PTTC/8

PTTC/8 to Console Printer Output
Code

Card Code to EBCDIC, EBCDIC to
Card Code

Fast multi-purpose conversion

Conversion Tables

EBCDIC and PTTC/8 Table

Card Code Table

Console Printer Output Code Table

EBCDIC to IBM Card Code

1403 Code to Console Printer Code

Console Printer Code to 1403 Code

1403 Code to EBCDIC

EBCDIC to 1403 Code

IBM Card Code to Console Printer
Code

Console Printer Code to IBM Card
Code

Console Printer Code to EBCDIC

EBCDIC to Console Printer Code

PTTC/8 Code to IBM Card Code

IBM Card Code to EBCDIC

IBM Card Code to 1403 Printer Code

SCA Subroutines

Name(s)

BINDC
BIDEC

BINHX

DCBIN
DECBI

EBPRT

HOLEB

HOLPR

HXBIN

PAPEB

PAPHL

PAPPR

SPEED
ZIPCO

EBPA
HOLL
PRTY
EBHOL
PT3CP
CPPT3
PT3EB
EBPT3

HOLCP

CPHOL
CPEBC
EBCCP
PTHOL
HLEBC
HLPT3

SCAT1

PRNT2
HOLCA
STRTB

Section 12.

Type Subtype Reference Deck ID
3 0 LIBF U4B00010
3 0 LIBF U4A00010
3 0 LIBF U4C00010
3 0 LIBF U4G00010
3 0 LIBF U4H00010
3 0 LIBF U3A00010
3 0 LIBF U3B00010
3 0 LIBF U3C00010
3 0 LIBF U3D00010
3 0 LIBF U3E00010
3 0 LIBF U3F00010
3 0 LIBF U3G00010
3 0 LIBF U3H00010
3 0 LIBF U3100010
3 0 - U4K00010
3 0 - U4P00010
3 0 = U4Q00010
3 0 - U4J00010
3 0 - U4R00010
3 0 - U4F00010
3 0 = U4S00010
3 0 - U41.00010
3 0 - U4000010
3 0 - U4E00010
3 0 - U4D00010
3 0 - U4100010
3 0 - U4T00010
3 0 - U4M00010
3 0 = U4N00010
- - LIBF W1F00010
- - LIBF WI1E00010
- - - W1C00010
- - - W1G00010
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Function Name(s Type Subtype Reference Deck ID

SCA Subroutines (Cont'd)

HXCV - - - W1D00010
EBC48 - - - W1A00010
HOL48 - - - W1B00010
Mainline_
Initialize Disk Cartridge DISC 2 - - UBC00010
Print Cartridge ID IDENT 2 - - U6F00010
Write Cartridge ID D 2 - - UsG00010
Copy Disk Cartridges ‘ COPY 2 - - UsB00010
Write WS Addresses ADRWS 2 - - U6A00010
Delete CIB DLCIB 2 - - UsD00010
Maintenance Program MODIF 2 - - UGHO00010
Dump SLET DSLET 2 - - UBE00010
Paper Tape Utility PTUTL 2 - - UBI00010
System/Miscellaneous
Call System Print Subroutine CALPR 4 0 CALL U7TA00010
Fetch Phase IDs from SLET FSLEN 4 0 CALL U7B00010
Fetch System Subroutine FSYSU 4 0 CALL U7B00010
Read *ID Record and Convert RDREC 4 0 CALL U7C00010
Interrupt Level Subroutines
Interrupt Level Zero Subroutine ILS00 7 - - U1A00010
Interrupt Level One Subroutine 7 - - U1B00010
Interrupt Level Two Subroutine 7 1 - U1C00010
Interrupt Level Three Subroutine ILS03 7 - - U1D00010
Interrupt Level Four Subroutine (il;SOéL* > 7 1 - ULE00010
1627 Plotter Subroutines
SCALE - - - VIN00010
SCALT - - - V1000010
EGRID - - - V1C00010
FGRID - - - VI1H00010
EPLOT - - - V1D00010
FPLOT - - - V1100010
POINT - - - VIM00010
ECHAR - - - V1A00010
FCHAR - - - V1iF00010
ECHRX, ECHRI,
VCHRI - - - V1iB00010
FCHRX, FCHRI,
WCHRI - - - V1G00010
ERULE - - - V1E00010
FRULE - - - V1J00010
PLOTI - - - V1K00010
XYPLT - - - V1iP00010
PLOTX - - - V1L00010

*These are special versions that consist only of IBT information.
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INTERRUPT LEVEL SUBROUTINES

INTERRUPT LEVEL TWO SUBROUTINE (ILS02)

This interrupt level subroutine is actually a part

of the Skeleton Supervisor. However, the Core

Load Builder requires that a dummy ILS for level

two be stored in the System Library. The dummy

supplied by IBM is stored in the System Library

as subtype 1, type 7. The coding in the dummy

ILS02 is immaterial, because the Core Load Builder

merely bypasses it when it discovers the subtype 1.
If the user supplies his own ILS02, it must be

stored in the System Library as subtype 0, type 7.

INTERRUPT LEVEL FOUR SUBROUTINE (ILS04)

This interrupt level subroutine is actually a part
of the Skeleton Supervisor. However, the Core

Toad Builder requires that a dummy ILS for level
four be stored in the System Library. The dummy
supplied by IBM is stored in the System Library
as subtype 1, type 7. The dummy ILS04 consists
only of a nine-word table followed by a zero, as
follows:

D¢, | /, RESERVED |\ \ v\ oy i a0
DC,_, /0455 s RESERVED st
X /.45.4#...‘,./25.5‘521/.50
DC,, /G45B . 71237, 4 1 4 oiga st iaa
DC, . /84380 74 3 i
oC, 3; /

DC.

oC,

D,

e,

A 1 0 S S T W N N RN TN TN TN O U GOt T SN JY S B W] | I Y T W S |

The leftmost eight bits of each word contain the
relative entry point to the ISS for the associated
device, and the rightmost eight bits contain @ISTV
plus the ISS number. These eight words are used
by the Core Load Builder to construct the IBT for
interrupt level 4.

If the user supplies his own ILS04, it must be
stored in the System Library as subtype 0, type 7.

MAINLINE PROGRAMS

DISK INITIALIZATION PROGRAM (DISC)

The disk initialization program has three basic
functions:

o Establishes that the cartridges specified in the
*ID record have no more than 3 defective cyl-
inders and that cylinder 0 is not defective

e Changes the cartridge labels as specified in the
*ID record

o Initializes portions of sectors 0, 1, and 2 to set
up the cartridges specified as non-system car-
tridges

DISC first reads an *ID record to obtain FROM
and TO cartridge IDs. It then reads current car-
tridge IDs from the master cartridge DCOM
(#PCID) and compares them with the FROM IDs
specified in the *ID record. If there are any IDs
not found, an error message is printed on the
principal print device.

DISC next seeks home on all drives to be
initialized (up to four), and writes each of 3
patterns to an entire cylinder, one sector at a time.
The patterns used, in sequence, are /AAAA, /5555,
and /0000.

DISC then reads back each sector and compares
it with the pattern written (including the sector ad-
dress). If no error occurs, DISC writes the next
pattern to the same cylinder.

If the error bit of the DSW is set at any time or
if the data read does not compare with the pattern
written, DISC repeats the write/read sequence for
the entire cylinder 50 times, using the same pattern.

If a second error occurs, DISC puts the address
of the first sector on the cylinder in which the error
occurred in the defective cylinder table.

DISC performs this write/read sequence for
each of the 203 cylinders.
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If (1) cylinder zero is defective, (2) more than
three cylinders are defective, or (3) it is impossible
to write a sector address, DISC types out an error
message indicating that the cartridge may not be
used.

If the cartridge is good, DISC writes the defective
cylinder addresses, if any, in the first three words
of sector @IDAD. Wherever a defective cylinder
does not exist, 0658 is written in the first three words
of sector @IDAD. DISC also writes the cartridge ID
in word four of sector @IDAD, writes zeros in words
7-30, and stores an error message program beginning
in word 31. If a cold start is attempted using this
non-system cartridge, control is passed from the
Cold Start Loader to the error message program
instead of the Cold Start Program. An error mes-
sage is printed on the Console Printer and no cold
start is effected.

DISC initializes the following words of DCOM
(sector @DCOM):

Location Value Inserted
#ANDU /0200
#BNDU /0200
#FPAD /0020
#CIDN Cartridge ID
#CIBA /0008
#ULET /0002

DISC initializes LET (sector 2) as follows:

Word Contents
1 /0000
2 /0020
3 /0000
4 /0138
5 /0000
6 /7112 | The name
1DUMY (in
7 /4528 | name code)
8 /0620

DISC terminates with a CALL EXIT.

PRINT CARTRIDGE ID (IDENT)

This program prints out the ID and the physical drive

number of each disk cartridge mounted on the system.

IDENT first fetches the principal print device
subroutine IOAR header from SLET using the
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subroutine FSLEN. This IOAR header is used to
call in the principal print device subroutine when
it is needed by FSYSU,

Next, IDENT reads DCOM to obtain #PCID, the
table of disk cartridge IDs and their related physical
drive numbers.

IDENT then prints the cartridge ID and physical
drive number from the table until all available car-
tridge IDs have been printed.

IDENT terminates with a CALL EXIT.

CHANGE CARTRIDGE ID (ID)

This program changes the ID on up to four disk car-
tridges.

The IOAR headers for the principal input device,
principal print device, and principal conversion
subroutines are obtained from SLET on the system
cartridge. These subroutines are used for input/
output.

Using the RDREC subroutine, the *ID record is
fetched. RDREC also builds two tables in core
storage from the FROM-TO fields of the *ID record,
one in packed EBCDIC for printer output, the other
in binary for matching the cartridge IDs. DCOM
is fetched from the master cartridge to obtain the
cartridge ID table (#CIDN).

Each drive on the system is selected. If the
selected drive is present, the cartridge ID is
fetched. The ID is matched with the IDs in #CIDN.
If no matching ID is found, the ID is printed with
an error message and the job is terminated. The
cartridge ID of the selected drive is matched to the
IDs in the FROM-TO table. When a match occurs, the
cartridge ID is changed to the 'TO' ID; the ID for
the cartridge in #CIDN is changed and the '"TO’ ID
is written onto the selected drive. IDs that do not
match entries in the FROM-TO table are bypassed.

When all IDs have been processed, #CIDN is
written back to the master cartridge and the FROM-
TO table is printed. After printing the FROM-TO
table, ID terminates with a CALL EXIT.

DISK COPY (COPY)

This program copies the contents of one or more
cartridges (except words 0-3 of sector @IDAD) onto
from one to four other cartridges.

COPY first fetches the system device subroutine
IOAR headers from SLET using the RDREC subroutine.



The system device subroutines are called in by the
RDREC subroutine as they are needed by the pro-
gram. The RDREC subroutine also reads the *ID
record and converts the numbers to binary and
stores them in the FROM-TO table.

COPY then checks the FROM and TO field IDs
to ensure that each specified cartridge is available.
An error message is printed for the unavailable
FROM or TO cartridges.

All available FROM-~-TO cartridge combinations
are then processed. Sectors 0 thru 7 of cylinder 0
of each source cartridge are read and written, ex-
cept for the defective cylinder table, to each speci-
fied destination cartridge. Sectors 0 thru 7 of the
next 199 logical cylinders of each source cartridge
are copied, 4 sectors at a time to each specified
destination cartridge.

One cartridge at a time is processed and at the
end of each, a check for a Keyboard interrupt is
made. If any occurred during the previous copy,
the interrupt is now processed.

After all cylinders from the specified cartridge
have been copied, a completion message is printed
using the principal print device subroutine.

COPY terminates with a CALL EXIT.

DELETE CIB (DLCIB)

This program deletes the Core Image Buffer (CIB)
from a non-system cartridge to provide additional
disk storage area for the User Area and Working
Storage. An *ID record is used to specify the car-
tridge on which the CIB is to be deleted.

DLCIB uses the subroutine RDREC to obtain
the system device subroutine IOAR headers from
SLET on the master cartridge and to fetch the *ID
record containing the affected cartridge ID. The
RDREC subroutine also converts the specified
cartridge ID to binary.,

If the specified cartridge is not present, DLCIB
prints an error message and terminates with a
CALL EXIT.

The CIB of the specified cartridge is deleted.
The User Area and Working Storage are moved
one cylinder closer to cylinder zero. Accordingly,
the file-protection address for the specified car-
tridge is altered in the $FPAD quintuple in COMMA.

DCOM of the master cartridge is then read.
The sector addresses of the CIB, User Area, and
Working Storage are altered. DCOM is written
back to the master cartridge and to the altered
cartridge.

DLCIB prints the new User Area and Working
Storage addresses for the specified cartridge using
the principal print device subroutine.

DLCIB terminates with a CALL EXIT.

DUMP SLET TABLE (DSLET)

DSLET dumps the System Location Equivalence
Table (SLET) to the principal print device. Four
4-word SLET entries are printed per line.

DSLET reads the SLET table into a 640-word
buffer in core storage, prints the SLET table using
the principal print device subroutine, and terminates
with a CALL EXIT.
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The system device subroutines are a group of
special subroutines used exclusively by the moni-
tor system programs. These are the only device
subroutines used by the monitor system programs,
aside from DISKZ. They are listed below:

DISKZ
1403 Subroutine
1132 Subroutine

SECTION 13, SYSTEM DEVICE SUBROUTINES

Console Printer Subroutine

2501/1442 Subroutine

1442/1442 Subroutine

1134/1055 Subroutine

Keyboard/Console Printer Subroutine

2501/1442 Conversion Subroutine

1134/1055 Conversion Subroutine (dummy)

Keyboard/Console Printer Conversion Sub-
routine (dummy)
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DISK CARTRIDGE INITIALIZATION PROGRAM

(DCIP)

When DCIP is entered, a message is printed in-
structing the user to select the particular DCIP
function desired. Depending on his choice, one of
the functions described below is performed.

All messages, entries through the Console Entry
switches, and operator instructions are printed on
the Console Printer. All user options are entered
through the Console Entry switches.

DISK INITTALIZATION

A message is printed instructing the user to specify
the number of the physical drive on which is mounted
the cartridge to be initialized. At the same time,
the user is given the option of doing an "address
only" initialization, that is, an initialization that
writes correct addresses on a cartridge without
disturbing any of the data on that cartridge. The
user is then asked to specify the cartridge ID.

An entire cylinder of the cartridge is written with
one of three test patterns. The patterns used are
/AAAA, /5555, and /0000. The cylinder is then
read back into core storage, one sector at a time,
using double-buffering.

While one sector is being read, every word of
another is being examined to see that it compares
with the data that was written. If no errors occur
in any sector of the cylinder, the same procedure is
repeated for the next pattern, and so on until all
three patterns have been tested.

However, if any disk operation causes the error
bit of the disk device status word (DSW) to be set, or
if the data read does not compare with that written,
then the entire write/read/compare procedure is
repeated fifty times on the same cylinder with the
same test pattern. A second error, while in the
retry mode, causes DCIP to indicate the cylinder as
being defective.

If (1) cylinder zero is defective, (2) more than
three cylinders are defective, or (3) it is impossible
to write a sector address, DCIP types out an error
message indicating that the cartridge may not be
used.

SECTION 14. STAND-ALONE UTILITIES

After every cylinder on the cartridge has been
tested in the above manner, the program writes three
defective cylinder addresses and the cartridge ID into
the first four words of sector @IDAD. Where defec-
tive cylinder addresses do not exist, /0658 is written.
Words 7-30 of sector @IDAD are set to zeros. DCIP
also writes an error message program, beginning at
word 31. If a cold start is attempted using this non-
system cartridge, the error message program prints
an appropriate message and no cold start is effected.

DCOM (sector @DCOM) is initialized as follows:

Location Value Inserted
#ANDU /0200
#BNDU /0200
#FPAD /0020
#CIDN Cartridge ID
#CIBA /0008
#ULET /0002

LET (sector 2) is initialized as follows:
Word Contents

/0000
/0020
/0000
/0138
/0000
} /7112 | The name 1DUMY (in name
/4528 | code)
/0620

O =1 O Ul W

A message indicating that the initialization is com-
plete and the addresses of any defective cylinders are
printed on the Console Printer.

At this time, the user is given the option of doing
additional testing of the disk; i.e., the write/read/
compare sequence may be repeated up to 31 times.

DISK DUMP

The principal print device is determined by first
initiating a carriage space operation on the 1403
Printer. The device status word (DSW) for the 1403
is then sensed to see if the 1403 is busy. If it is not,
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the same procedure is followed with the 1132 Printer.
On the basis of the results of the above test, a word
that points to the appropriate conversion table and a
branch instruction that branches to the proper printer
call are set up.

The user enters through the Console Entry
switches the sector address (with the drive code) of
the first sector to be dumped and the number of con-
secutive sectors to be dumped.

The logical sector address is determined in the
following manner. The physical sector address is
decremented by eight for each defective cylinder
that has a lower sector address less than the cylinder
to be dumped from. If the sector being dumped is on
a defective cylinder, the sector is assigned the log-
ical sector address of DEAD. Defective cylinder
data for the cartridge is obtained from sector @IDAD.

Each of the 320 data words of the sector is con-
verted from binary to four hexadecimal characters of
the appropriate printer code. The data is then
printed, sixteen words per line.

DISK COPY

DCIP requests the user to enter the numbers of the
source and destination drives in the Console Entry
switches. The defective cylinder table from the
source cartridge is fetched and checked to verify that
the values in it are under 1624 and in ascending
order.

The source cartridge is copied sector by sector
onto the destination cartridge. The cartridge ID
and defective cylinder table in sector 0, cylinder 0
are not copied onto the destination cartridge. If a
system cartridge is being copied, the cartridge ID
found in DCOM is also not copied.
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If a cylinder on the source cartridge is defective,
the following cylinder is copied to the destination
cartridge. If a cylinder on the destination cartridge
is defective, the cylinder to be copied from the source
cartridge is copied onto the following cylinder.

UCART

The user receives the 1130 Disk Monitor System on a
disk cartridge. The contents of this cartridge are

as follows: cylinder 0 contains a copy of the Resident
Image, including DISKZ, a copy of the CARDO sub-~
routine, a special cold start program, and a disk-to-
card dump program; cylinders 1 through 202 contain
the system decks stored in card images, four cards
per sector.

The execution of a cold start with this cartridge
causes sector 0, cylinder 0 to be fetched. Bector 0,
cylinder 0 contains DISKZ and the special cold start
program. DISKZ is loaded into the locations it
normally occupies in the Resident Monitor; the spec-
ial cold start program immediately follows it. Con-
trol is transferred to the special cold start program.

The special cold start program fetches the Resi-
dent Image (sector 2, cylinder 0) into the locations it
normally occupies in low core storage, fetches the
CARDO subroutine (sector 3, cylinder 0) into core
storage at /0250, and fetches the disk-to-card dump
program into core storage at /0390, Control is
transferred to the disk-to-card dump program, which
punches the system decks and terminates.

The disk-to-card dump program uses a one-
cylinder buffer origined at its high-addressed end.



INTRODUCTION

The purpose of the Program Analysis Procedures
is to provide the user with a step-by-step method
for analyzing the execution of any monitor system
or user program. The procedure is problem-
oriented; it begins with some program malfunc-
tion, assists the user in defining the failing com-
ponent or function, and provides the facility for
detailed analysis of that component or function.

Step Analysis Procedure

Determine which program is failing. If it is
a subroutine, determine its name and its
location in core .

PROGRAM ANALYSIS PROCEDURES

PROGRAM ANALYSIS PROCEDURES SUMMARY

Flowdiagram 1 shows the procedure used for program
analysis. At each step in the procedure, the parts of
this document that apply to that step are indicated.

IDENTIFICATION OF THE FAILING COMPONENT
OR FUNCTION

Flowdiagram 2 shows the procedure used to identify
the component or function failing, Where applicable
the parts of this document that are pertinent to that
identification are indicated.

Supporting Documentation

Failing sub-
routine 1D

Subroutine
error number
list

Get a full core dump.

y

Block out and identify the significant items
in the core dump listing .

/
Analyze the failing subroutine:

=Correct input -Data
parameters -To and from Linkage
~Function code -1/0 area

P

)
If necessary, determine which program

called the failing subroutine and where it
is located in core.

Analyze the calling program for correct
parameters and linkage . If necessary, con-

tinue tracing back all the way to the source
program.

© © O o 6 O

-

Flowdiagram 1. General Procedure for Program Analysis

Core Dump
Procedures

\_/

Core Layouts

Core

Location Pro-|
cedures

General Sub-
routine Analy-
sis Procedure

Subroutine
Data
Charts

Subroutine
Looping
Capabilities

Trace Back
Procedures

e

Subroutine
Data Charts

\/—
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Refereﬁt_e Analysis Procedure Supporting Documentation

Monitor System Program execution

g:i:;zms of Non-Zero o) ~A DSLET Listing will provide
reference to phase 1D
User
Program
Execution
Contents of \ Pre-operative 1/0 Error
$PRET Halt Yes o) -Invalid Control Function
at $Py -Device Not Ready
No <
' — — — i — —
Error number in ACC T Subroutine
should identify subroutine. | Error Number
Go to Subroutine list
Maintenance Analysis Procedure |
I

Contents of:

$PST1 Level 1 Post-operative /O Error

g;gg tzv:: g 1 —Error Bits in DSW
%
$PST4 Level 4
Using 1AR contents, go to step 11 T Trace Back
» in Trace Back Procedures | Procedures

I
|
[
——

Using IAR, XR1, XR2, XR3, ACC,
ol EXT, attempt to correlate back to
r " |program. Go to step 11 in Trace
Back Procedures

Other Errors;
Incorrect
Answer, etc.

Dump as soon
as possible
after the fail-
yre .

Procedures

Flowdiagram 2. Procedure for Identification of the Failing Component or Function



SUBROUTINE ERROR NUMBER/ERROR STOP
LISTS

Table 8 lists the errors detected by the System
Library ISSs and system device subroutines by
error code, describes the conditions under which
the error is detected, and provides a list of cor-
rective actions for those errors.

Table 9 lists the error stop addresses and their
meanings.

CORE DUMP PROCEDURE

To obtain a dump of the contents of core storage,
perform the following (see Flowdiagram 3):

1. If the error symptoms indicate that an error
has occurred in the disk or disk I/O subroutine
(i.e. DISKZ), the System Core Dump program
should not be used, because this same disk I/0O
subroutine is used to load the System Core
Dump program, thus destroying the information
needed.

2. Was there a3 NOCAL Duymp included in the core
load? If there was, it may be used to obtain
the core dump, To obtain the core dump, set
the TIAR to the entry point of the NOCAL Dump
and start.

3. If the error symptoms indicate an error in the
principal print device, then the System Core
Dump program should not be used, as it would
destroy any information needed.

4, To retain the maximum information, the off-
line dump procedure should be used.

a. By displaying core storage, copy down
locations /0000 to /0050.

b. Use the stand-alone printer dump to dump
the rest of core storage.

5. To obtain the core dump using the System Core

Dump program, set the IAR to /0000 and start.
SToP PesET STHRT
CORE BLOCK DIAGRAMS

Figure 17, panel 1 shows the layout of the contents
of core storage during the execution of a user's
FORTRAN core load in which LOCAL subprograms,

Retain Console
Information-
-ACC, EXT,
XR1,XR2,XR3
-Lights
=Device Status

Error
In Disk
Subroutine

Perform
NOCAL
Dump

NOCAL Dump
Subroutine

Perform
Off-Line
Dump

in Principal
Print Device
Subroutine

s

Perform Obtain
System Full Core
Dump Dump

Flowdiagram 3. Core Dump Procedure

files, arrays, and COMMON variables were defined
and SOCALs were employed.

Figure 17, panel 2 shows the layout of the contents
of core storage during the execution of a user's
FORTRAN core load in which files, arrays, and
COMMON variables were defined. No LOCALS were
defined; no SOCALs were employed.

Figure 17, panel 3 shows the layout of the contents
of core storage during the execution of a user's
FORTRAN core load in which no LOCALs, files,
arrays, or COMMON variables were defined and no
SOCALs were employed.

Figure 17, panel 4 shows the layout of the contents
of core storage during the execution of a user's
Assembler Language core load.

CORE LOCATION PROCEDURES

The following core load elements are located by
means of the procedures given with the elements.

FAC (Floating Accumulator)
-- 3 words used as FORTRAN Floating Accumulator
-- Located at XR3 + /007D.
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Table 8. Error Number List

DETECTING DETECTING DETECTING
HEXADECIMAL SYMBOLIC SUBROUTINE SUBROUTINE SUBROUTINE
ERROR NUMBER | ERROR STOP | DURING SYSTEM DURING DURING ASSEMBLER ERROR EXPLANATION CORRECTIVE ACTION
IN ADDRESS PROGRAM FORTRAN LANGUAGE CORE
ACCUMULATOR EXECUTION CORE LOAD | LOAD EXECUTION
EXECUTION
1000 $PRET System 1442/1442 CARDZ _ 1442 - Device Not Ready 1442 - Ready the Device
Subroutine PNCHZ
- - CARDO 1442-6,-7 - Device Not Ready
CARD1 - Read initiated with
Last Card Indicator
on
PNCHO 1442-5 - Device Not Ready
PNCH1
$PST4 System 1442/1442 CARDZ CARDO 1442 - Device Not Ready 1442-5 - Run out the punch
Subroutine PNCHZ CARD1 - Ready the Device
PNCHO
PNCH1 1442-6,-7 ~ Ready tha Device
1001 $PRET - - CARDO 1442 - Invalid Device 1442 - Use Trace Back Procedures
CARDI Specified to analyze calling program
PNCHO - Device not on system
PNCH1 - Invalid Function
Specified
- Word Count over +80
- Word Count zero or
negative
2000 $PRET System Keyboard TYPEZ TYPEO Console Printer/Keyboard Console Printer/Keybcard
Subroutine, WRTYZ WRTYO ~ Device Not Ready - Ready the Device
System Keyboard/
Console: Printer
Subroutine
$PST4 System Keyboard TYPEZ TYPEO Console Printer/Keyboard Console Printer/Keybcard
Subroutine, WRTYZ WRTYO - Device Not Ready - Ready the Device
System Keyboard/
Console Printer
Subroutine
2001 $PRET - - TYPEO Console Printer/Keyboard Console Printer/Keyboard
WRTYO - Device not on System - Use Trace Back Procedures
~ Invalid Function to analyze calling program
Specified
- Word Count zero or
negative
3000 $PRET System 1134/1055 PAPTZ PAPTI 1134/1055 - Device Not Ready [1134/1055 - Ready the Device
Subroutine PAPTX
PAPTN
$PST4 System 1134/1055 | PAPTZ PAPTI 1134/1055 - Device Not Ready |1134/1055 - Ready the Device
Subroutine PAPTX
PAPTN
3001 $PRET - - PAPT1 1134/1055 - Invalid Function 1134/1055 - Use Trace Back
PAPTX Specified Procedures to
PAPTN ~ Invalid Check Digit analyze calling
~ Word Count zero or program
negative
4000 $PRET System 2501/1442 READZ READO 2501 - Device Not Ready 2501 - Ready the Device
Subroutine READ1
$PST4 - READZ READO 2501 - Device Not Ready 2501 ~ Ready the Device
READ1 - Read Error - Run out the reader and
- Feed Check retry with last card read
and cards run out
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Table 8. Error Number List (Continued)

~ Invalid Subfunction
Specified

4001 $PRET - - READO 2501 - lnvalid Function 2501 ~ Use Trace Back Procedures
READ1 Specified to analyze calling program
- Word Count over +80
- Word Count zero or
negative
5000 $PRET DISKZ DISKZ DISKZ Disk -~ Device Not Ready Disk - Ready the Device
DISK1
DISKN
5001 $PRET - - DISK1 Disk - Invalid Device Specified | Disk - Use Trace Back Procedures
DISKN - Device not in System to analyze calling program
- Invalid Function
Specified
- Area to be written
File-protected
- Word Count zero or
negative
- Starting Sector Address
over +1599
$PST2 DISKZ DISKZ DISKZ Disk - Power Unsafe Disk = Turn power down, wait for
DISK1 - Write Select CARTRIDGE UNLOCKED
DISKN light to come on, turn
power up, then retry
- Call CE on persistent error
5002 $PST2 DISKZ DISKZ DISKZ Disk - 16 retrys made without Disk - Initiate 16 more retrys
DisK1 success - Use another drive
DISKN - Use another cartridge
- Reinitialize cartridge
5003 $PRET DISK1 - - Disk - Invalid Device Specified | Disk = Use Trace Back Procedures
DISKN - Device not in System to analyze calling program
- Invalid Function
Specified
- Area to be written
File-protected
- Word Count zero or
negative
- Starting Sector Address
over +1599
5004 $PST2 DISKZ DISKZ DISKZ Disk - Disk Error Disk = Turn power down, wait for
CARTRIDGE UNLOCKED
light to come on, turn
power up, then retry
- Call CE on persistent error
6000 $PRET System 1132 PRNTZ PRNTI 1132 - Device Not Ready 1132 - Ready the Device
Subroutine PRNT2 - End of Forms
PRNT3
6001 $PRET - . PRNTI 1132 ~'Invalid Function 1132 - Use Trace Back Procedures
PRNT2 Specified to analyze calling progrom
PRNT3 - Word Count over +60
- Word Count zero or
negative
7000 $PRET - - PLOT1 1627 - Device Not Ready 1627 - Ready the Device
$PST3 - - PLOTI 1627 - Device Not Ready 1627 - Ready the Device
7001 $PRET - = PLOTI 1627 - Invalid Device Specified| 1627 - Use Trace Back Procedures
- Device not on System to analyze calling program
- Invalid Function
Specified
- Word Count zero or
negative
8001 $PRET - - SCATI ~SCA - Invalid Function SCA - Use Trace Back Procedures
SCAT2 Specified to analyze calling program
SCAT3 - Invalid Word Count
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Table 8., Error Number List (Concluded)

8002 $PRET - - SCAT1 SCA - Receive operation SCA - Use Trace Back Procedures
not completed to analyze calling program
- Transmit operation
not completed
8003 $PRET - - SCAT1 SCA - Synchronization not SCA - Use Trace Back Procedures
established before to analyze calling program
attempting to perform
some Transmit or
Receive Operation
- Attempting to Receive
before receiving INQ
sequence
9000 $PRET System 1403 PRNZ PRNT3 1403 - Device Not Ready 1403 - Ready the Device
Subroutine - End of Forms
$PST4 System 1403 PRNZ PRNT3 1403 - Device Not Ready 1403 - Ready the Device
Subroutine ~ Print Error
9001 $PRET - - PRNT3 1403 - Invalid Function 1403 - Use Trace Back Procedures
Specified to analyze calling program
~ Word Count over +60
- Word Count zero or
negative
A000 $PRET - - OMPR1 1231 - Device Not Ready 1231 - Ready the Device
$PST4 - - OMPR1 1231 - Device Not Ready 1231 - Ready the Device
- Timing Mark Error - Retry with the sheet that
- Read Error has been selected into
the stacker
A001 $PRET - - OMPRY 1231 - Invalid Function 1231 - Use Trace Back Procedures
Specified to analyze calling program)
Table 9, Eror Stop List ARITHMETIC AND FUNCTION SUBPROGRAM
ERROR INDICATORS
Absolute Address| Symbolic Address| Program Explanation -~ 3 words preceding FAC.
/0014 _ Cold -Invalid disk drive number -- First word (XR3 + /007A) is used for real arith-
Start in Console Entry Switches metic overflow and underflow indicators.
Loader | oot disk drive not -- Second word (XR3 + /007B) is used for divide
check indicator.
/0044 - Cold  ]-Disk read error -- Third word (XR3 + /007C) is used for function
Start -Waiting for interrupt from . L
Loader seek operation subroutine indicators.
-- The loader initializes all three words to zero.
/0046 - Cold -Waiting for interrupt from
Start reading sector @IDAD
Loader
/0029 $PRET+1 All 1SSs  |-Preoperative Error
LIBF TV (Library Function Transfer Vector)
/0082 $PSTI AT evel 1 |-Post-operative Eror on -- One 3-word entry for each LIBF listed in the
core map.
/0086 $PST2+1 evel 2. |-Post-operative Error on -- Located just preceding ARITH/FUNC ERROR
s eve
INDICATORS.
/008A $PST3+1 Level 3 |-Post-operative Error on -- Higher core end is located at XR3 + /0079,
ISS level 3 . i ' .
: eve -- First LIBF Entry (the beginning of LIBF TV) is
/008E $PST4 +1 Level 4 |-Post-operative Error on located at (XR3 + /0077) - (3 times the number
1555 level 4 of LIBFs listed in core map).
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COMMA, COMMA, COMMA, COMMA,
Skeleton Skeleton Skeleton Skeleton
Supervisor Supervisor Supervisor Supervisor
DISKZ DISKZ DISKZ DISK1
or
D
DEFINE FILE DEFINE FILE C ISKN
Table Table onstants,
Integers
Format
Arrays Arrays Parameters
Constants, Constants,
Integers Integers
Mainline Mainline
Format Format Program Program
Parameters Parameters
Mainline Mainline
Program Program
In-Core
Subroutines
In~Core In-Core
Subroutines Subroutines
In-Core
] Subroutines
F_I|_(l]pbp|v:r Interrupt
Level
Subroutines
FLIPR
Interrupt
LOCAL Level Interropt
Area Subroutines Subroutines
SOCAL
Area /
Interrupt
Level
Subroutines
LIBF TV LIBF TV LIBF TV
CALL TV CALL TV CALL TV /
COMMON COMMON COMMON LIBF TV
CALL TV

Figure 17. Core Layout During User Core Load Execution

LIBF TV SOCAL LINKAGE

-- The 6 or 9 words used to link to the SOCAL/
LOCAL Flipper.

-~ Located just preceding the First LIBF Entry in
the LIBF TV.

-- 6 words long if SOCAL option 1; 9 words long if
SOCAL option 2.

CALL TV (Call Transfer Vector)

-~ One single~word entry for each call listed in the
core map.

-- Located immediately following FAC.

-- First CALL TV Entry is at XR3 + /0080 (add 1 if
address comes out odd).

-- The Last CALL TV Entry is at (First CALL TV
Entry-1) - (Number of CALLs listed in the core
map).

DISK 1I/0 SUBROUTINE
-- All Disk I/O subroutines are loaded beginning
at CORE LOCATION /00F2.
-- The Disk I/0 subroutines vary in length (see table)
-- The type of disk subroutine in core is contained in
$DZ1N (see table)

Disk I/0 Location in First
Subroutine Core Word
Contents Currently First | Last of User's
of $DZ1N in Core Word | Word | Program
FFFF DISKZ /00F2 | /01DF| /O01FE
0000 DISK1 /00F2 | /0293 | /02B2
0001 DISKN /00F2 | /03A1 | /03CO

DFT (DEFINE FILE Table)
-- 7 words for each file defined by the user.
-- Located at 1 plus the end of the disk I/0 subroutine.

ARRAYS (In User's Program Area)
-~ Located immediately following DEFINE FILE
Table, if any.

CONSTANTS AND INTEGERS (In User's Program
Area)
-- Located immediately following ARRAYS, if any.

COMMON (The area at "End of Core'" defined by

COMMON statement)

-- Length of COMMON is contained in $COMN.

-- Start of COMMON is highest core address, (XFFF),
minus the Length of COMMON.

IN-CORE SUBROUTINES (subroutines that are in

core all the time)

~- Located immediately following user's mainline
program.
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-- Those subroutines listed in core map that are

not SOCALS or LOCALS are In-Core subroutines.

-~ The load address of these subroutines is listed
with subroutine name.

LLOCAL/SOCAL FLIPPER (FLIPR)
-- Load address given in core map under the head-
ing SYSTEM SUBROUTINES.

LOCAL AREA (The '"Load-on-Call" overlay area)

-- Size depends upon largest LOCAL subroutine
used.

-- Beginning core address is FLIPR + /0066.

-- Ending core address is address of SOCAL Area
minus 1.

SOCAL AREA (System overlay area)

-- Located immediately following LOCAL Area.

~- Beginning core address is found at FLIPR
+/004D.

-- The first word in SOCAL Area contains the
word count of SOCAL Area.

-- Ending core address is the beginning address
+ the word count of the SOCAL Area.

GENERALIZED SUBROUTINE MAINTENANCE/
ANALYSIS PROCEDURE

Flowdiagram 4 provides the procedure to be used for
detailed analysis of an I/O subroutine. The proce-
dure is applicable to FORTRAN device, general ISS,
and system device subroutines.

TRACE BACK PROCEDURES

Flowdiagram 5 provides the procedure to be used to
trace back from a failing subroutine to the preceding
portion of the core load, which called the subroutine.
This procedure can be used to trace all the way back
to the mainline program.

SUBROUTINE LOOPING CAPABILITIES

SYSTEM DEVICE SUBROUTINES

The linkages to system device subroutines are of
the form:
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LDD LIST
BSI L ENTRY POINT

LIST DC PARAMETER
DC PARAMETER

To place the subroutine into a loop:

1. Obtain link word from the system device
subroutine.

2. The contents of this link word point to the loca-
tion following the long BSI instruction.

3. Insert into the location following the long BSI
instruction an MDX instruction back to the LDD
instruction.

LIBRARY SUBROUTINES (except 'Z' subroutines
and PLOTX)

The linkage to the System Library device subroutines
(ISSs) are of the following form:

LIBF CALL
BSI 3 TVDISP BSI I CALLTV
DC CONTROL DC CONTROL
DC ARG 1 DC ARG 1
DC ARGN DC ARGN

To place the subroutine into a loop:

1. Insert in the location following the last argument
an MDX instruction back to the BSI instruction.

2. Some of the arguments may have to be changed
to point to the BSI instruction because they are
error exits or busy addresses.

3. Refer to subroutine data charts for unique
operating characteristics.
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Flowdiagram 5.
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Pro

cedure

Start
some

with
failing

Subroutine

This procedure assumes the user has already
analyzed the subroutine per Subroutine
Analysis Procedures and has blocked out

a core dump per Core Location Procedures.

Get the core map printed during program

loading

Multiple
entry points in

A core map is obtained by punching an
"L" in column 14 of the XEQ card if the
program being loaded is in disk system
format,

Get the symbolic en

try point from the

Subroutine Data Charts

Find the symbolic entry name in the core

map

'

Determine which function was being used ]

Step 19

" This is the Core Load Address of that
entry point.

The subroutine type is obtained from the
Subroutine Data Charts

I

Add 2 to the Core Load Address obtained

instep 5

Get the contents of

the word located at

the address computed in step 8

Get the first word o
entry

f the transfer vector

Step 11

Trace Back Procedures

No
[ J
The contents of the address [~ — =~ T The Ccre Load
derived in step 5 is the Link Address contains
Word back to the calling the Link Word
statement in the calling back to the
program caller.

This gives the address of the word that
points to the transfer vector.

" This gives the address of the transfer
vector.

T T T T T T T TThis is the Link Word back to the calling
statement in the calling subroutine.



Step Procedure

Continue now
having the ad-
dress of calling
statement

Now determine the name of the failing
subroutine,

Any
SOCALs No

in the core
ma/

Yes '

Match the address of the calling pro-
gram to the addresses in the core map

®

Step 17

Determine which overlay 1s in core.

Locate the SOCAL linkage words in the Use the Core Dump Analysis Procedures
core dump to locate SOCAL linkage words, 3 for

each overlay

-SOCAL LINKAGE-

® ©

AN L xxxx | xxxX | 70FX_| Overlay 3
The word group containing "FOFD" is XXXX | XXXX | 70FX Overlay 2
the overlay in core XXXX | XXXX | 70FX Overlay 1
-The overlay in core contains 70FD in
third word

-Overlays not in core contaln
70F4 2SOCAL level 2) or

70F7 (SOCAL |evz| 1) in I'hgrd wortli
T . - - Make a table of subroutines by overla:
Mark the core map to identify all sub- : 4 Y
@ routines in the incore overlay assignment
y
Match the address of the calling program
obtained in step 7 (CALL) or step 10
(LIBF) to the addresses marked instep 15
’ — — —— — —— N — — —
The address closest to and less than the You now have name of calling subroutine.
calling program's address identifies
the nome in core map
y

Analyze this subroutine using Subroutine
Analysis Procedures

Flowdiagram 5. Trace Back Procedures (Continued)
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Procedure

Get the symbolic location of function
code from the Subroutine Data Charts

Find the symbolic location in the
subroutine listing

Get the relative address of the location
of function code

Get the load point address for this
subroutine from core map

Calculate core location of function
code

Get the function code from core dump
and decode with Subroutine Data Chart

Get the symbolic name for each function|
entry point from the Subroutine Data

Chart

Trace Back Procedures (Concluded)

The different entry points are related to
the various "functions" performed by the
subroutine.

Microfiche reference to subroutine list-
ing is given in Appendix D.

The address at the symbolic location
determined in step 20 is the relative
address.,

The relative address determined in step
21 plus the load point address determined
in step 22 gives the location of the
function code.



SUBROUTINE DATA CHARTS

SYSTEM DEVICE SUBROUTINE FOR KEYBOARD/CONSOLE PRINTER

Phase ID: @ KBCP

Used by: Monitor system programs
Subroutines required: I1LS04

Linkage:

LDD

BSI L

LIST

DC

DC

Preoperative input parameters:

LIST
KB000+1

FUNCTION CODE
1/0 AREA ADDRESS

. 1/0 Area
Function ACC EXT Address
Read, Convert, /7002 Address of 1/0 Word Count
Print Area
Postoperative conditions and entry points:
. Symbolic Return Interrupt Return Interrupt
Function  at KB080 entry point address at entry point address at level
gi’;ft’ Convert, | /7002 KB000-+1 KB000+1 KB020+1 KB020+1
Register status:
ACC EXT XR1 XR2 XR3 Status
Saved at/restored from
Mainline symbolic location
Used X X X X
Significant variables:
Symbolic location Contents/Use

KB080

KB160

KB170
KB270

KB280

KB290

KB370 and KB370+1

Original word count.

Remaining word count.

The function is placed here.

Original I/0 area address.

Read/Print Control I0CC.

It becomes an MDX *+2 when executed.

Character buffer area, containing a 12-bit character read from the Keyboard, the
rotate/tilt code character printed, or a control character.

Data area pointer, pointing to the next word in the data area into which the EBCDIC
character will be placed.
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SYSTEM DEVICE SUBROUTINE FOR 1442/1442

Phase ID: @ 1442

Used by: Monitor system programs

Subroutines required: ILS04

Linkage: LDD
BSI

LIST DC
DC

L

LIST
CD000+1

FUNCTION CODE
1/0 AREA ADDRESS

Preoperative input parameters:

Function ACC EXT I/0 Area Address
Read /7000 Address of the I/0 No word count is used but an
Area 80 position area must be
specified.
Punch /7001 Address of the 1/0 No word count is used but an
Area 80 position area must be
specified.
Read /7002 Address of the I/O No word count is used but an
Area 80 position area must be
specified.
Feed /7003 Not used Not used
Postoperative conditions and entry points:
. Symbolic Return Interrupt Return Interrupt
Function at  CD090 entry point address at entry point address at level
Read /7000 CD100+1 CD100+1 CD016+1 CD016+1 0
CD010+1 CD010+1 4
Punch /7001 CD000+1 CD000+1 CD016+1 CD016+1 0
CD010+1 CD010+1 4
Read /7002 CD000+1 CD000+1 CDO016+1 CDO016+1 0
CD010+1 CD010+1 4
Feed /7003 CD000+1 CD000+1 CD010+1 CD010+1 4
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Register status:

ACC | EXT XR1 XR2 XR3 Status
Saved at/restored from
Mainline symbolic location CD120
Used X X
Saved at/restored from
Interrupt symbolic location CD190 CD190+1 CD018
level 0 Used X
Saved at/restored from
Interrupt symbolic location
level 4 Used X X X X X
Significant variables:
Symbolic location Contents/Use
CD120 First column indicator.
CD250 Current column address.
CD260 Second half of the last IOCC performed, read or punch.
CD230 Second half of the last IOCC performed, start read or punch.
CD188 Skip indicator; non-zero = take one feed cycle.
$LAST Last card indicator; non-zero = last card.
$CTSW Control card switch; non-zero = control card read.
$IBSY Busy indicator for 1442; non-zero = busy.
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SYSTEM DEVICE SUBROUTINE FOR 2501/1442

Phase ID: @ 2501

Used by: Monitor system programs

Subroutines required: ILS04
LDD
BSI

Linkage:

LIST

DC
DC

L

LIST
RP000+1

FUNCTION CODE
1/0 AREA ADDRESS

Preoperative input parameters:

Function AcCcC EXT 1/O Area Address
Read /7000 Address of I/0 Area Word count
Punch /7001 Address of 1/0 Area Not used
Read /7002 Address of 1I/O Area Word count
Feed /7003 Not Used Not used
Postoperative conditions and entry points:
. Symbolic Return Interrupt Return Interrupt
Function at  RP360 entry point address at entry point address at level
Read /7000 RP000+1 RP000+1 RP020+1 RP020+1 4
Punch /7001 RP000+1 RP000+1 RP040+1 RP040+1 0
RP020+1 RP020+1 4
Read /7002 RP000+1 RP000+1 RP020+1 RP020+1 4
Feed /7003 RP000+1 RP000+1 RP020+1 RP020+1 4
Register status:
ACC EXT XR1 XR2 XR3 Status
Saved at/restored from RP440
Mainline symbolic location
Used X X
Saved ‘i‘.t/ nestored from | RP480 |RP480+1 RP060
i
Interrupt symbolic lo n
level 0 Used X
Saved at/restored from
Interrupt symbolic location
level 4 Used X X X
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Significant variables:

Symbolic location

Contents/Use

RP500
RP520
RP600

RP200

$LAST

$CTSW

$IBSY

Current column address.
1/0 address for restart information.
Word count for 2501 Reader.
Device last used:
/1702 = 1442
/4F01 = 2501

Last card indicator; non-zero = last card.

Control card switch; non-zero = control card read.

Busy indicator; non-zero = busy.
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SYSTEM DEVICE SUBROUTINE FOR CONSOLE i’RINTER

Phase ID: @ CPTR
Used by: Monitor system programs
Subroutines required: ILS04

Linkage:

LIST

LDD

BSI L
DC

DC

LIST
CP000+1

FUNCTION CODE
1/0 AREA ADDRESS

Preoperative input parameters:

. I/0 Area
Function ACC EXT Address
Restore /7000
Write /7001 Address of 1/0 Word Count
Area
Skip /7002
Postoperative conditions and entry points:
Function at CP120 Symboli.c Return , I.nterrupt Return Interrupt
entry point address at entry point address at level
All CP000+1 CP000+1 CP020+1 CP020+1
Register status:
ACC EXT XR1 XR2 XR3 Status
o e trom
Mainline y
Used X X X X
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Significant variables:

Symbolic location

Contents/Use

CP120

CP200

CP350

CP350+1

CP370

CP380

CP450

The function is placed here. This word is executed to decode the function.
/7000 is a MDX *
/7001 is a MDX * + 1
/7002 is a MDX * + 2
Carriage return counter, used for counting carriage returns for restore.
I0CC for printing on console.
CP350 contains address of CP450,

Actual word count of message not including trailing blanks,

Data area pointer, pointing to the word containing the 2 EBCDIC characters,
one of which is being printed.

Print character buffer word. The IOCC points to this word, which contains
the character or control character just printed.
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SYSTEM DEVICE SUBROUTINE FOR 1132

Phase ID: @1132
Used by: Monitor system programs
Subroutines required: ILSO01

Linkage: LDD LIST
BSI L PNO00O
LIST DC FUNCTION CODE
DC I/0 AREA ADDRESS

Preoperative input parameters:

. 1/0 Area
ACC
Function EXT Address
Print /7001 1/0 Area address | 0< word count
<80
Skip to Channel 1 /7000 1/0 Area is
referenced
Space Immediate /7002 Not used Not used
Postoperative conditions and entry points:
Function at PN380 Symbohfz Return Interrupt Return Iinterrupt
entry point address at entry point address at level
Print /7001 PN000+1 PN000+1 PN010+1 PNO10+1 1
Skip /7000 PN000+1 PN000+1 PNO010+1 PN010+1 1
Space /7002 PNO000O+1 PN000+1 PNO10+1 PN010+1 1
Register Status:
ACC EXT XR1 XR2 XR3 Status
Saved at/restored from PN400+1 | PN400+3 | PN400+5
symbolic location
Mainline
Used X X X X X X
Saved at/restored from PN200 [ PN200+1 | PN440+1 | PN440+3 | PN440+5 PN450
Interrupt symbolic location
level 1
Used X X X X X X
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Significant variables:

Symbolic location

Contents/Use

PN040
PNO050
PN060
PNO070
PN080
PN090
PN100
PN110
PN120
PN130
PN150
PN170
PN180
PN370+1
PN460+1
PN470+1

$PBSY

$CHI12

Last emitter character read as a result of a read emitter response interrupt.
Second word of Sense-DSW-with-reset IOCC.

Last DSW sensed in interrupt.

Second word of Sense-DSW-with-no-reset IOCC.

First word of Read emitter IOCC, contains the address of location PN040,
Second word of Read emitter IOCC.

First word of Start Printer IOCC, also the idle scan counter.

Second word of Start Printer IOCC.

Print scan counter,

Second half of Stop Printer IOCC.

Second half of Start Carriage IOCC.

Second half of Stop Carriage IOCC.

First half of Stop Carriage IOCC and mask to check bits 3, 5, and 6 of Printer DSW,
Address of the 1/0 area.

Word count.

Address of message.

/0001 indicates 1/0O buffer is busy and 49 print scan cycles have not been
completed.

/0000 indicates routine may still be busy completing the 16 idle scans; however,
1/0 buffer is ready to accept new input.

Zero = Channel 12 has not been sensed.

Non~Zero = Channel 12 has been sensed and skip to channel 1 has not been
performed.
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SYSTEM DEVICE SUBROUTINE FOR 1403

Phase ID: @1403

Used by: Monitor system programs
Subroutines required: ILS04

Linkage:
BSI
DC
DC

LIST

LDD

L

Preoperative input parameters:

LIST
PRO00+1

FUNCTION CODE
1/0 AREA ADDRESS

. 1/0 Area
Function ACC EXT Address
Print 1 Line /7001 Address of 0 < word count < 60
1/0 Area
Skip /7000 Address of 1/0 Area is
1/0 Area referenced
Space Immediate /7002 Not used Not used
Postoperative conditions and entry points:
Function at PR150 1/0 Area Location Symboh‘c Return I:nterru.['zt
word count reference entry point address at entry point
Print /7001 Non-Zero PR000+1 PR0O00+1
Skip /7000 Not used
Space /7002 Not Used
Register status:
ACC EXT XR1 XR2 XR3 Status
Saved at/restored from PR230+1 | PR240+1 | PR250+1
v symbolic location
Mainline
Used X X X X X X
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Significant variables:

Symbolic location

Contents/Use

PR140

PRO80
PRO80+1

PR110

PR300
PR300+1

PR090
PR0O90+1

PR290+1

PRO60

PRO70
PR110
PR330
$PGCT

$CHI2

$PBSY

A NOP after the following areas have been adjusted to the correct address as a
result of relocation:
PR300
PR500+1
PR180+2
PR280+2
PR170+1
PR220+2
PR080
PR400+1
PR430+1

First word of Print IOCC, contains address of print buffer.
Second half of Print IOCC.

Second half of Sense-without-reset IOCC.

First word of Skip~to-channel-12 IOCC,
Second word of Skip-to-channel-12 IOCC,

First word of Space immediate IOCC,
Second word of Space immediate IOCC.

Address of the user's I/0 area.

Storage location for the last DSW sensed during interrupt; also, first word of
Sense-DSW-with-reset IOCC.

Second word of Sense-DSW-with-reset IOCC.
Second word of Sense-DSW-without-reset IOCC.
60-word buffer from which the line is printed.
Binary page count, where 0 < page count < 32767

Channel 12 switch indicating channel 12 detected in DSW during interrupt;
not reset until a skip to channel 1 is requested by the user.

Printer busy switch, modified during execution of routine.

($PBSY) Zero: routine and printer not busy.

= Positive: transmission to printer is in progress; transmission
complete has not been received; subroutine I/0 buffer is busy.

= Negative: transmission complete has been received; subroutine

1/0 buffer can now be set up with new message.
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SYSTEM DEVICE SUBROUTINE FOR 1134/1055

Phase ID: @ 1134

Used by: Monitor system programs

Subroutine required: none
Linkage: LDD
BSI L

LIST DC
DC

Preoperative input parameters:

LIST
PT000+1

FUNCTION CODE
1/0 AREA ADDRESS

1/0 Area
i E

Function ACC XT Address
Read with con- /7000 Address of I/0 Area Word Count
version
Punch /7001 Address of I/0O Area Word Count
Read without /7002 Address of 1/0 Area Word Count
conversion

Postoperative conditions and entry points:
Function at PT060 Symboll.c Return Interrupt Interrupt
entry point address at entry point level
Read with con- /7000 PT000+1 PT000+1 PT010+1
version
Punch /7001 PT000+1 PT000+1 PT010+1
Read without /7002 PTO000+1 PT000+1 PT010+1
conversion
Register status:
ACC EXT XR1 XR2 XR3 Status
Saved at/restored from
Mainline | symbolic location
Used X X X
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Significant variables:

Symbolic location Contents /Use
PT000+1 Return address to caller from main line.
PT010+1 Return address from interrupt.

PT060 Function code, executed as follows:

/7000 = MDX *
/7001 = MDX *+1
/7002 = MDC *+2

PT340 Data area pointer,

PT360 Remaining word count.

PT370 Switch used for reading or punching: /0001 = punch, /0002 = read.
PT380 Switch used to indicate if conversion of information read is needed:

zero = no conversion,
non-zero = conversion.

PT460 and PT460+1 | IOCC for read and punch,
PT480 Data buffer. The character to be read or punched is contained here.

PT500 Counter for counting first 3 characters,
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SYSTEM DEVICE SUBROUTINE FOR DISK -- DISKZ

Phase ID: @DZID

Used by: Monitor system programs
Assembler Language programs
FORTRAN programs

Subroutines required: ILS02

Linkage: LDD LIST
BSI L DZ000
LIST DC FUNCTION CODE
DC 1/0 AREA ADDRESS

Preoperative input parameters:

] 1/0 Area 1/0 Area
Function ACC EXT Address Address + 1
Read /7000 or Address of the 0 < word count Drive code and
/0000 1/0 Area (must | < length of defined | sector address
be even) data area
Write /7001 Address of the 0 < word count Drive code and
1/0 Area (must < length of area sector address
be even) to be written
on disk
Find /0000 Address of the /0000 Drive code and
1/0 Area (must sector address
be even)
Postoperative conditions and entry points:
Function at DZ945 Symbohf: Return Interrup.)t Return Ig‘terrupt
entry point address at entry point address at level
Read /0000 DZ000 DZ100+5 DZ150 DZ150 2
Write /0100 DZ000 DZ100+5 DZ150 DZ150 2
Find /0000 DZ000 DZ100+5 DZ150 DZ150 2
Register status:
ACC EXT XR1 XR2 XR3 Status
Saved a_t/resto?ed from DZ100+1 | DZ100+3
. s symbolic location
Mainline
Used X X X X X
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Significant variables:

Symbolic location Contents/Use
DZ350+1 Address of the word in COMMA containing the current position of the heads on the
referenced disk,
DZ230+1 Address of the first word of the 1/O Area.
ClC(DZ230+1)] = originally requested word count
CIC(DZ230+1) + 1] = originally requested sector address
DZ904 and First and second words of the last IOCC performed (excluding sense DSW),
DZ905
DZ908 and First and second words of forced-Read after-Seek IOCC.
DZ909
DZ901 Sector address of previously executed forced Read.
DZ906 and IOCC developed for user-requested function.,
DZ907
DZ975 Second word of Read-Back-Check I0CC.
DZ912 Word count remaining to be read or written from original,
DZ913 Next sector to be read or written.
DZ910 Second word of Seek 10CC,
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CARDZ

Flowcharts: FIO04-05
Used by: SFIO
Subroutine required: HOLEZ, ILS01, 1LS04
Linkage: LIBF CARDZ (BSI 3 TV DISP)
where ACC = FUNCTION CODE
XR1 = 1/0 AREA ADDRESS
XR2 = WORD COUNT

Peroperative input parameters:

Function ACC XR1 XR2
Read /0000 1/0 Area Address Word Count
Write /0002 I/0 Area Address | Word Count
Postoperative conditions and entry points:
. Symbolic Return Interrupt Return Interrupt
CZ912
Function at entry point address at entry point address at level
Read /0000 CARDZ LIBF TV link CZ100 CZ100 1
word (column) {column)
Write /0002 CARDZ LIBF TV link CZ110 CZ110 4
word (op complete) | (op complete)
Register status:
ACC EXT XR1 XR2 XR3 Status
Saved at/restored from
Mainline symbolic location
Used X X X X X
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Significant variables:

Symbolic location

Contents/Use

CZ904
CZ904+1

CZ902

CZ923
CZ925
CZ920

CZ010

$RWCZ

CZ913

CZ918-3
thru
CZ918

Start read or punch IOCC, set by program depending on function used to
initiate operation.

If read, CZ904 + 1 = CZ906 + 1

If write, CZ904 + 1 = CZ908 + 1

Read or Punch IOCC, set by program depending on function to read or punch
columns,

If read, CZ902 + 1 = CZ906

If write, CZ902 + 1 = CZ908

Address pointer to I/0 area, incremented on each column interrupt.
Original I/O area address -1.
DSW is saved here on an operation-complete interrupt.
Switch used for waiting for interrupt:
Set positive when waiting for any interrupt.
Set zero when column interrupt occurs.
Set negative when op-complete interrupt occurs.
Previous operation switch:
/0000 = previous operation was a read.

/0002 = previous operation was a write,

If a write function is to be performed and the previous operation was a write,
this switch causes CARDZ to read a card and test for // in columns 1-2.

Switch used to test for // card before writing on it; zero means only reading
or previous operation before write was a read.

Buffer area for saving first 3 columns; rest of card is read into fourth word
when reading before write.
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PNCHZ

Flowchart: FIO11
Used by: SFIO
Subroutines required: HOLEZ, ILS01, 11S04
Linkage: LIBF PNCHZ (BSI 3 TV DISP)
where ACC = FUNCTION CODE
XR1 = 1/O0 AREA ADDRESS
XR2 = WORD COUNT

Preoperative input parameters:

Function ACC XR1 XR2
Write /0002 1/0 Area Address Word (character) count
of 80
Postoperative conditions and entry points:
Function Symbolic Return Interrupt Return Interrupt
’ entry point address at entry point address at level
Write PNCHZ LIBF TV link | PZ060 PZ060 0
word (column)
PZ080 PZ080 4
(op complete)
Register status:
ACC EXT XR1 XR2 XR3 Status
Saved at/restored from
Mainline symbolic location
Used X X X X X
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Significant variables:

Symbolic location Contents/Use
PZ340 Address pointer to 1/0 area; First word of Punch IOCC, Incremented on
each column interrupt.
PZ340+1 Second word of Punch I0CC.
PZ360 and Feed IOCC for initiating punch operation.
PZ360+1
PZ400 Error display indicator.
PZ400+1 Second word of last card feed IOCC.
PZ120+1 Original I/O area address.
PZ040 Switch used for waifing for operation -- complete interrupt:

zero = op complete interrupt has occurred
non-zero = waiting for op-complete
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READZ

Flowchart:

F1008

Used by: SFIO
Subroutines required: HOLEZ, ILS04

Linkages:

LIBF READZ (BSI 3 TV DISP)

where XR1 =1/0 AREA ADDRESS

Preoperative input parameters:

Function

XR1

Read

1/0 Area Address

Postoperative conditions and entry points:

Function Symbolic Return Interrupt Return Interrupt
entry point address at entry point address at level
Read READZ LIBF TV RZ060 RZ060 4
link word
Register status:
ACC EXT XR1 XR2 XR3 Status
Saved at/restored from
Mainline symbolic location
Used X X X X X
Significant variables:
Symbolic location Contents/Use

non-zero = waiting for interrupt
zero = set by occurrence of interrupt

RZ360 1/0 Area Address; also, first word of Read IOCC.
RZ360+1 Second word of Read IOCC.
RZ380 Switch used for interrupt processing:
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TYPEZ

Flowchart: FIO12

Used by: SFIO

Subroutines required: HOLEZ, GETAD, 1LS04

Linkage: LIBF TYPEZ (BSI 3 TV DISP)
where ACC = FUNCTION CODE
XR1 =1/0 AREA ADDRESS
XR2 = WORD COUNT
Preoperative input parameters:
Function ACC XR1 XR2
Read /0000 1/0 Area Address Word count, set to 80 by
TYPEZ
Write /0002 1/O Area Address Character count

Postoperative conditions and entry points:

. Symbolic Return Interrupt Return Interrupt
Function at  Kz910 entry point address at entry point address at level
Read /0000 TYPEZ TYPEZ+2 KZ7Z100 KZ100 4
Write /0002 TYPEZ TYPEZ+2 KZ100 KZ100 4
Register status:
ACC EXT XR1 XR2 XR3 Status
Saved at/restored from
Mainline symbolic location
Used X X X X
Significant variables:
Symbolic location Contents/Use
KZ911 Original character count plus one.
KZ210+1 Original 1/0 area address.
K7Z910 Read-Write function indicator word.
KZ906 I0OCC used to print characters from KZ914.
KZ914 Buffer word used to hold character to be printed.
KZ913 Saved DSW from Sense-with-reset in interrupt routine.
KZ900 I0CC used to read Keyboard character into I/O area.
KZ902 I0OCC used to release Keyboard.
KZ912 Number of remaining characters to be typed. (Each character read is typed.)
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WRTYZ

Flowchart: FIO09
Used by: SFIO
Subroutines required: GETAB, EBCTR, ILS04
Linkage: LIBF WRTYZ (BSI 3 TV DISP)
where XR1 =1/0 AREA ADDRESS
XR2 = WORD COUNT

Preoperative input parameters:

Function

XR1

XR2

Write

I/0 Area Address

Character Count

Postoperative conditions and entry points:

Function Symbolic Return Interrupt Return Interrupt
entry point address at entry point address at level
Write WRTYZ WRTYZ+2 TZ100 TZ100 4
Register status:
ACC EXT XR1 XR2 XR3 Status
Saved at/restored from
Mainline symbolic location
Used X X X X
Significant variables:
Symbolic location Contents/Use

TZ907 Number of characters remaining to be printed.
TZ908 Output buffer for printing character.
TZ902 IOCC used to print character out of TZ908.
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PRNZ

Flowchart: FIO10
Used by: SFIO
Subroutines required: ILS04
Linkage: ILIBF PRNZ (BSI 3 TV DISP)
where XR1 =1/0 AREA ADDRESS
XR2 = WORD COUNT

Preoperative input parameters:

Function XR1 XR2

Print 1/0 Area Address Word count, including 1 for
carriage control character

Postoperative conditions and entry points:

Function Symbolic Return Interrupt Return Interrupt
entry point address at entry point address at level
Print PRNZ PRNZ+2 INTZ INTZ 4
Register status:
ACC EXT XR1 XR2 XR3 Status

Saved at/restored from

Mainline symbolic location

Used X X X X X

Significant variables:

Symbolic location Contents/Use
PRNT First word of Print IOCC, Address of output area.
SIO+1 Address for store after character conversion.
COUNT Counter for character conversion.
TABL EBCDIC-to-1403-Printer-code conversion table,
TRCSW Transfer complete switch: zero = transfer complete.
CHAR EBCDIC character being converted.
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PRNTZ

Flowchart: FIO06
Used by: SFIO

Subroutines required: ILS02

Linkage:

LIBF

PRNTZ

(BSI 3 TV DISP)

where XR1 =1I/0 AREA ADDRESS
XR2 = WORD COUNT

Preoperative input parameters:

Function

XR1

XR2

Print

Output buffer address (first char-

acter is carriage control)

Word count, including carriage

control character.

Postoperative conditions and entry points:

Function Symbolic Return Interrupt Return Interrupt
' entry point address at entry point address at level
Print PRNTZ PRNTZ+2 AZ100 AZ100 2
Register status:
ACC EXT XR1 XR2 XR3 Status

Saved at/restored from

Mainline symbolic location
Used X X X X X
Saved at/restored from

Interrupt symbolic location

level 2

Used
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Significant variables:

Symbolic location

Contents/Use

AZ150+1

AZ919

AZ900

AZ922

AZ914

AZ924

AZ918

Address of first data word in output buffer.

Word count.

Interrupt exit switch:
+ , if line is complete
-, if idles complete
0 , if waiting

Space counter (positive number of spaces).

DSW storage.
Scan counter (print).

Emitter-character storage.
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PAPTZ

Flowchart: FIO07

Used by: SFIO

Subroutine required: ILS04
Linkage: LIBF PAPTZ

where

Preoperative input parameters:

(BSI 3 TV DISP)
ACC = FUNCTION CODE

XR1 =1/0 AREA ADDRESS

XR2 = WORD COUNT

Function ACC XR1 XR2
Read /0000 Address of I/O Area Word count, set to 120
by PAPTZ
Write /0002 Address of 1/0 Area Word count

Postoperative conditions and entry points:

. ) Symbolic Return Interrupt Return Interrupt
Function at  BZ924 entry point address at entry point address at level
Read /0000 PAPTZ PAPTZ+2 BZ100 BZ100 4
Write /0002 PAPTZ PAPTZ+2 BZ100 BZ100 4
Register status:
ACC EXT XR1 XR2 XR3 Status

Mainline

Saved at/restored from
symbolic location

Used
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Significant variables:

Symbolic location Contents/Use
BZ924 Read/Write indicator.
BZ929 Number of words remaining to be read or punched.
BZ300+1 Address of 1/0 Area.
BZ010 Routine busy indicator: zero, no interrupt waiting to be processed; non-

zero, an interrupt waiting to be processed.

BZ902 IOCC used to Start paper tape reader.
BZ904 IOCC used to Read paper tape.
BZ925 Read area for BZ904, Read paper tape IOCC.

Write area for BZ906, Punch paper tape IOCC,
BZ926 DSW from sense-with-reset in interrupt subroutine.
BZ906 IOCC used to Punch paper tape.
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CARDO

Used by: Assembler Language programs
Subroutines required: ILS00, ILS04

Linkage: LIBF CARDO (BSI 3 TV DISP)
DC  ARG1
DC  ARG2
DC  ARG3

Preoperative input parameters:

Function ARG1 ARG2 ARG3 I/0O Area Address
Test /0000 Return to this word if Return to this word if not Not used
busy busy
Read /1000 1/0 Area Address NSI Word count
Punch /2000 1/0 Area Address NSI Word count
Feed /3000 Not used NSI Not used
Stack /4000 Not used NSI Not used
Postoperative conditions and entry points:
. Symbolic Return Interrupt Return Interrupt
Function at  CA20 entry point address at entry point address at level
Test CARDO CA34+1
Read /7000 CARDO CA34+1 INT1 INT1 0
INT2 INT2 4
Punch /7001 CARDO CA34+1 INT1 INT1 0
INT2 INT2 4
Feed /7002 CARDO CA34+1 INT2 INT2 4
Stack /7003 CARDO CA34+1
Register status:
ACC EXT XR1 XR2 XR3 Status
Saved at/restored from | oo CA30+1 | CA31+1 CA32
. symbolic location
Mainline
Used X X X




Significant variables:

Symbolic location Contents/Use
COUNT Number of words left to be transferred.
COLM Address being transferred to or from.
RSTRT Word count for restart.
RSTRT+1 Starting address for restart.
BUSY Busy indicator; non-zero = busy.
CHAR ' Second half of the Sense DSW IOCC that was last executed.
ERROR Skip indicator; non-zero = feed a card.
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CARD1

Used by: Assembler Language programs
Subroutines required: ILS00, ILS04

Linkage: LIBF CARDl1 (BSI 3 TV DISP)
DC ARG1
DC ARG2
DC ARG3

Preoperative input parameters:

Function ARG1 ARG2 ARGS3 1/0 Area Address
Test /0000 Return to this word if | Return to this word Not used
busy if not busy

Read /1000 1/0 Area Address Address of user Word count

error routine
Punch /2000 1/0 Area Address Address of user Word count

error routine
Feed /3000 1/O Area Address Address of user Not used

error routine
Stack /4000 Not used Not used Not used

Postoperative conditions and enter points:
. ; Symbolic Return Interrupt Return Interrupt
Function at CR24+1 entry point address at entry point address at level
Test CARD1 EXIT+1
Read /0001 CARD1 EXIT+1 INT1 INT1 0
INT2 INT2 4
Punch /0002 CARD1 EXIT+1 INT1 INT1 0
INT2 INT2 4

Feed /0003 CARD1 EXIT+1 INT2 INT2 4
Stack /0004 CARD1 EXIT+1
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Register status:

ACC EXT XR1 XR2 XR3 Status
Saved at/restored from | ppoyn | GRgost | CR44+1 CR46
. symbolic location
Mainline
Used X X

Significant variables:

Symbolic location

Contents/Use

RESTR

RESTR+1

RESTR+2

ERROR

INDIC

INIT

COLM

COUNT

CHAR

Count information for restart.

1/0 area address for restart,

Address of error routine; also, busy indicator.

Skip indicator; non-zero = feed a card.

Feed check at read station indicator; non-zero = feed check,
Last initiate command given.

Address being transferred to or from.

Number of words to transfer.

Second half of the Sense DSW IOCC used.
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READO

Used by: Assembler Language programs

Subroutines required: ILS04

Linkage:
DC
DC

LIBF READO
ARG1
ARG2

Preoperative input parameters:

(BSI 3 TV DISP)

Function ARG1 ARG2 1/0 Area
Test /0000 Return to this word if busy Not used
Read /1000 Address of word count Word count
Feed /1000 Address of word count Word count

(must be zero)

Postoperative conditions and entry points:

Functi Symbolic Return Interrupt Return Interrupt
unction entry point address at entry point address at level
Test READO RE180+1
Read READO RE180+1 RE048 RE048 4
Feed READO RE180+1 RE048 RE048 4

Register status:
ACC EXT XR1 XR2 XR3 Status
Saved at/restored from RE324 RE144+1 | RE156+1 RE168
s symbolic location
Mainline
Used X X
Significant variables:
Contents/Use

Symbolic location

RE228

RE264

1/0 area address.

Busy indicator; non-zero indicates busy.
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READ1

Used by: Assembler Language programs
Subroutines required: ILS04
Linkage: @ LIBF READ1 (BSI 3 TV DISP)

DC ARG1
DC ARG2
DC ARG3

Preoperative input parameters:

Function ARG1 ARG2 ARG3 1/0 Area Address
Test /0000 Return to this word if busy | Return to this word if not Not used
busy
Read /1000 1/0 Area Address Address of user's error Word count
routine
Feed /1000 1/0 Area Address Address of user's error Word count
routine (must be zero)

Preoperative conditions and entry points:

Function Symbolic Return Interrupt Return Interrupt
entry point address at entry point address at level
Test READ1 RE180+1
Read READ1 RE180+1 RE048 RE048 4
Feed READ1 RE180+1 RE048 RE048 4
Register status:
ACC EXT XR1 XR2 XR3 Status
Saved at/restored from RE324 RE144+1 | RE156+1 RE168
- symbolic location
Mainline
Used X X
Significant variables:
Symbolic location Contents /Use
RE228 Busy indicator; non-zero indicates busy.
RE264 1/0 Area address.
RE360+2 Address of user's error routine for read error.
RE370+2 Address of user's error routine during last card.
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PNCHO

Used by: Assembler Language programs
Subroutines required: ILS00, ILS04

Linkage: LIBF PNCHO
DC ARGl
DC  ARG2
DC  ARG3

(BSI 3 TV DISP)

Preoperative input parameters:

Function ARG1 ARG2 ARG3 I/0 Area Address
Test /0000 Return to this word if busy | Return to this word if not Not used
busy
Punch /2000 Address of 1/0 Area Return to this word Word count
following call
Feed /3000 Not used NSI Not used
Postoperative conditions and entry points:
. Symbolic Return Interrupt Return Interrupt
Function  at cA20 entry point address at entry point address at level
Test PNCHO CA34+1
Punch /7001 PNCHO CA34+1 INT1 INT1 0
INT2 INT2 4
Feed /7002 PNCHO CA34+1 INT2 INT2 4
Register status:
ACC EXT XR1 XR2 XR3 Status
Savesof‘itc/ 1;22;:::1? from | pyvp CA30+1 | CAS31+1 CA32
Mainline ym
Used X X
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Significant variables:

Symbolic location

Contents/Use

CHAR

COLM

BUSY

COUNT

ERROR

RSTRT

RSTRT

Second half of DSW last sensed.
Address being punched from.
Non-zero indicates bﬁsy.

Number of columns to be punched.
Non-zero indicates feed a card (SKIP),
Word count for restart.

Data address for restart.
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PNCH1

Used by: Assembler Language programs
Subroutines required: ILS00, I1LS04

Linkage:
DC
DC
DC

LIBF PNCHI1
ARG1
ARG2
ARGS3

(BSI 3 TV DISP)

Preoperative input parameters:

Function ARG1 ARG2 ARG3 1/0 Area Address
Test /0000 Return to this word if busy. Return to this word if not Not used
busy
Punch /2000 Address of 1/0 Area Address of user's error Word count
routine
Feed /3000 Not used Address of user's error Not used
routine
Postoperative conditions and entry points:
. Symbolic Return Interrupt Return Interrupt
Function —at  CA20 entry point address at entry point address at level
Test PNCH1 CA34+1
Punch /7001 PNCH1 CA34+1 INT1 INT1 0
INT2 INT2 4
Feed /7002 PNCH1 CA34+1 INT2 INT2 4
Register status:
ACC EXT XR1 XR2 XR3 Status
Saved at/restored from | 1oy CA30+1 | CA31+1 CA32
. symbolic locations
Mainline
Used X X
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Significant variables:

Symbolic location

Contents/Use

CHAR

COLM

BUSY

COUNT

ERROR

INDIC

RSTRT

RSTRT+1

RSTRT+2

Second half of Sense DSW IOCC.
Address being punched from.

Busy indicator; non-zero = busy.
Number of columns to punch.
Non-zero indicates feed a card (SKIP).
Read station feed check if non-zero.
Word count for restart.

Data address for restart.

Address of user's error routine,
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TYPEO

Used by: Assembler Language programs
Subroutine required: ILS04

Linkage: LIBF TYPEO
' ARG1
ARG2

DC
DC

Preoperative input parameters:

(BSI 3 TV DISP)

Function ARG1 ARG2 1/0 Area Address
Test /0000 Return to this word if opera-
tion is not complete
Read-Print /1000 I/O Area Address Word Count
Print /2000 1/0 Area Address Word Count
Postoperative conditions and entry points:
. Symbolic Return Interrupt Return Interrupt
Function at TY24 entry point address at entry point address at level
Test TYPEO EXIT+1
Read Print /7000 TYPEO EXIT+1 INT1 INT1 4
Print /7001 TYPEO EXIT+1 INT1 INT1 4
Register status:
ACC EXT XR1 XR2 XR3 Status
o Saved at/restored from | o,y 0 | gavaqer | saviel | savesr SAVST
Mainline symbolic locations
Used X X X
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Significant variables:

Symbolic location

Contents/Use

TY24

READ

READ+1

RSTRT+1

RSTRT+2

COUNT

PRINT

INTT

DSWRD

RIGHT

TEMPI

TY90+1

TY92+1

Functional branch instruction:
/7000 = MDX * if Read/Print.
/7001 = MDX *+1 if Print.

Pointer to data input area.

Last half of Read IOCC.

Data area address.

Word count.

Contents depend on the function:
/7000 -~ number of words remaining to be read.
/7001 - count of remaining characters to be printed, initially set to twice the
word count.

IOCC used to print character from TEMPI.
I0CC used to release keyboard.
Device status word from sensing device in interrupt routine.
Switch indicating which character in TEMPI will be used next:
/0000 = Use right character
/0001 = Go get next word from data area and use left character.
Contents depend on the function:
/7000 - rotate/tilt character converted from hollerith input character from
keyboard. Character is printed on console from this area.
/7001 - Temporary storage for printing a character (high order 8 bits was last
character printed),

Address of Hollerith table.

Address of Rotate/Tilt character table.
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PRNT1

Used by: Assembler Language programs
Subroutines required: ILS01

Linkage: LIBF

DC
DC
DC

PRNT1
ARG1
ARG2
ARG3

(BSI 3 TV DISP)

Preoperative input parameters:

Function ARG1 ARG2 ARG3
Test /0000 Returns to this word if Returns to this word if routine
routine is busy is not busy
Print /20X0 1/0 Area Address Error routine address
X = space control
0 , space after print
1, suppress space
Control /3XY0 Return to this word.
Carriage X = immediate control
Y = after print control
Print /40X0 1/0 Area Address Error routine address
Numeric X = space control
0 , space after print
1, suppress space

Postoperative conditions and entry points:

Function at PARL ei?xgbgii;t ang:Zg at enmtgr:zip rtt acﬁi‘f: sr: at hiiiiﬁu >
Test PRNT1 EXIT+1
Print /02X0 PRNT1 EXIT+1 INT1 INT1 1
Control Carriage /3XY0 PRNT1 EXIT+1 INT1 INT1 1
Print Numeric /40X0 PRNT1 EXIT+1 INT1 INT1 1
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Register status:

ACC EXT XR1 XR2 XR3 Status
Saved at/restored from
Mainline symbolic location AQ AQ+1 FC58+1 | FC58+3 FC58+5
Used X X X X X
Saved at/restored from
Interrupt symbolic location OUT+1
level 1 Used X X
Significant variables:
Symbolic location Contents /Use
ILLGL+1 Address of call +1.
NEGWD 2's complement of the word count.
CLEAR Last entry to the clear print buffer routine.
DSW DSW from the last interrupt.
SPSK Space count if (-). Skip if (+). _ Compare for skip response interrupt.
PASS Interrupt switch.
FC16+1 Address of call +2,
STRE3+2 Address of call +3,
SCAN+1 End of the I/0 area.
CTRA48 Scan counter to determine when line is complete,
CTR16 Counter for 16 idles,
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PRNT3

Used by: Assembler Language programs
Subroutines required: ILS04
Linkage: LIBF PRNT3 (BSI 3 TV DISP)

DC ARG1
DC ARG2
DC ARG3

Preoperative input parameters:

Function ARG1 ARG2 ARG3
Test /0000 Return to this word if Return to this word if not
busy busy
Print /20Z0 Address of 1/O Area

Z = space control
1, space suppressed
0, space after print

Control /3XY0
X = immediate control
Y = control after print

Postoperative conditions and entry points:

Function Symbolic Return Interrupt Return Interrupt
entry point address at entry point address at level
Test PRNT3 W3160+1
Print Third digit at PRNT3 W3160+1 w3020 w3020 4
W3540
Control | Third digit at PRNT3 W3160+1 w3020 w3020 4
W3540
Register status:
ACC EXT XR1 XR2 XR3 Status
Saved at/restored from W3520 | WS3520+41 | W3100+1 | W3120+1 W3140
s symbolic location
Mainline
Used X X ' X X X
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Significant variables:

Symbolic location Contents/Use
W3540 First word of the Sense-DSW-without-reset IOCC; also, Carriage control
character.
W3540+1 Routine busy switch, non-zero indicates the routine is processing a message.
w3920 First word of 60-word output buffer.
W3900 DSW in interrupt, except carriage interrupt; also carriage control in interrupt.
W3260+1 Address of user output area.
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PAPT1

Used by: Assembler Language programs

Subroutines used:
LIBF

Linkage:
DC
DC
DC

I1L.S04
PAPT1
ARG1
ARG2
ARG3

Preoperative input parameters:

(BSI 3 TV DISP)

Function ARG1 ARG2 ARG3 1/0 Area Address
Test /0000 Return to this word if | Return to this word if
the operation is not previous operation is
complete complete
Read /1X00 1/0 Area Address Address of user error | Word count (1/2 the
X=0, Check routine number of char-
X=1, No check acters)
Punch /2X00 1/0 Area Address Address of user error | Word count (1/2 the
=0, Check routine number of char-
X=1, No check acters)
Postoperative conditions and entry points:
. Symbolic Return Interrupt Return Interrupt
Function at  DEVIC entry point address at entry point address at level
Test PAPTI1 RET+1
Read /0002 PAPT1 RET+1 INT1 INT1 4
Punch /0001 PAPT1 RET+1 INT1 INT1 4
Register status:
ACC EXT XR1 XR2 XR3 Status
Saved at/restored from
- symbolic location SAVA XRL+1 XRL+2
Mainline
Used X X X
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Significant variables:

Symbolic location Contents/Use °

DEVLC Function indicator:
/0002 = Read.
/0001 = Punch,

CHECK Switch for controlling checking function:
/FF00 = Do not check. -
/0000 = Check for a Delete or Stop character.

WDCNT Count of remaining words,
IOAR Data area pointer.
USERR+2 " Address of user error roﬁtine.‘
BUF Temporary storage for word containing 2 charactei‘s to be punched.
SENSE ~ Sense DSW for paper tape.
" READS I0CC for starting paper tape reader.
IOCC : o Réad or punch control word.
CHART ' Character switch:

(Punch) Even Both characters in the word have been punched, go get

the next character.

Odd = Punch the right character.
. (Read) Even = Second character of word was just read.
Odd = First character of word was just read.
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PAPTN

Used by: Assembler Language programs
Subroutine required: I1.S04

LIBF
DC
DC
DC

Linkage:

PAPTN
ARG1
ARG2
ARG3

Preoperative input parameters:

(BSI 3 TV DISP)

Function ARG1 ARG2 ARG3 1/0 Area
Address
Test /0000 Return to this word if Return to this word if
Test reader the previous operation previous operation is
/0001 is not complete complete
Test punch
Read /1X00 1/0 Area Address Address of user Word count
=0, Check error routine (1/2 the number)
X=1, No check of characters)
Punch /2X00 1/0 Area Address Address of user Word count
X=0, Check error routine (1/2 the number
X=1, No check of characters)

Postoperative conditions and entry points:

Function Symbolic Return Interrupt Return Interrupt
entry point address at entry point address at level
Test PAPTN RET+1
Read RDTBL PAPTN RET+1 INTN INTN 4
Punch PNTBL PAPTN RET+1 INTN INTN 4
Register status:
ACC EXT XR1 XR2 XR3 Status
Mainline i?rvm?lfoi‘:c/ Iiszm:f rom SAVA XR1+1 XR2+1 XR2+2
Used X X X X
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Significant variables:

Symbolic location

Contents/Use

CHECK
WDCNT
RWDCT

IOAR
RIOAR

USERL1
RUSE1

BUF
RBUF

Index Register 2
I0CC

READS

CHAR

(RCHAR)

SENSR

RIOCC

10CC2

/0000 = Check for a Delete or Stop character.
/FF00 = Do not check.

Number of words remaining to be punched.
Number of words remaining to be read.

Address pointer to user data area (punch).
Address pointer to user data area (read).

Address of user error routine (punch).
Address of user error routine (read).

Temporary storage for word to be punched.
Temporary storage for word to be read into.

Address of RDTBL, if reading.
Address of PNTBL, if punching.

IOCC used for punching a character.
IOCC used to start tape reader.

Switch used to indicate which half of the word is to be used:

Even = Both characters in word used.
0Odd = First character of word was used.

DSW received from Sense-with~reset IOCC.
IOCC used to read paper tape.

IOCC used to punch a Delete character.
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PLOT1

Used by: Assembler Language programs

Subroutines used:

Linkage: LIBF
DC
DC
DC

ILS03
PLOT1
ARGl
ARG2
ARG3

Preoperative input parameters:

(BSI 3 TV DISP)

Function ARG1 ARG2 ARG3 1/0 Area Address
Test /0000 Return here if routine Return here if routine Not used
busy not busy
Plot /1000 1/0 Area Address Address of user's Word count
error routine

Postoperative conditions and entry points:

Function Symbolic Return Interrupt Return Interrupt
entry point address at entry point address at level
Test PLOT1 RET+1
Plot PIOT1 RET+1 INT1 INT1 3
Register status:
ACC EXT XR1 XR2 XR3 Status
Saved at/restored from SAVAQ | SAVAQ+1 | XRi+1 XR1+2
s symbolic location
Mainline
Used X X
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Significant variables:

Symbolic location Contents /Use
DEVIC Non-zero indicates invalid device,
BUSY Non-zero indicates busy.
DIGIT Counter to determine which section of packed word is being used.
SENSE Word count, number of words for this plot,
IOAR Output area address in user program,
BUF Word being decoded for plotting,
FIRST Non-zero indicates first command,
DUPCT Non-zero indicates repeat some command or plot.
CTRL Last plot command executed.
WORK Command that has been separated out of BUF.
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OMPR1

Used by: Assembler Language programs
Subroutines required: ILS04

Linkage: LIBF OMPR1 (BSI 3 TV DISP)
DC  ARGlL
DC  ARG2
DC  ARG3

Preoperative input parameters:

Function ARG1 ARG2 ARG3 EXT
Test /0000 Return to this word if | Return to this word if
program is busy program is not busy
Timing /0001 Return to this word if | Return to this word if bit
Mark bit 8 on in DSW 8 is off in DSW
Test
Read /2000 I1/0 Area Address Address of user error /X -
routine X =1, Stacker Select
X = 0, No Stacker
Select
Read /3000 NSI (return to this NSI /X-==
word after feed) X =1, Stacker Select
X =0, No Stacker
Select
Disconnect /4000 NSI (return to this NSI
word after disconnect)
Stacker /5000 NSI (return to this NSI
Select word after Stacker
Select)
Postoperative conditions and entry points:
. Symbolic Return Interrupt Return Interrupt
Function  at FUN entry point address at entry point address at level
Test OMPR1
Timing Mark OMPR1
Test
Read /FFFE OMPR1 INT1 INT1 4
Feed /0000 OMPR1 INT1 INT1 4
Disconnect OMPR1
Stacker OMPR1
Select
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Register status:

ACC EXT XR1 XR2 XR3 Status
Saved at/restored from | g\ y.q | savaq+i | savki | MPRazel MPR34
- symbolic location

Mainline |

Used X X X X
Significant variables:
Symbolic location Contents /Use
Accumulator At entry to a user error routine:

ACC = 0001, Master Mark detected.

ACC = 0002, Read Error and/or Timing Mark Error.
ACC = 0003, Hopper Empty.

ACC = 0004, Document Selected.

ERREX+2 Entry to user's error routine.
FUN Function:

/FFFE = Read (2000)
/0000 = Feed (3000)

READ TIOCC for Read function.

READ+1 Address of user 1/0 area.

FEED /0000, Feed has already been performed.
/0001, Feed has not been initiated for this Read function.

CNTRL and I0CC for Feed function.

CNTRL+1

STKSL and IOCC for Stacker select.

STKSLA+1

DSCNT and IOCC for Disconnect function.

DSCNT+1

BUSY Program busy indicator:

zero = Not Busy.
non-zero = Busy.

FCI Zero, No first character interrupt.
Non Zero, Have received first character interrupt.

MMARK Master mark indicator switch:
zero = No master mark.

non-zero = Master mark read.

Index Register 1 Address of the calling sequence.
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WRTYO0

Used by: Assembler Language programs
Subroutines required: ILS04

Linkage: LIBF WRTYO
ARG1
ARG2

DC
DC

Preoperative input parameters:

(BSI 3 TV DISP)

Function ARG1 ARG2 1/0 Area Address
Test /0000 Return to this word if
operation is not complete
Print /2000 I/0 Area Address Word Count
Postoperative conditions and entry points:
Function Symbolic Return Interrupt Return Interrupt
entry point address at entry point address at level
Test WRTYO WR36+1
Print WRTYO WR36+1 INT1 INT1 4
Register status:
ACC EXT XR1 XR3 Status
Saved at/restored from SAVA WR30+1 | WR32+1 WR34
- symbolic location
Mainline
Used X X X
Significant variables:
Symbolic location Contents/Use
COUNT Dynamic word counter; number of words remaining to be printed.
IOAR Pointer to data area, address of last word used.
TEMP1 Character to be printed, high order 8 bits was last character printed.
PRINT First word of IOCC to print character out of TEMPL.
PRINT+1 Second word of IOCC to print character out of TEMP1.
RIGHT Switch indicating which character in TEMP1 will be used next:
/0000 = Right character.
/0001 = Go get next word from date area and use left character.
TEMP Right half of Sense-with-reset IOCC.
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DISK1

Used by: Monitor system programs, Assembler Language programs
Subroutines required: ILS02 ’
Linkage:* for monitor system programs

LIST

LDD

BSI L
DC

DC

LIST
D0000

FUNCTION CODE

1/0 AREA ADDRESS

for Assembler Language programs

LIBF
DC
DC
DC
DC

DISK1 (BSI 3 TV DISP)

ARG1
ARG2
ARG3
ARG4

*This subroutine may be entered by user-written Assembler Language programs via the LIBF TV or by

monitor system programs via a direct branch.

If a direct branch is used, DISK1 uses the parameters contained

in the ACC and EXT to construct the parameters of a LIBF and simulates a LIBF entry by calling on itself.

Preoperative input parameters (for LIBF entry)T :

Function ARG1 ARG2 ARG3 ARG4 1/0 Area Address -
Test /0000 Not used - Return to this Return to this | Not used
" word if busy word if not busy
Read /1000 Address of the Address of user | Return to this | Word 1 = word
1/0 Area error routine word after count
: initiating Word 2 = drive code:
operation and sector
address
Write /2000 Address of the Address of user | Return to this Word 1 = word
wW/0 1/0 Area error routine word after count
RBC initiating Word 2 = drive
operation code and
sector
address
Write /3000 Address of the Address of user | Return to this Word 1 = word count
With 1/0 Area error routine word after Word 2 = drive
RBC initiating code and sector
operation address
Write /4000 Address of the Address of user | Return to this Word 1 = not used
Immediate) 1/0 Area error routine word after ini- |Word 2 = drive
tiating operation| code and sector
address
Seek /500x Address of the Address of user | Return to this Word 1 = not used
X = seek option 1/0 Area error routine word after ini- |Word 2 = drive
displacement ting operation code and sector
address

pplies to simulated LIBF.
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Postoperative conditions and entry points:

. Symbolic Return Interrupt Return Interrupt
Function at D0945 entry point address at | entry point | address at level

Test /0000 DO0000 (branch) D0030 D0004 D0004 2
D0007 (LIBF)

Read /0001 D0000 (branch) D0030 D0004 D0004 2
D0007 (LIBF)

Write W/O RBC /0002 D0000 (branch) D0030 D0004 D0004 2
D0007 (LIBF)

Write W/RBC /0003 D0000 (branch) D0030 D0004 D0004 2
D0007 (LIBF)

Write Immediate /0004 DO0000 (branch) D0030 D0004 D0004 2
DO0007 (LIBF)

Seek W/O Seek /0005 D0000 (branch) D0030 D0004 D0004 2

Option D0007 (LIBF)

Seek With Seek /0005 D0000 (branch) D0030 D0004 D0004 2

Option (D0946=x000) | D0007 (LIBF)

Register status:

ACC EXT XR1 XR2 XR3 Status

Saved at/restored from

. . D0918 D0919 D0020+1 | D0020+3 D0010
symbolic location

Mainline

Used X X X X X
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Significant variables:

Symbolic location

Contents/Use

D0006

D0008+1

D0235+1
(D0310+1)

D0280+1
D0305+1
(D0330+1)

D0350+1
(D0390+1)

D0901

D0904 and
D0905

D0906 and
D0907
D0909
DO0910
D0911
DO0912
D0913
D0938

D0947

D0908

DBUSY

D0902 and
D0903

If DISK1 was entered by a monitor system program at D0000, this word is used by
DISK1 to simulate a LIBF link word. The contents of this word should reference the
simulated LIBF at symbolic location D0060,

Address of the link word in the LIBF TV if called by a user-written LIBF; address
of D0006 (simulated LIBF TV) if routine was entered from a monitor system program
via a direct branch.

Address of the word containing the beginning of the file-protected area of the disk
on the specified drive.

Address of a table in COMMA containing the list of defective cylinders of the disk
on the referenced drive.

Address of the device code to be used corresponding to the referenced drive.
Address of the word in COMMA containing the current position of the heads on the
referenced disk.

Sector address of previously executed Forced Read.

First and second words of the last IOCC performed (excluding Sense Device).
First and second words of the IOCC for the user-requested operation: D0906 = address
of the next I/O area; D0907 = area code/function to be performed and current or
next sector address.

Second word of Read-after-Seek JOCC.

Second word of Seek IOCC.

Second word of Sense IOCC.

Word count remaining to be read or written from originally requested word count.
Next sequential sector to be read or written.

Current sector address,

If seek option was envoked, this word contains the displacement from the originally
requested sector address.

Second word of Read-back-check IOCC.

Non-zero indicates routine is busy; this word must be cleared to zero before entry
to this routine is permitted.

Last 2 words of sector just read or written,
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DISKN

Used by: Monitor system programs, Assembler Language programs
Subroutines required: ILS02
Linkage:* for monitor system programs

LDD
BSI L

LIST DC

DC

LIST
D0000

FUNCTION CODE

I/O0 AREA ADDRESS

for Assembler Language programs

LIBF
DC
DC
DC
DC

DISKN
ARG1
ARG2
ARG3
ARG4

(BSI 3 TV DISP)

*This subroutine may be entered by user-written Assembler Language programs via the LIBF TV or by moni~

tor system programs via a direct branch.

If a direct branch is used, DISKN uses the parameters contained in

the ACC and EXT to construct the parameters of a LIBF and simulates a LIBF entry by calling on itself,

Preoperative input paramaters (for LIBF entry)T:

Function ARG1 ARG2 ARG3 ARG4 I/O Area Address
Test /0000 Not used Return to this Return to this Not used
word if busy word if not busy
Read /1000 Address of the Address of user { Return to this Word 1 = word
1/0 Area error routine word after ini- count
tiating operation | Word 2 = drive
code and sector
address
Write W/O /2000 Address of the Address of user | Return to this Word 1 = word
RBC 1/0 Area error routine word after ini- count
tiating operation | Word 2 = drive
code and sector
address
Write With /3000 Address of the Address of user | Return to this Word 1 = word
RBC I/O Area error routine word after ini- count
tiating operation| Word 2 = drive
code and sector
address
Write /1000 Address of the Address of user | Return to this Word 1 = not used
Immediate I1/0 Area error routine word after ini~ | Word 2 = drive
tiating operation| code and sector
address
Seek /500x Address of the Address of user | Return to this Word 1 = not used
x = seek option 1/0 Area error routine word after ini- | Word 2 = drive
displacement tiating operation] code and sector
address

TApplies to simulated LIBF,
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Postoperative conditions and entry points:

Function at D0995 Symbol%c Return Interrupt Return Interrupt
entry point address at entry point | address at level
Test /0000 D0000 (branch) | D0000 (branch) | D0004 D0004 2
D0025 (LIBF) D0900+5 (LIBF)
Read /0001 D0000 (branch) | D0000 (branch) | D0004 D0004 2
D0025 (LIBF) | D0900+5 (LIBF)
Write W/O /0002 D0000 (branch) | D0000 (branch) | D0004 D0004 2
RBC D0025 (LIBF) D0900+5 (LIBF)
Write With /0003 DO0000 (branch) | DO000 (branch) | D0004 D0004 2
RBC D0025 (LIBF) D0900+5 (LIBF)
Write /0004 D0000 (branch) | D0000 (branch) { D0004 D0004 2
Immediate D0025 (LIBF) D0900+5 (LIBF)
Seek W/O /0005 D0000 (branch) | D0000 (branch) | D0004 D0004 2
Seek Option D0025 (LIBF) D0900+5 (LIBF)
Seek With /0005 D0000 (branch) | D0000 (branch) | D0004 D0004 2
Seek Option D0025 (LIBF) | D0900+5 (LIBF)
Register status:
ACC EXT XR1 XR2 XR3 Status
Saved at/restored from | 1,514 | Dog1ge1 | D0900+1 | D090+ D0080
. symbolic location
Mainline
Used X X X X X
Significant variables:
Symbolic location Contents/Use

D0020

D0025+2

D0010+1

D0010 and

drive in the table.

If DISKN was entered by a monitor system program at D0000, this word is used by
DISKN to simulate a LIBF link word. The contents of this word should reference

the simulated LIBF at D0010-1.

Contents of the LIBF link word if called by a user-written LIBF,

Simulated LIBF parameters for direct branch input:

D0010 = /1100 for read input
= /2200 for write input
D0010+1 = address I/0 area

DISKN is capable of executing 5 drives simultaneously. Reference to the proper disk drive work areas
is accomplished by use of a table.

XR1 is used to point to the relative starting position for each specific
The starting address in the table is computed as follows:
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Significant variables:

(Continued)

Symbolic location

Contents/Use

The contents of location D0800 + (drive code x 2)

Example: Assume drive 1 is referenced. The address would be:
D0800 +(1 x 2) = D0O800+2

XR1 contains this computed address. References to specific significant variables used in the routine
is X1 + some displacement value. The table (DT) contains many significant variables concerning the

referenced drive.

VWXYZ and
VWXYZ+1

STOX1+1

Index Register 2

D0800
XR1 + 1)

SVIOIand
SVIOI+1
(XR1 + 10)
(XR1 + 11)

RSTRT
(XR1 + 20)

SFLAG
(XR1 + 21)

D0995
(XR1 + 30)

SCNTR
(XR1 + 31)

10CC and
10CC+1

(XR1 + 40)
(XR1 + 41)

ORIGS
(XR1 + 50)

SADR
(XR1 + 51)

First and second words of Seek IOCC if one is required; also used as temporary
storage.

Drive determination: the drive currently being referenced may be determined by
the contents of XR1 corresponding to the relative starting address in the drive table,
or by examining the contents of STOX1+1. This location contains the drive code.

Drive code and I1/0 area address at various times during execution of this routine.

Current position (sector address) of the heads on the referenced drive.

Last two words of the 1/0O area just read into

Address of the user's error routine.

Current seeking status of the drive:
/FFFF = drive is seeking, has just seeked, or seek is required.
/0000 = seek not required, or not in process.
Originally requested user function.
Error counter for referenced drive for this operation:
50 - C(DT + 31) = total errors occurred for this drive during requested function

10 (DT + 30)

IOCC for the current user-requested operation, except for Seek and Sense DSW,

Originally requested sector address.

Current sector address for current IOCC.
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Significant variables: (Continued)

Symbolic location Contents/Use
WCNT Remaining word count to be read or written.
(XR1 + 60)
COUNT Word count to be used in next I/0 operation.
(XR1 + 61)
IOADR | Current I/O area address.
XR2 + 70)
RBCNT Read-back-check counter:
(XR1 + 71) 10010 = C(DT + 71) = total errors occurred attempting to perform RBC.
$DRBRSY Current status of each of the 5 possible drives; i.e., if drives 0 and 2 are both
busy, bits 0 and 2 of $DBSY are set to 1.
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